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PREFACE

The field of computer algebra has gained widespread attention in recent years because
of the increasing use of computer algebra systems in the scientific community. These sys-
tems, the best known of which are DERIVE, MACSYMA, MAPLE, MATHEMATICA,
REDUCE, and SCRATCHPAD, differ markedly from programs that exist to perform only
numerical scientific computations. Unlike the latter programs, computer algebra systems can
manipulate symbolic mathematical objects in addition to numeric quantities. The operations
that can be performed on these symbolic objects include most of the algebraic operations that
one encounters in high school and university mathematics courses. The ability to perform
calculations with symbolic objects opens up a vast array of applications for these systems.
Polynomials, trigonometric functions, and other mathematical functions can be manipulated
by these programs. Differentiation and integration can be performed for a wide class of func-
tions. Polynomials can be factored, greatest common divisors can be determined, differential
and recurrence equations can be solved. Indeed any mathematical operation that allows for
an algebraic construction can, in principle, be performed in a computer algebra system.

The main advantage of a computer algebra system is its ability to handle large algebraic
computations. As such, however, one cannot necessarily use the classical algorithms which
appear in mathematics textbooks. Computing the greatest common divisor of two polynomi-
als having rational number coefficients can be accomplished by the classical Euclidean algo-
rithm. However, if one tries to use this algorithm on polynomials of even a moderate size
one quickly realizes that the intermediate polynomials have coefficients which grow
exponentially in size if one omits reducing the rationals to minimum denominators. An algo-
rithm that exhibits exponential growth in the size of the intermediate expressions quickly
becomes impractical as the problem size is increased. Unfortunately, such algorithms
include a large number of familiar approaches such as the Euclidean algorithm. Programs
written for purely numerical computation do not suffer from this difficulty since the numer-
ics are all of a fixed size.

The use of exact arithmetic in computer algebra systems adds a second area of com-
plexity to the algorithms. Algorithms designed for numerical computation have their com-
plexity judged by a simple count of the number of arithmetic steps required. In these sys-
tems every arithmetic operation costs approximately the same. However, this is not true
when exact arithmetic is used as can easily be seen by timing the addition of two rational
numbers having 5 digit components and comparing it to the addition of two rational numbers
having 5000 digit components.
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The motivation for this book is twofold. On the one hand there is a definite nced for a
textbook to teach college and university students, as well as researchers new to the field,
some basic information about computer algebra systems and the mathematical algorithms
employed by them. At present, most information on algorithms for computer algebra can
only be found by searching a wide range of research papers and Ph.D. theses. Some of this
material is relatively easy to read, some is difficult; examples are scarce and descriptions of
implementations are sometimes incomplete. This book hopes to fill this void.

The second reason for undertaking the writing of this book revolves around our interest
in computer algebra system implementation. The authors are involved in the design and
implementation of the MAPLE computer algebra system. The implementation of efficient
algorithms requires a deep understanding of the mathematical basis of the algorithms, As
mentioned previously, the efficiency of computer algebra algorithms is difficult to analyze
mathematically. It is often necessary to implement a number of algorithms each with the
same goal. Often two algorithms are each more efficient than the other depending on the
type of input one encounters (e.g. sparse or dense polynomials). We found that gaining an
in-depth understanding of the various algorithms was best accomplished by writing detailed
descriptions of the underlying mathematics. Hence this book was a fairly natural step.

Major parts of this book have been used during the past decade in a computer algebra
course at the University of Waterloo. The course is presented as an introduction to computer
algebra for senior undergraduate and graduate students interested in the topic. The
mathematical background assumed for this book is a level of mathematical maturity which
would normally be achieved by at least two years of college or university mathematics
courses. Specific course prerequisites would be first-year calculus, an introduction to linear
algebra, and an introduction to computer science. Students normally have had some prior
exposure to abstract algebra, but about one-quarter of the students we have taught had no
prior knowledge of ring or field theory. This does not present a major obstacle, however,
since the main algebraic objects encountered are polynomials and power series and students
are usually quite comfortable with these. Ideals, which are first encountered in Chapter 5,
provide the main challenge for these students. In other words, a course based on this book
can be used to introduce students to ring and field theory rather than making these topics a
prerequisite.

The breadth of topics covered in this book can be outlined as follows, Chapter 1
presents an introduction to computer algebra systems, including a brief historical sketch.
Chapters 2 through 12 can be categorized into four parts:

L. Basic Algebra, Representation Issues, and Arithmetic Algorithms (Chapters 2, 3, 4):
The fundamental concepts from the algebra of rings and fields are presented in Chapter
2, with particular reference to polynomials, rational functions, and power series.
Chapter 3 presents the concepts of normal and canonical forms, and discusses data
structure representations for algebraic objects in computer algebra systems. Chapter 4
presents some algorithms for performing arithmetic on polynomials and power series.
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1. Homomorphisms and Lifting Algorithms (Chapters 5, 6): The next two chapters intro-
duce the concept of a homomorphism as a mapping from a given domain to a simpler
domain, and consider the inverse process of lifting one or more solutions in the image
domain to the desired solution in the original domain. Two fundamental lifting
processes are presented in detail: the Chinese remainder algorithm and the Hensel lift-
ing algorithm.

I0. Advanced Computations in Polynomial Domains (Chapters 7, 8, 9, 10): Building on
the fundamental polynomial manipulation algorithms of the preceding chapters,
Chapter 7 discusses various algorithms for polynomial GCD computation and Chapter
8 discusses polynomial factorization algorithms. Algorithms for solving linear systems
of equations with coefficients from integer or polynomial domains are discussed in
Chapter 9, followed by a consideration of the problem of solving systems of simultane-
ous polynomial equations. The latter problem leads to the topic of Grébner bases for
polynomial ideals, which is the topic of Chapter 10.

1V. Indefinite Integration (Chapters 11 and 12): The topic of the final two chapters is the
indefinite integration problem of calculus. It would seem at first glance that this topic
digresses from the primary emphasis on algorithms for polynomial computations in
previous chapters. On the contrary, the Risch integration algorithm relies almost
exclusively on algorithms for performing operations on multivariate polynomials.
Indeed, these chapters serve as a focal point for most of the book in the sense that the
development of the Risch integration algorithm relies on algorithms from each of the
preceding chapters with the major exception of Chapter 10 (Grobner Bases). Chapter
11 introduces some concepts from differential algebra and develops algorithms for
integrating rational functions. Chapter 12 presents an in-depth treatment of the Liou-
ville theory and the Risch algorithm for integrating transcendental elementary func-
tions, followed by an overview of the case of integrating algebraic functions.

As is usually the case, the number of topics which could be covered in a book such as
this is greater than what has been covered here. Some topics have been omitted because
there is already a large body of literature on the topic. Prime factorization of integers and
other integer arithmetic operations such as integer greatest common divisor fall in this
category. Other topics which are of significant interest have not been included simply
because one can only cover so much territory in a single book. Thus the major topics of dif-
ferential equations, advanced linear algebra (e.g. Smith and Hermite normal forms), and sim-
plification of radical expressions are examples of topics that are not covered in this book.
‘The 1opic of indefinite integration over algebraic (or mixed algebraic and transcendental)
cxtensions is only briefly summarized. An in-depth treatment of this subject would require a
substantial introduction to the field of algebraic geometry. Indeed a complete account of the
integration problem including algebraic functions and the requisite computational algebraic
peometry background would constitute a substantial book by itself.
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The diagram below shows how the various chapters in this book relate to each other.
The dependency relationships do not imply that earlier chapters are absolute prerequisites for
later chapters; for example, although Chapters 11 and 12 (Integration) have the strongest
trail of precedent chapters in the diagram, it is entirely feasible to study these two chapters
without the preceding chapters if one wishes simply to assume ‘‘it is known that’’ one can

perform various computations such as polynomial GCD’s, polynomial factorizations, and the
solution of equations.

ch3 ch?
ch?2 chs ch6 ch§ ch11 ch 12
ch4 ch9 ch 10

The paths through this diagram indicate some logical choices for sequences of chapters to be
covered in a course where time constraints dictate that some chapters must be omitted. For

example, a one-semester course might be based on material from one of the following two
sets of chapters.

Course A: ¢ch2,3,4,5,6,9,10

.......... (Algebraic algorithms including Grobner bases)

Course B: ¢h 2,5,6,7,8,11,12
.......... (Algebraic algorithms including the integration problem)
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CHAPTER 1

INTRODUCTION TO COMPUTER ALGEBRA

1.1. INTRODUCTION

The desire to use a computer to perform a mathematical computation symbolically
arises naturally whenever a long and tedious sequence of manipulations is required. We have
all had the experience of working out a result which required page after page of algebraic
manipulation and hours (perhaps days) of our time. This computation might have been to
solve a linear system of equations exactly where an approximate numerical solution would
not have been appropriate, Or it might have been to work out the indefinite integral of a
fairly complicated function for which it was hoped that some transformation would put the
integral into one of the forms appearing in a table of integrals. In the latter case, we might
have stumbled upon an appropriate transformation or we might have eventually given up
without knowing whether or not the integral could be expressed in terms of elementary func-
tions. Or it might have been any one of numerous other problems requiring symbolic mani-
pulation.

The idea of using computers for non-numerical computations is relatively old but the
use of computers for the specific types of symbolic mathematical computations mentioned
above is a fairly recent development. Some of the non-numerical computations which we do
not deal with here include such processes as compilation of programming languages, word
processing, logic programming, or artificial intelligence in its broadest sense. Rather, we are
concerned here with the use of computers for specific mathematical computations which are
to be performed symbolically. This subject area is referred to by various names including
algebraic manipulation, symbolic computation, algebraic algorithms, and computer algebra,
10 name a few.
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1.2. SYMBOLIC VERSUS NUMERIC COMPUTATION

It is perhaps useful to consider an example illustrating the contrast between numeric
and symbolic computation. The Chebyshev polynomials which arise in numerical analysis
are defined recursively as follows:

To)=1 T(x)=x;
Tk(x)=2ka_1(x) - Tk_z(x) for k22,

The first five Chebyshev polynomials are listed in Table 1.1.

Table 1.1. The first five Chebyshev polynomials.

k Ti(x)

0

1 X

2 2%l

3 4x3 - 3x
4| 8x*-8x2+1

As a typical numeric computation involving the Chebyshev polynomials, suppose that it is
desired to compute the values of the first five Chebyshev polynomials at one or more values
of the variable x. The FORTRAN program in Figure 1.1 might be used for this purpose. If
the input for this program is the number 0.30 then the output will be the five numbers:

1.0000 0.3000 -0.8200 -0.7920 0.3448

Now suppose that we had left out the READ statement in the program of Figure 1.1. This
would, of course, cause a run-time error in FORTRAN. However, a reasonable interpretation
of this program without the READ statement might be that the first five Chebyshev polyno-
mials are to be computed in symbolic form. The latter interpretation is precisely what can be
accomplished in a language for symbolic computation. Figure 1.2 shows a program in one of
the earliest symbolic manipulation languages, ALTRAN, which corresponds to this symbolic
interpretation. The output from the ALTRAN program is presented in Figure 1.3. As this
example indicates, FORTRAN was designed to manipulate numbers while ALTRAN was
designed to manipulate polynomials.
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C PROGRAM FOR CHEBYSHEV POLYNOMIALS
REAL T(5)

READ(5,1) X
T(1) = 1.0
TQ) =X
WRITE(6,2) T(1), TQ2)
DO10N=3,5
T(N) = 2.0« X*T(N=-1) — T(N-2)
WRITE(6,2) T(N)
10 CONTINUE,
STOP
C
1 FORMAT(F5.2)
2 FORMAT(F9.4)
END

Figure 1.1. FORTRAN program involving Chebyshev polynomials.

PROCEDURE MAIN

ALGEBRAIC (X:4) ARRAY (0:4) T
INTEGERN

T©) =1

T =X

WRITE T(0), T(1)

DON=24
T(N) = 2+ X*T(N-1) — T(N-2)
WRITE T(N)

DOEND

END

Figure 1.2. ALTRAN program involving Chebyshev polynomials.
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#T(0)
1
#T(1)
X
#T(2)
2xX##2 — 1
#T(3)
X (45X4x2 -3)
#T(4)
xXxxd — 8xXxx2 + ]

Figure 1.3. Output from ALTRAN program in Figure 1.2.

ALTRAN can be thought of as a variant of FORTRAN with the addition of an extra
declaration, the ‘‘algebraic’’ type declaration. Even its name, ALTRAN, is derived from
ALgebraic TRANGslator, following the naming convention of FORTRAN (derived from
FORmula TRANGslator). Also, again following the spirit of FORTRAN, ALTRAN was
designed for a batch processing mode. Later, with the advent of the hand-held numeric cal-
culator in the mid-sixties, computer algebra systems began to be designed for interactive use,
as a type of symbolic calculator. Since the early seventies, nearly all modern computer alge-
bra systems have been designed for interactive use. In Figure 1.4 we present an example of
this approach, showing an interactive session run in one of the modern systems, MAPLE, for
performing the same computation with Chebyshev polynomials. We will return to the capa-
bilities and usage of a modern computer algebra system in a later section.

1.3. A BRIEF HISTORICAL SKETCH

The development of systems for symbolic mathematical computation first became an
active area of research and implementation during the decade 1961-1971. During this
decade, the field progressed from birth through adolescence to at least some level of matu-
rity. Of course, the process of maturing is a continuing process and the field of symbolic
computation is now a recognized area -of research and teaching in computer science and
mathematics.

There are three recognizable, yet interdependent, forces in the development of this field.
We may classify them under the headings systems, algorithms, and applications. By systems
we mean the development of programming languages and the associated software for sym-
bolic manipulation. Algorithms refers to the development of efficient mathematical algo-
rithms for the manipulation of polynomials, rational functions, and more general classes of
functions. The range of applications of symbolic computation is very broad and has pro-
vided the impetus for the development of systems and algorithms. In this section, the
appearance of various programming languages (or systems) will be used as milestones in
brietly tracing the history of symbolic mathematical computation. It should be remembered
that Cruciad advances in mathematival algorithms (e.g. the computation of greatest common
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> T[(0] := 1;
T(0) :=1
> T[1] := x;
T(1] := x
> for n from 2 to 4 do
> T[n] := expand( 2*x*T[n-1] - T[n-2] )
> od;
2
T[2) (=2 x -1
- 3
T[3] (=4 x - 3 x
4 2
T[4]) :=8x - 8x + 1

Figure 1.4. MAPLE session involving Chebyshev polynomials.

divisors) were developing simultaneously, and that some of the systems were developed by
and for people interested in specific applications.

To put the decade 1961-1971 into perspective, let us recall that FORTRAN appeared
about 1958 and ALGOL in 1960. These two languages were designed primarily for numeri-
val mathematical computation. Then in 1960/1961 came the development of LISP, a
language for list processing. LISP was a major advancement on the road to languages for
symbolic computation. An operation such as symbolic differentiation which is foreign to
IFORTRAN and ALGOL is relatively easy in LISP. (Indeed this is one of the standard pro-
pranming assignments for students first learning LISP.) As will be noted later, several com-
puter algebra systems were written in L1SP.

1961-1966

In 1961, James Slagle at M.I.T. wrote a LISP program called SAINT for Symbolic
Automatic INTegration. This was one of the earliest applications of LISP to symbolic com-
putation and it was the first comprehensive attempt to program a computer to behave like a
treshinan caleulus student. The program was based on a number of heuristics for indefinite
miegration and it performed about as well as a good calculus student.
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One of the first systems for symbolic computation was FORMAC, developed by Jean
Sammet, Robert Tobey, and others at IBM during the period 1962-1964. It was a FOR-
TRAN preprocessor (a PL/I version appeared later) and it was designed for the manipulation
of elementary functions including, of course, polynomials and rational functions. Another
early system was ALPAK, a collection of FORTRAN-callable subroutines written in assem-
bly language for the manipulation of polynomials and rational functions. It was designed by
William S. Brown and others at Bell Laboratories and was generally available about 1964. A
language now referred to as Early ALTRAN was designed at Bell Laboratories during the
period 1964-1966. It used ALPAK as its package of computational procedures.

There were two other significant systems for symbolic computation developed during
this period. George Collins at IBM and the University of Wisconsin (Madison) developed
PM, a system for polynomial manipulation, an early version of which was operational in
1961 with improvements added to the system through 1966. The year 1965 marked the first
appearance of MATHLAB, a LISP-based system for the manipulation of polynomials and
rational functions, developed by Carl Engelman at M.L.T. It was the first interactive system
designed to be used as a symbolic calculator. Included among its many firsts was the use of
two-dimensional output to represent its mathematical output.

The work of this period culminated in the first ACM Symposium on Symbolic and
Algebraic Manipulation held in March 1966 in Washington, D.C. That conference was sum-
marized in the August 1966 issue of the Communications of the ACM [1].

1966-1971

In 1966/1967, Joel Moses at M.LT. wrote a LISP program called SIN (for Symbolic
INtegrator). Unlike the earlier SAINT program, SIN was algorithmic in approach and it was
also much more efficient. In 1968, Tony Hearn at Stanford University developed REDUCE,
an interactive LISP-based system for physics calculations. One of its principal design goals
was portability over a wide range of platforms, and as such only a limited subset of LISP was
actually used. The year 1968 also marked the appearance of Engelman’s MATHLAB-68, an
improved version of the earlier MATHLAB interactive system, and of the system known as
Symbolic Mathematical Laboratory developed by William Martin at M.LT. in 1967. The
latter was a linking of several computers to do symbolic manipulation and to give good
graphically formatted output on a CRT terminal.

The latter part of the decade saw the development of several important general purpose
systems for symbolic computation. ALTRAN evolved from the earlier ALPAK and Early
ALTRAN as a language and system for the efficient manipulation of polynomials and
rational functions. George Collins developed SAC-1 (for Symbolic and Algebraic Calcula-
tions) as the successor of PM for the manipulation of polynomials and rational functions.
CAMAL (CAMbridge ALgebra system) was developed by David Barton, Steve Boume, and
John Fitch at the University of Cambridge. It was implemented in the BCPL language, and
was particularly geared to computations in celestial mechanics and general relativity.
REDUCE was redesigned by 1970 into REDUCE 2, a general purpose system with special
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facilities for use in high-energy physics calculations. It was written in an ALGOL-like
dialect called RLISP, avoiding the cumbersome parenthesized notation of LISP, while at the
same time retaining its original design goal of being easily portable. SCRATCHPAD was
developed by J. Griesmer and Richard Jenks at IBM Research as an interactive LISP-based
system which incorporated significant portions of a number of previous systems and pro-
grams into its library, such as MATHLAB-68, REDUCE 2, Symbolic Mathematical Library,
and SIN. Finally, the MACSYMA system first appeared about 1971. Designed by Joel
Moses, William Martin, and others at M.L.T., MACSYMA was the most ambitious system of
the decade. Besides the standard capabilities for algebraic manipulation, it included facilities
to aid in such computations as limit calculations, symbolic integration, and the solution of
equations.

The decade from 1961 to 1971 concluded with the Second Symposium on Symbolic
and Algebraic Manipulation held in March 1971 in Los Angeles [4]. The proceedings of that
conference constitute a remarkably comprehensive account of the state of the art of symbolic
mathematical computation in 1971.

1971-1981

While all of the languages and systems of the sixties and seventies began as experi-
ments, some of them were eventually put into ‘‘production use’’ by scientists, engineers, and
applied mathematicians outside of the original group of developers. REDUCE, because of
its early emphasis on portability, became one of the most widely available systems of this
decade. As aresult it was instrumental in bringing computer algebra to the attention of many
new users. MACSYMA continued its strong development, especially with regard to algo-
rithm development. [ndeed, many of the standard techniques (e.g. integration of elementary
tunctions, Hensel lifting, sparse modular algorithms) in use today either came from, or were
strongly influenced by, the research group at M.LT. It was by far the most powerful of the
cxisting computer algebra systems.

SAC/ALDES by G. Collins and R. Loos was the follow-up to Collins’ SAC-1. It was a
non-interactive system consisting of modules written in the ALDES (ALgebraic DEScrip-
tion) language, with a translator converting the results to ANSI FORTRAN. One of its most
notable distinctions was in being the only major system to completely and carefully docu-
mient its algorithms. A fourth general purpose system which made a significant mark in the
Lite 1970’s was muMATH. Developed by David Stoutemyer and Albert Rich at the Univer-
sity of Hawaii, it was written in a small subset of LISP and came with its own programming
language, muSIMP. It was the first comprehensive computer algebra system which could
actually run on the IBM family of PC computers. By being available on such small and
wulely accessible personal computers, muMATH opened up the possibility of widespread
use of computer algebra systems for both research and teaching.

In addition to the systems mentioned above, a number of special purpose systems also
venerated some interest during the 1970°s. Examples of these include: SHEEDP, a system for
tensor component manipulation designed by Inge Frick and others at the University of
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Stockholm; TRIGMAN, specially designed for computation of Poisson series and written in
FORTRAN by W. H. Jeffreys at University of Texas (Austin); and SCHOONSCHIP by M.
Veltman of the Netherlands for computations in high-energy physics. Although the systems
already mentioned have all been developed in North America and Europe, there were also a
number of symbolic manipulation programs written in the U.S.S.R. One of these is ANALI-
TIK, a system implemented in hardware by V. M. Glushkov and others at the Institute of
Cybernetics, Kiev.

1981-1991

Due to the significant computer resource requirements of the major computer algebra
systems, their widespread use remained (with the exception of muMATH) limited to
researchers having access to considerable computing resources. With the introduction of
microprocessor-based workstations, the possibility of relatively powerful desk-top computers
became a reality. The introduction of a large number of different computing environments,
coupled with the often nomadic life of researchers (at least in terms of workplace locations)
caused a renewed emphasis on portability for the computer algebra systems of the 1980°s.
More efficiency (particularly memory space efficiency) was needed in order to run on the
workstations that were becoming available at this time, or equivalently, to service significant
numbers of users on the time-sharing environments of the day. This resulted in a movement
towards the development of computer algebra systems based on newer ‘‘systems implemen-
tation’’ languages such as C, which allowed developers more flexibility to control the use of
computer resources. The decade also marked a growth in the commercialization of computer
algebra systems. This had both positive and negative effects on the field in general. On the
negative side, users not only had to pay for these systems but also they were subjected to
unrealistic claims as to what constituted the state of the art of these systems. However, on
the positive side, commercialization brought about a marked increase in the usability of com-
puter algebra systems, from major advances in user interfaces to improvements to their range
of functionality in such areas as graphics and document preparation.

The beginning of the decade marked the origin of MAPLE. Initiated by Gaston Gonnet
and Keith Geddes at the University of Waterloo, its primary motivation was to provide user
accessibility to computer algebra. MAPLE was designed with a modular structure: a small
compiled kernel of modest power, implemented completely in the systems implementation
language C (originally B, another language in the ‘‘BCPL family’’) and a large mathematical
library of routines written in the user-level MAPLE language to be interpreted by the kernel.
Besides the command interpreter, the kemel also contained facilities such as integer and
rational arithmetic, simple polynomial manipulation, and an efficient memory management
system. The small size of the kernel allowed it to be implemented on a number of smaller
platforms and allowed multiple users to access it on time-sharing systems. Its large
mathematical library, on the other hand, allowed it to be powerful enough to meet the
mathematical requirements of researchers.

Another system written in C was SMP (Symbolic Manipulation Program) by Stephen
Woltram at Caltech. 1t was portable over a wide range of machines and differed from
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existing systems by using a language interface that was rule-based. It took the point of view
that the rule-based approach was the most natural language for humans to interface with a
computer algebra program. This allowed it to present the user with a consistent, pattern-
directed language for program development.

The newest of the computer algebra systems during this decade were MATHEMATICA
and DERIVE. MATHEMATICA is a second system written by Stephen Wolfram (and oth-
ers). Itis best known as the first system to popularize an integrated environment supporting
symbolics, numerics, and graphics. Indeed when MATHEMATICA first appeared in 1988,
its graphical capabilities (2-D and 3-D plotting, including animation) far surpassed any of the
graphics available on existing systems. MATHEMATICA was also one of the first systems
to successfully illustrate the advantages of combining a computer algebra system with the
easy-to-use editing features on machines designed to use graphical user-interfaces (i.e. win-
dow environments). Based on C, MATHEMATICA also comes with its own programming
language which closely follows the rule-based approach of its predecessor, SMP.

DERIVE, written by David Stoutemyer and Albert Rich, is the follow-up to the suc-
cessful muMATH system for personal computers. While lacking the wide range of symbolic
capabilities of some other systems, DERIVE has an impressive range of applications consid-
ering the limitations of the 16-bit PC machines for which it was designed. It has a friendly
user interface, with such added features as two-dimensional input editing of mathematical
expressions and 3-D plotting facilities. It was designed to be used as an interactive system
and not as a programming environment.

Along with the development of newer systems, there were also a number of changes to
existing computer algebra systems, REDUCE 3 appeared in 1983, this time with a number of
new packages added by outside developers. MACSYMA bifurcated into two versions,
DOE-MACSYMA and one distributed by SYMBOLICS, a private company best known for
its LISP machines. Both versions continued to develop, albeit in different directions, during
this decade. AXIOM, (known originally as SCRATCHPAD II) was developed during this
decade by Richard Jenks, Barry Trager, Stephen Watt and others at the IBM Thomas J. Wat-
son Research Center. A successor to the first SCRATCHPAD language, it is the only
“'strongly typed’’ computer algebra system. Whereas other computer algebra systems
develop algorithms for a specific collection of algebraic domains (such as, say, the field of
tiional numbers or the domain of polynomials over the integers), AXIOM allows users to
write algorithms over general fields or domains.

As was the case in the previous decade, the eighties also found a number of specialized
systems becoming available for general use. Probably the largest and most notable of these
15 the system CAYLEY, developed by John Cannon and others at the University of Sydney,
Australia. CAYLEY can be thought of as a ““MACSYMA for group theorists.”” It runs in
luge computing environments and provides a wide range of powerful commands for prob-
lems in computational group theory. An important feature of CAYLEY is a design geared to
smswering questions not only about individual elements of an algebraic structure, but more
unportantly, questions about the structure as a whole. Thus, while one could use a system
such as MACSYMA or MAPLE to decide if an element in a given domain (such as a
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polynomial domain) has a given property (such as irreducibility), CAYLEY can be used to
determine if a group structure is finite or infinite, or to list all the elements in the center of
the structure (i.e. all elements which commute with all the elements of the structure).

Another system developed in this decade and designed to solve problems in computa-
tional group theory is GAP (Group Algorithms and Programming) developed by J. Neubiiser
and others at the University of Aachen, Germany. If CAYLEY can be considered to be the
“MACSYMA of group theory,”” then GAP can be viewed as the ‘‘MAPLE of group
theory.”” GAP follows the general design of MAPLE in implementing a small compiled ker-
nel (in C) and a large group theory mathematical library written in its own programming
language.

Examples of some other special purpose systems which appeared during this decade
include FORM by J. Vermaseren, for high energy physics calculations, LiE, by A.M. Cohen
for Lie Algebra calculations, MACAULAY, by Michael Stillman, a system specially built
for computations in Algebraic Geometry and Commutative Algebra, and PARI by H. Cohen
in France, a system oriented mainly for number theory calculations. As with most of the new
systems of the eighties, these last two are also written in C for portability and efficiency.

Research Information about Computer Algebra

Research in computer algebra is a relatively young discipline, and the research litera-
ture is scattered throughout various journals devoted to mathematical computation. How-
ever, its state has advanced to the point where there are two research journals primarily
devoted to this subject area: the Journal of Symbolic Computation published by Academic
Press and Applicable Algebra in Engineering, Communication and Computing published by
Springer-Verlag. Other than these two journals, the primary source of recent research
advances and trends is a number of conference proceedings. Until recently, there was a
sequence of North American conferences and a sequence of European conferences. The
North American conferences, primarily organized by ACM SIGSAM (the ACM Special
Interest Group on Symbolic and Algebraic Manipulation), include SYMSAM °66 (Washing-
ton, D.C.), SYMSAM 71 (Los Angeles), SYMSAC 76 (Yorktown Heights), SYMSAC ’81
(Snowbird), and SYMSAC ’86 (Waterloo). The European conferences, organized by SAME
(Symbolic and Algebraic Manipulation in Europe) and ACM SIGSAM, include the follow-
ing whose proceedings have appeared in the Springer-Verlag series Lecture Notes in Com-
puter Science: EUROSAM ’79 (Marseilles), EUROCAM ’82 (Marseilles), EUROCAL ’83
(London), EUROSAM ’84 (Cambridge), EUROCAL ’85 (Linz), and EUROCAL ’87
(Leipzig). Starting in 1988, the two streams of conferences have been merged and they are
now organized under the name 1SSAC (International Symposium on Symbolic and Algebraic
Computation), including ISSAC ’88 (Rome), ISSAC ’89 (Portland, Oregon), ISSAC *90
(Tokyo), ISSAC 91 (Bonn) and ISSAC ’92 (Berkeley).
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1.4. AN EXAMPLE OF A COMPUTER ALGEBRA SYSTEM: MAPLE

Traditional languages for scientific computation such as C, FORTRAN, or PASCAL
are based on arithmetic of fixed-length integers and fixed-precision real (floating-point)
numbers. Therefore, while various data and programming structures augment the usefulness
of such systems, they still allow only a limited mode of computation. The inherent difficulty
in obtaining meaningful insights from approximate results is often compounded by the diffi-
culty of producing a reasonable approximation. Moreover, an indeterminate quantity (such
as the variable x) may not be manipulated algebraically (as in the expression (x+1)* (x—1)).

In contrast, modern systems for symbolic computation support exact rational arith-
metic, arbitrary-precision floating-point arithmetic, and algebraic manipulation of expres-
sions containing indeterminates. The (ambitious) goal of such systems is to support
mathematical manipulation in its full generality. In this section, we illustrate some computa-
tions performed in the computer algebra system MAPLE. In the examples, input to the sys-
tem follows the left-justified prompt > and is terminated either by a semicolon or a colon (to
display results, or not display them, respectively); system output is centered. Comments are
preceded by a sharp sign #. A ditto " accesses the previous result. The output is displayed in
a two-dimensional style which is typical of current computer algebra systems accessed
through ordinary ASCII terminals. There are some mathematical user interfaces which
cxploit more sophisticated displays to support typeset-quality output (e.g. 7 instead of Pi,
proper integral signs, et cetera).

To illustrate exact arithmetic and arbitrary-precision floating-point arithmetic, consider
the following examples.

43172731 + 41741;
1330877630632711998713399240963346255989932815022128910520902250516

431/(2743 -1);
60415263063373835637355132068513997507264512000000000

8796093022207

While the above operations take place in the field of rational numbers Q, arithmetic opera-
nons can also be performed in other numeric domains such as finite fields, complex
numbers, and algebraic extension fields. For example,

1:143952545774574373476/ 122354323571234 mod 1000003;
887782

DU {H4E*I) T (-1/2);

(8 + 6 I)
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> evale( " };

In the last calculation, the command ‘‘evalc’’ is used to place the result in standard complex
number form, where *‘I"’ denotes the square root of —1. A similar approach is used by
MAPLE when operating in domains such as algebraic extensions and Galois fields.

Computer algebra systems also allow for the use of other common mathematical con-
stants and functions. Such expressions can be reduced to simplified forms.

> sqgrt (15523/3 - 98/2);

1/2
124/3 3
> a:= sin(Pi/3) * exp(2 + 1n(33));
1/2
a :=1/2 3 exp(2 + 1n(33))
> simplify(a);
1/2

3372 3 exp(2)

> evalf(a);
211.1706396

In the above, the command ‘‘evalf’’ (evaluate in floating-point mode) provides a decimal
expansion of the real value. The decimal expansion is computed to 10 digits by default, but
the precision can be controlled by the user either by re-setting a system variable (the global
variable ‘‘Digits””) or by passing an additional parameter to the evaluation function as in

> evalf(a,60);
211.170639624855418173457016949952935319763238458535271731859

Also among the numerical capabilities of computer algebra systems are a wide variety
of arithmetic operations over the integers, such as factorization, primality testing, finding
nearest prime numbers, and greatest common divisor (GCD) calculations.

> n:= 19380287199092196525608598055990942841820;
n := 19380287199092196525608598055990942841820

> isprime(n);
false

> ifactor(n);
2 2 3 4 2
(2) (3) (5) (19) (101) (12282045523619)
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> nextprime(n);
19380287199092196525608598055990942842043

> 1ged(15990335972848346968323925788771404985, 15163659044370488780) ;
1263638253697540815

It should be apparent that in the previous examples each numerical expression is
evaluated using the appropriate rules of algebra for the given number system. Notice that the
arithmetic of rational numbers requires integer GCD computations because every result is
automatically simplified by removing common factors from numerator and denominator. It
should also be clear that such manipulations may require much more computer time (and
memory space) than the corresponding numerical arithmetic in, say, FORTRAN. Hence, the
efficiency of the algorithms which perform such tasks in computer algebra systems is a
major concern.

Computer algebra systems can also perform standard arithmetic operations over
domains requiring the use of symbolic variables. Examples of such algebraic structures
include polynomial and power series domains along with their quotient fields. Typical exam-

ples of algebraic operations include expansion (‘‘expand’’), long division (‘‘quo’’,"‘rem’’),
normalization of rational functions (‘‘normal’’), and GCD calculation (‘‘gcd’’).

>a = (X +y)712 - (x - y)"12;

- expand(a) ;
11 3 9 5 7 7 5 g 3 11
24 y X + 440y X + 1584y x + 1584y x + 440y x + 24 y X

cquo( XT3*Yy-XT3*z42¥XT2*yT2-2*X"2%2724x*y "3+ X*y"2*2-x*2"3, X+y+2, X);
2 2 2 2
(y - 2)x +(y -2 )xXx+2 Y

coged( XT3*Yy-XT3*z42*XT2¥y " 2-2*%K"2*% 27 24X ¥y "3+ X*yT2*z2-X*273, X+y+zZ );

1
b= (X744 - yT4)/(X73 + y73) - (XS + yUS)/(X"4 - yT4);
4 4 5 S
X -y X +y
b= ———--~- - -
3 3 4 4
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> normal (b) ;

3 3
X y
3 2 2 3 2 2
(x ~x y+xXxy -y ) (X -xy+Y)
> £ 1= (X + Y)*(x - y)"6: g = (X"2 - y72)*(x - y)"3: VAN H
3
(x +vy) (x -vy)
2 2
X -y
> normal( f/g );
2
(x - vy)

Notice that computer algebra systems perform automatic simplification in polynomial
and rational function domains in a different manner than they do in numerical domains.
There are indeed some automatic simplifications going on in the above MAPLE calculations.
For example, the polynomial expansion automatically cancelled such terms as 12x - 12,
while the quotient operation of f and g had some common factors cancel in the numerator
and denominator. On the other hand, a user must explicitly ask that a polynomial expression
be represented in expanded form, or that a rational expression be normalized by removing all
common factors. Unlike the case of rational numbers, common factors of numerators and
denominators of rational expressions are not computed automatically, although common fac-
tors which are ‘‘obvious’’ in the representation may cancel automatically. The amount of
automatic cancellation depends on the type of representation used for the numerator and
denominator. Chapter 3 investigates various issues of representation and simplification for
polynomials and rational expressions.

In practice, the types of expressions shown above (namely, polynomials and rational
functions) encompass much of everyday mathematics. However, we hasten to add that the
classical algorithms known in mathematics may be neither optimal nor practical for many of
the operations used by computer algebra systems. For example, in the previous collection of
commands we performed a polynomial long division (with “‘x’’ as the main indeterminate);
this, along with Euclid’s algorithm, provides a basis in principle for the calculation of poly-
nomial GCD’s and hence for the arithmetic of rational functions. However, such an
approach suffers serious drawbacks and is seldom used in practice. Indeed the problem of
efficiently computing polynomial GCD’s is a fundamental problem in computer algebra and
is the topic of Chapter 7. For the case of the basic operations of addition, subtraction, multi-
plication, and division of polynomials, the standard ‘‘high school’’ algorithms are com-
monly used, with faster methods (e.g. methods based on the fast Fourier transform) applied
only for special cases of very large, well-defined problems. Arithmetic algorithims are dis-
cussed in Chapter 4.
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A fundamental operation in all computer algebra systems is the ability to factor polyno-
mials (both univariate and multivariate) defined over various coefficient domains. Thus, for
example, we have

> factor(x™6 - X"5 + x"2 + 1);

> factor(5*x"4 - 4*x"3 - 48*X"2 + 44*x + 3);
2
(x - 1) (x - 3) (5x + 16 x + 1)

> Pactor(x™6 - x”5 + x"2 + 1) mod 13 ;
3 2 - 3 2
(x + 10 X + 8 x + 11) (x + 2 x + 11 x + 6)

> FPactor(5*x"4 - 4*x™3 - 48*x"2 + 44*x + 3) mod 13 ;
2
5 (x + 12) (x + 10) (x + 11 x + 8)

- factor(x~12 - y"12);
2 2 2 2 2 2 4 2 2 4
(X -y} (X + Xy +y)(x+y) ly -xy+x) (x +v) (X -x y +v)

- alias( a = RootOf( x"4 - 2 ) ):

- factor( x"12 - 2*x"8 + 4*x"4 - 8 , a );
4 2 4 2 2 2
(X - 2x +2) (X +2x +2) (x-a) (x+a) (x +a)

- Factor( x"6 - 2*x"4 + 4*x"2 - 8 , a ) mod 5;
2 2
(x + 4) (x +2) (x+1) (x+a) (x+4a) (x + 3)

In the previous examples, the first two factorizations are computed in the domain Z[x],
the next two in the domain Z5[x], and the fifth in Z[x,y]. The sixth example asks for a fac-

torization of a polynomial over Q@2"™), an algebraic extension of Q. The last example is a

tactorization of a polynomial over the coefficient domain Zs(2"4), a Galois field of order

625. The command ‘‘alias’’ in the above examples is used to keep the expressions readable
(letting*“a’” denote a fourth root of 2).

While polynomial factorization is a computationally intensive operation for these sys-
tems, it is interesting to note that the basic tools require little more than polynomial GCD
calculations, some matrix algebra over finite fields, and finding solutions of simple diophan-
nne equations. Algorithms for polynomial factorization are discussed in Chapter 8 (with prel-
snimaries in Chapter 6).
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Computer algebra systems provide powerful tools for working with matrices. Opera-
tions such as Gaussian elimination, matrix inversion, calculation of determinants, eigen-
values, and eigenvectors can be performed. As with other computations, exact arithmetic is
used and symbolic entries are allowed. For example, a general Vandermonde matrix (in
three symbols x, y, z), its inverse and its determinant are given by

> V := vandermonde( [ x, vy, z)] ):

[ 2]

[ 1 = x ]

[ ]

[ 21

Ve=[1 v y ]

[ ]

[ 21

[1 z z ]
> inverse(V);
[ Yy 2 zZ X y x ]
[ mmmmmmmmm oo S s ]
[ 2 2 2 ]
[yz-yx+x -2 X - Z X+ Y X-Y +Y 2 - ZX+YyY X+ 2 -yzl]
[ ]
[ Y + 2 X + 2z X + Y ]
[= —mmmmmmmmmmmmmmos T TTEE S |
[ 2 2 2 ]
[ vZ-yX+X -2 X - ZX+YX-Y +Y 2 -Z X+ Y X+2Z -y 2}
[ ]
[ 1 1 1 ]
GG E e R I Gt L EEE SRR RSP PR R PR ]
[ 2 2 2 ]
[yz-yx+x -2z X -2 X+Y X-y +y¢z - ZX+yYX+2 -y 2Z]
> det( V );

2 2 2 2 2 2
Y2z -Y Z2Z-X2Z +X Z+XY -X Y

> factor(");
- (-z+Yy) (-2 +X) (-y + Xx)

The latter command verifies a well-known mathematical property of the determinant of Van-
dermonde matrices (in the general 3x 3 case).

Matrix algebra tools can be applied to solving systems of linear equations, one of the
most common applications of mathematical software. In the case of computer algebra sys-
tems, the coefficients of the linear system are allowed to include symbolic variables. One
can solve such a system once in terms of the unknown symbols (or ‘‘parameters’’) and then
generate a number of numerical solutions by substituting numerical values for the parame-
ters. For example,
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> equationl := (1 - eps)*x + 2*y - 4*z - 1 = 0:

> equation2

(3/2 - eps)*x + 3*y - 5%z - 2 = 0:

n
o

> equation3

(5/2 + eps)*x + 5*y - T7*z - 3

> solutions

solve( {equationl, equation2, equation3), (x, Yy, 2} };
1 1 + 7 eps

solutions := {x = - -~=--, z = 3/4, vy = 1/4 -------—- }

2 eps eps

> subs( eps=10~"(-20), solutions );
(z = 3/4, x = -50000000000000000080, y = 100000000000000000007/4)

where the last command substitutes the value eps = 1072 into the solution of the linear sys-
tem. For numerical computation, the parameters must be given numerical values prior to
solving the system, and the process must be repeated for any other parameter values of
interest. The results generated from numerical computation are also snbject to round-off
error since exact arithmetic is not used. Indeed, the above example would cause difficulties
for numerical techniques using standard-precision arithmetic. Of course, using exact arith-
metic and allowing symbolic parameters requires specialized algorithms to achieve time and
memory space efficiency. Chapter 9 discusses algorithms for solving equations.

Solving a linear system typically involves ‘‘eliminating’’ unknowns from equations to
obtain a simplified system, usually a triangularized system which is then easy to solve. It is
less well known that a similar approach is also available for systems of nonlinear polynomial
cquations. Chapters 9 and 10 provide an introduction to classical and modern techniques for
solving systems of polynomial equations,

As an example of solving a nonlinear system of equations, consider the problem of
tinding the critical points of a bivariate function:

t 1= X"2 *y*(1l - x - y)“"3:

swmationl := diff( £, x ); equation2 := diff( £, y );
3 2 2
equationl := 2 xy (1 - x -y) -3x yv (1l -x-1vy)
2 3 2 2
equation2 :=x (1 -x -y} -3x y (1 -x-1y)

o lve( (equationl, equation2), (x,y) );
(x =0, vy =vy), (y =0, x=1), {y =1/6, x=1/3), {y =y, x=1-Y)

which gives two critical points along with two lines of singularity. One could then obtain
more information about the types of singularities of this function by using MAPLE to calcu-
Late the Hessian of the function at all the critical points, or more simply by plotting a 3-D
praph of the function.
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One of the most useful features of computer algebra systems is their ability to solve
problems from calculus. Operations such as computing limits, differentiation of functions,
calculation of power series, definite and indefinite integration, and solving differential equa-
tions can be performed. We have already illustrated the use of MAPLE for calculus when we
determined the critical points of a function. Some additional examples are

> limit( tan(x) / x , x=0 );

1
> diff( 1ln(sec(x)), x };
tan (x)
> series( tan( sinh(x) ) - sinh( tan(x) ), x=0, 15 );
7 13 9 1451 11 6043 13 15
1/90 X+ --- X 4 ----- X + m----- X + O(x )
756 75600 332640

> series( BesselJ(0,x) /Besseld(l,x), x, 12 );
-1 3 S 7 13 9 10
2 x - 1/4 x - 1/96 x - 1/1536 x - 1/23040 x - ------- x + O(x )
4423680

where the last example gives the Laurent series for the ratio of the two Bessel functions of
the first kind, Jo(x) and J(x).

The ability to differentiate, take limits, or calculate Taylor (or Laurent) series as above
does not surprise new users of computer algebra systems. These are mainly algebraic opera-
tions done easily by hand for simple cases. The role of the computer algebra system is to
reduce the drudgery (and to eliminate the calculation errors!) of a straightforward, easy to
understand, yet long calculation. The same cannot be said for solving the indefinite integra-
tion problem of calculus. Integration typically is not viewed as an algorithmic process, but
rather as a collection of tricks which can only solve a limited number of integration prob-
lems. As such, the ability of computer algebra systems to calculate indefinite integrals is very
impressive for most users. These systems do indeed begin their integration procedures by
trying some heuristics of the type learned in traditional calculus courses. Indeed, until the
late sixties this was the only approach available to computer algebra systems. However, in
1969 Robert Risch presented a decision procedure for the indefinite integration of a large
class of functions known as the elementary functions. This class of functions includes the
typical functions considered in calculus courses, such as the exponential, logarithm, tri-
gonometric, inverse trigonometric, hyperbolic, and algebraic functions. (Additional research
contributions in succeeding years have led to effective algorithms for integration in most
cases, although the case of general algebraic functions can require a very large amount of
computation.) The Risch algorithm either determines a closed formula expressing the
integral as an elementary function, or else it proves that it is impossible to express the
integral as an elementary function. Some examples of integration follow.
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> int( ((3*x72 - 7*x + 15)*exp(x) + 3*x"2 - 14)/(x ~ exp(x))”"2, x );

> int( (3*x"3 ~ x + 14)/(x"2 + 4*x - 4), x );
2 2 1/2 1/2
3/2 x - 12 x + 59/2 1In(x + 4 x - 4) + 38 2 arctanh(1/8 (2 x + 4) 2 )

> int( x*exp( X3 ), x );

In the latter case, the output indicates that no closed form for the integral exists (as an ele-
mentary function). Chapters 11 and 12 develop algorithms for the integration problem.

Computer algebra systems are also useful for solving differential, or systems of dif-
ferential, equations. There are a large number of techniques for solving differential equations
which are entirely algebraic in nature, with the methods usually reducing to the computation
of integrals (the simplest form of differential equations). Unlike the case of indefinite
integration, there is no known complete decision procedure for solving differential equations.
IFor differential equations where a closed form solution cannot be determined, often one can
compute an approximate solution; for example, a series solution or a purely numerical solu-
tion. As an example, consider the following differential equation with initial conditions.

- diff_eqn := diff(y(x), x52) + t*diff(y(xX), X) - 2*t"2*y(x) = 0;
/ 2 \
I d 1 / d \ 2
diff_eqn := }--——-- yx)l +t I--—-y{x)l -2t y(x) =0
| 2 | \ dx /
\ dx /
init_conds := y(0) = t, D(y){0) = 2*t"2;
2
init_conds := y(0) = t, D(y)(0) = 2 t
Jdsolve( {diff_eqn, init_conds), y(x));
y(x) = 4/3 t exp(t x) - 1/3 t exp(- 2 t X)

Designers of computer algebra systems cannot anticipate the needs of all users. There-
fore it is important that systems include a facility for programming new functionality, so that
indhvidual users can expand the usefulness of the system in directions that they find neces-
wiry or interesting. The programming languages found in computer algebra systems typi-
valty provide a rich set of data structures and programming constructs which allow users to



20 Algorithms for Computer Algebra

manipulate common mathematical objects (such as polynomials or trig functions) easily and
efficiently. For example, returning to the problem of computing Chebyshev polynomials as
considered earlier in this chapter, a program could be written in MAPLE as follows.

> Cheby := proc(n,x)

> local T,k;

> T[0]:= 1; T[1] := x;

> for k from 2 to n do

> T(k]:= expand( 2*x*T[k-1] - T[k-2})};
> od;

> RETURN(T(n}) ;

> end

> Cheby (7,x);
7 5 3
64 x - 112 x + 56 x - 7 x

In this section, we have highlighted the algebraic capabilities of computer algebra sys-
tems. We remark that many of the systems also provide graphical support (2-D and 3-D
graphics), support for numerical routines (such as numerical root-finding, numerical integra-
tion, and numerical differential equation solvers), on-line “‘help’’ facilities, and many other
features to support and extend their usability.

Exercises

1. Consider the following system of linear equations which depends on a parameter a:
ax;+ a2x2 -x3 = 1,

a2x1 —XytXx3 =

|
2

X1+ Xy +axy

I
5]

Solve this system by hand, in terms of the parameter a. (If the hand manipulation
becomes too tedious for you, you may stop after obtaining an expression for one of the
unknowns.) Check your result by using a procedure for solving linear equations in a
computer algebra system. Note that the solution involves rational functions in the
parameter a.

2. Calculate by hand the determinant of the coefficients in the linear system of Exercise 1.
Check your result by using an appropriate computer routine. Note that the determinant
is a polynomial in the parameter a.

3. For each of the following indefinite integrals, either state the answer or else state that
you think the indefinite integral cannot be expressed in terms of elementary functions,
You might wish to indicate the degree of confidence you have in cach of your answers.
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O [x/Q+eddr

Giy | e ax

i) [VaZ-De?-4)ar
@) [Ve=Der—2)dr
W JNT+n=x) ar
wi) | log(r?-5x+4) dx
wii) | logr)/(1+x)dx
ity | 1/10g(x) dx

Give a brief overview of one of the following computer algebra systems: AXIOM,
CAYLEY, DERIVE, MACSYMA, MAPLE, MATHEMATICA, REDUCE. Compare
and contrast it with a computer algebra system with which you are familiar.
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CHAPTER 2

ALGEBRA OF POLYNOMIALS,
RATIONAL FUNCTIONS,

AND POWER SERIES

2.1. INTRODUCTION

In this chapter we present some basic concepts from algebra which are of central impor-
tance in the development of algorithms and systems for symbolic mathematical computation.
The main issues distinguishing various computer algebra systems arise out of the choice of
algebraic structures to be manipulated and the choice of representations for the given alge-
braic structures.

2.2. RINGS AND FIELDS

A group (G; o) is a nonempty set G, closed under a binary operation o satisfying the
axioms:
Al: ao(boc)=(aob)oc foralla,b,ce G (Associativity).
A2:  Thereis anelemente € G such that
eoa=aoe=qa foralae G (Identity).
A3: Foralla e G, thereisanelement a~' e G such that
aoalt=aloa=e (Inverses).
An abelian group (or, commutative group) is a group in which the binary operation o satisfies
the additional axiom:

Ad4: aob=boa foralla,be G (Commutativity).

A ring (R; +, ) is a nonempty set R closed under two binary operations + and - such
that (R; +) is an abelian group (i.e. axioms Al-A4 hold with respect to +), - is associative and
has an identity (i.e. axioms A1-A2 hold with respect to -), and which satisfies the additional
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axiom:

AS: a-b+c)=(@-b)+(@-c), and
@+b)-c=@-c)+®-c)
foralla,b,ce R (Distributivity).

A commutative ring is a ring in which ' is commutative (i.e. axiom A4 holds with respect
to *). Anintegral domain is a commutative ring which satisfies the additional axiom:

A6: a‘b=a-c and a0 = b=c
foralla,b,ce R (Cancellation Law).
We note that for rings we normally denote the identity element with respect to + by 0, the
identity element with respect to - by 1, and the inverse of a with respect to + by —a.
A field (F; +, - ) is a set F having two binary operations +, - such that (F; +) is an abelian
group (i.e. axioms A1-A4 hold with respect to + ), (F— (0}; )! is an abelian group (i.e.
axioms A1-A4 hold for all nonzero elements with respect to - ), and - is distributive over +

(i.e. axiom A5 holds). In other words, a field is a commutative ring in which every nonzero
element has a multiplicative inverse.

A concise summary of the definitions of these algebraic structures is given in Table 2.1.
The algebraic structures of most interest in this book are integral domains and fields. Thus
the basic underlying structure is the commutative ring. If multiplicative inverses exist then
we have a field; otherwise we will at least have the cancellation law (axiom A6). Another
axiom which is equivalent to the cancellation law and which is used by some authors in the
definition of an integral domain is:

A6 a-b=0 = a=0 or b=0
foralla,be R (No Zero Divisors).

Of course, axioms A6 and A6’ hold in a field as a consequence of multiplicative inverses.

Some Number Algebras

The set of integers (positive, negative, and zero) forms an integral domain and is
denoted by Z. The most familiar examples of fields are the rational numbers Q, the real
numbers R, and the complex numbers C. The integers modulo n, Z,,, is an example of a ring

having only a finite set of elements. Here addition and multiplication are performed as in Z
but all results are replaced by their remainders after division by n. This ring has exactly n
elements and is an example of a residue ring (cf. Chapter 5).

When p is a prime the ring Z, is actually an example of a finite field. As an example,
Zg consists of the set { 0,1,2,3,4 }; addition and multiplication tables for Zs are presented in

Table 2.2. Note that every nonzero element in Zs has a multiplicative inverse, since 11 =1,

Vo Ihe set differeme of twoactn A and B defined v A N={a a€ Aandad 1)
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Table 2.1. Definitions of algebraic structures.

Structure Notation

25

Axioms

Group G; 9

Abelian Group G; 9

Ring (R;+,9)

Commutative Ring | (R; +,°)
Integral Domain

(D; +,9)

Field (F; +°)

Al; A2; A3
Al; A2; A3; A4

Al; A2; A3; Adwart. +
Al; A2 wrt. -
AS

Al; A2; A3; Adwart. +
Al; A2; Adwrt. -
AS

Al; A2; A3; Adwr.t. +
Al; A2; Adwart. -
AS5; A6

Al; A2; A3; Adwart. +

Al; A2; A3; Adfor F-{0)} w.r.t. -
A5

(Note: A6 holds as a consequence.)

2-3=1,32=1,and 44 = 1. If we consider the integers modulo n, Z_, for some non-prime

teger n, then some nonzero elements will not have multiplicative inverses. Z, is, in gen-

cral, a commutative ring but not even an integral domain. For example, in Z;, we have

2-6 =0. For finite rings, the concepts of the cancellation law (or, no zero divisors) and the
cxistence of multiplicative inverses turn out to be equivalent; in other words, every finite

integral domain is a field (cf. Exercise 2.7).

‘Table 2.2. Addition and multiplication tables for Zs .

+|10 1 2 3 4
00 1 2 3 4
i1 2 3 4 O
212 3 4 0 1
3|3 4 0 1 2
414 0 1 2 13

6 1 2 3 4
0o o 0 0 0O
1{fo 1 2 3 4
210 2 4 1 3
310 3 1 4 2
410 4 3 2 1
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2.3. DIVISIBILITY AND FACTORIZATION IN INTEGRAL DOMAINS

The concept of divisibility plays a central role in symbolic computation. Of course
division is always possible in a field. In an integral domain division is not possible, in gen-
eral, but the concept of factorization into primes which is familiar for the integers Z can be
generalized to other integral domains. Throughout this section, D denotes an integral
domain. Here and in the sequel, we adopt the standard mathematical convention of omitting
the - symbol for multiplication.

Greatest Common Divisors

Definition 2.1. For a,b € D, a is called a divisor of b if b = ax for some x € D, and we say
that a divides b (notationally, a | b). Correspondingly, b is called a multiple of a.
[ ]

Definition 2.2. For a,b € D, an element ¢ € D is called a greatest common divisor (GCD)
of a and b if ¢| @ and c| b and c is a multiple of every other element which divides both a
and b.

[ ]

Definition 2.3, For a,b € D, an element ¢ € D is called a least common multiple (LCM) of
aand b if a| c and b | ¢ and ¢ is a divisor of every other element which is a multiple of both
a and b.

[ ]

The most familiar application of GCD’s is in reducing rational numbers (i.e. quotients
of integers) to ‘‘lowest terms’’. Another role of GCD’s in symbolic computation is the
corresponding problem of reducing rational functions (i.e. quotients of polynomials) to
“lowest terms’’. The use of the phrase ‘“‘a GCD’’ rather than ‘‘the GCD”’ is intentional. A
GCD of two elements a, b € D, when it exists, is not unique (but almost).

Definition 2.4. Two elements a,b € D are called associates if a| b and b | a.
[ ]

Definition 2.5. An element u € D is called a unit (or invertible) if u has a multiplicative
inverse in D.
[ ]

Example 2.1.

In the integral domain Z of integers, note the following facts.

6 The units in Z are 1 and 1.
(ii) 6 is a4 GCD of 18 and 30.

(ii1) -6 is also a GCD of 18 and 30.
(1v) 6 and -6 are associates.
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It can be easily proved that in any integral domain D, two elements ¢ and d are associ-
ates if and only if cu =d for some unit u. It is also easy to verify that if ¢ is a GCD of
a and b then so is any associate d = cu, and conversely if ¢ and d are GCD’s of a and b then
¢ must be an associate of d. In the integral domains of interest in symbolic computation, it is
conventional to impose an additional condition on the GCD in order to make it unique. This
is accomplished by noting that the relation of associativity is an equivalence relation, which
therefore decomposes an integral domain into associate classes. (For example, the associate
classes in Z are {0}, {1, -1}, {2, -2}, ....) For a particular integral domain, a criterion is
chosen to single out one element of each associate class as its canonical representative and
define it to be unit normal. In the integral domain Z we will define the nonnegative integers
to be unit normal. In any field F, every nonzero element is an associate of every other
nonzero element (in fact, every nonzero element is a unit). In this case we define the ele-
ments 0 and 1 to be unit normal.

Definition 2.6. In any integral domain D for which unit normal elements have been defined,
an element c is called the unit normal GCD of a, b € D, denoted ¢c=GCD(a,b), if ¢ is a
GCD of a and b and c¢ is unit normal.

[ ]

Clearly the unit normal GCD of two elements a,b € D is unique (once the unit normal
clements have been defined). For each integral domain D of interest in this book, unit nor-
mal elements will be appropriately defined and the following properties will always hold:

1) 0 is unit normal;
2) 1 is the unit normal element for the associate class of units;
3) if a, b € D are unit normal elements then their product ab is also a unit nor-

mal element in D.

In the sequel, whenever we refer to the GCD of a,b € D it is understood that we are refer-
1ing to the unique unit normal GCD.

I-xample 2.2, In the integral domain Z, GCD(18,30) = 6.
[ ]

Definition 2.7. Let D be an integral domain in which unit normal elements have been
defined. The normal part of a € D, denoted n(a), is defined to be the unit normal representa-
uve of the associate class containing a. The unit part of a € D (a #0), denoted u(a), is the
utnque unit in D such that

a =u(a) n(a)

Clearly n(0) = 0 and it is convenient to define u(0) = 1.
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Example 2.3. In the integral domain Z, n(a) =1 a | and u(a) = sign(a) where the sign of an
integer is defined by

. -1 ifa<0
sign@=1 | itg 0.

The LCM of two elements a, b € D, when it exists, can be made unique in a similar
manner. 1t can be verified that a LCM of a,b € D exists if and only if GCD(a, b) exists.
Moreover, GCD(a, b) is clearly a divisor of the product ab and it easy to verify that the ele-
ment

ab
GCD(a, b)
is a LCM of a and b. We therefore define the unique unit normal LCM of a,b € D, denoted
LCM(a, b) by
n(ab)
LCM@,b)=———.
@5 = Gp@.b)

Unique Factorization Domains

Definition 2.8. An element p € D - (0} is called a prime (or irreducible) if
(a) p isnotaunit, and

(b) whenever p = ab either a or b is a unit,

Definition 2.9. Two elements a,b € D are called relatively prime if GCD(a, b)=1.
[ ]

Definition 2.10. An integral domain D is called a unique factorization domain (UFD) if for
all a € D — {0}, either a is a unit or else @ can be expressed as a finite product of primes (i.e.
a=pyp, D, for some primes p;, 1 i <n) such that this factorization into primes is
unique up to associates and reordering.

o

The last statement in Definition 2.10 means that if e=pyp,--p, anda=q1¢2* " " 4,

are two prime factorizations of the same element a then n =m and there exists a reordering
of the g;’s such that p; is an associate of ¢; for 1 <i <n.

It follows from Definition 2.8 that if p is a prime in an integral domain D then so is any
associate of p. If unit normal elements have been defined in D then we may restrict our atten-
tion to unit normal primes — i.e. primes which are unit normal. Clearly, every prime factori-
zation can be put into the canonical form of the following definition,
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Definition 2.11. Let D be a UFD in which unit normal elements have been defined. Then
for a € D a prime factorization of the form

a=u(@)pr'py* - p

s called a wunit normal factorization if p; (1<i<n) are unit normal primes,
;>0 (1<i<n),andp; #p; whenever i # j.
[ ]

A basic property of primes in a UFD is that if p | ab and p is a prime, then either p | a
orp| b-ie. p (oran associate of p) must appear as one of the factors in the prime factori-
zation of a or of b. The integral domain Z of integers is the most familiar example of a UFD.
It turns out that the integral domains of primary interest in symbolic computation, the poly-
nomial domains to be introduced in the following sections, are also UFD’s. (In the case of
the polynomial domains, elements are usually referred to as irreducible rather than prime.)
Exercise 2.11 shows that not every integral domain is 2 UFD and Exercise 2.12 shows that
GCD’s do not necessarily exist in an arbitrary integral domain. The following theorem
assures us of the existence of GCD’s in a UFD. Here and in the sequel, we assume without
loss of generality that unit normal elements satisfying (1) - (3) have been defined for every
integral domain D.

Theorem 2.1. If Dis a UFD and if a,b € D are not both zero then GCD(a, b) exists and is
unique.

Proof: The uniqueness has already been established. To show existence, first suppose
that @ % 0 and b # 0 and let their unique unit normal factorizations be

a=u@pi'ps* - py and b=u®)qf'qf - gr @1
where p;, g; are unit normal primes. Let ry, ..., r; denote the distinct elements in the set
{P1.-...Dpsq1, - - - +Gm}- Then the factorizations (2.1) may be written in the form

! {
a=u(@)[]r¥ and b=u®) T[] rk

i=1 i=1
with some of the g;’s and &;’s zero. Clearly the element
d= lll - min @, h)
¢
i=1

is the GCD of @ and b. Finally, if one of a, b is zero assume without loss of generality that
i # 0, b=0.If a has the unique unit normal factorization as given in (2.1) then clearly the
clement

n e
d=11p

=1

is the GCD of ¢ and b.
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Euclidean Domains

There is a special class of integral domains in which the divisibility properties are par-
ticularly appealing. Unfortunately, most of the polynomial domains of interest to us will not
belong to this class. The concepts are nonetheless of central importance and where a polyno-
mial domain does not satisfy the ‘‘division property’’ discussed here we will be inventing a
corresponding ‘ ‘pseudo-division property”’ in order to achieve our purposes.

Definition 2.12. A Euclidean domain is an integral domain D with a valuation
v: D - {0} - N, where N denotes the set of nonnegative integers, having the following pro-
perties:
Pl: Foralla,b e D- {0}, v(ab) 2v(a);
P2: For all a, b € D with b # 0, there exist elements ¢, r € D such that a = bg + r where
either r =0 or v(r) < v(b).
o

Example 2.4. The integers Z form a Euclidean domain with the valuation v(a) =| al
o

Property P2 of Definition 2.12 is known as the division property and is a familiar pro-
perty of the integers. In the case of a polynomial domain, the valuation of a polynomial will
be its degree. Note that the quotient g and the remainder r in P2 are not uniquely determined,
in general, if r # 0. For example, in the Euclidean domain Z if @ = -8, b = 3 then we have

8=3)(2)-2 or §=B)(3)+1
so that both pairs ¢ =2, r =-2 and g =-3, r = 1 satisfy P2. There are two different con-
ventions which are adopted in various contexts to make the quotient and remainder unique in
Z. One convention is to choose the pair g, r such that either r = 0 or sign(r) = sign(a) (as in
the first case above). The other convention is to choose the pair ¢, r such that either r =0 or
sign(r) = sign(b) (as in the second case above). Fortunately, when we turn to polynomial
domains the quotient and remainder will be uniquely determined.

Any Euclidean domain is a unique factorization domain and therefore GCD’s exist (and
are unique). Moreover, in a Euclidean domain the GCD can always be expressed in a special
convenient form as stated in the following theorem.

Theorem 2.2. Let D be a Euclidean domain and let a,b € D (not both zero). If g =
GCD(a, b) then there exist elements s, t € D such that

g=sa+th.

Proof: A constructive proof of Theorem 2.2 is presented in the following section.
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Example 2.5. We stated in Example 2.2 that GCD(18,30) = 6. We have
6=5'18+¢30 wheres=2 and t =-1,

Note that in the Euclidean domain Z the elements s and ¢ of Theorem 2.2 are not uniquely
determined. Two other possible choices for s and t in this example are s=-3,
t=2ands=7,t=—4.

[ ]

Hierarchy of Domains

In this section, we have introduced two new abstract structures intermediate to integral
domains and fields. Table 2.3 shows the hierarchy of these domains. It is indicated there
that a field F is a Euclidean domain, which can be seen by choosing the trivial valuation v(a)
=1 for all ae F — {0}. (F is uninteresting as a Euclidean domain; for example, the
remainder on division is always zero.) It also follows that a field F is a unique factorization
domain. (F is a trivial UFD in which every nonzero element is a unit and therefore no ele-
ment has a prime factorization — there are no primes in F.)

Table 2.3. Hierarchy of domains.

Commutative
Ring
Integral
Domain

3

Unique
Factorization
Domain

v

Euclidean

Domain

Notation: Downward pointing arrows indicate that a former domain becomes a
latter domain if additional axioms are satisfied.
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2.4. THE EUCLIDEAN ALGORITHM

From a computational point of view, we are interested not only in the existence of
g =GCD(a,b) and the existence of elements s, ¢ satisfying Theorem 2.2 in any Euclidean
domain, but we are also interested in algorithms for computing these values. It might seem
at first glance that the proof of Theorem 2.1 is a constructive proof yielding an algorithm for
computing GCD(a, b) in any unique factorization domain. However the construction in that
proof is based on prime factorizations of @ and b and it is computationally much more diffi-
cult to determine a prime factorization than to compute GCD(a, b). A very effective algo-
rithm for computing GCD(a, b) in any Euclidean domain will now be developed.

GCD’s In Euclidean Domains

Theorem 2.3. Given a, b € D (b #0) where D is a Euclidean domain, let ¢, r be a quotient
and remainder satisfying

a=bg+r with r=0 or v(r)<v(). 2.2)
Then GCD(a, b) = GCD(b, r).

Proof: Suppose that g = GCD(b,r) and A = GCD(a,b). From (2.2) we see that g | a
and therefore g is a common divisor of a and b. By definition of GCD, it follows that g | A.
Rewriting equation (2.1) as

r=a-bq

we see that £ | r and so is a common divisor of b and r. Again by the definition of GCD, it
follows that 4| g. Thus g must be a greatest common divisor of a and b and hence an asso-

ciate of . Since g and A are both unit normal, we get that g = A.
o

In any integral domain D, it is useful to define
GCD(0,0) =0,
and obviously forany a,b € D:
GCD(a, b) = GCD(b, a).

1t is also easy to show from the definitions that the following properties hold for any a,b €
D:

GCD(a, b) = GCD(n(a),n(®)),
GCD(a,0) = n(a),
where n(a) denotes the normal part of a as defined in Definition 2.7.

In any Euclidean domain D, if a,b e D with b # 0 let ¢ and r be a quotient and
remainder such that
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a=bq +r withr =0 orv(r) < v(b)
and define the functions quo and rem by

quo(a,b) =gq;

rem(a,b)=r.
(Note: The above functions are not well-defined, in general, because g andr are not
uniquely determined. For the Euclidean domain Z we may adopt either of the two conven-
tions mentioned in the preceding section in order to make the above functions well-defined.
For the polynomial domains which will be of interest to us later we will see that g and r are

uniquely determined by the division property.) For a,b € D with b # 0 and v(a) 2 v(b), by a
remainder sequence for a and b we understand a sequence {r;} generated as follows:

rp=a, r= b N
(2.3)

r= rem(r,-_z, r,-_l), i= 2, 3, 4, e

(The sequence is undefined beyond a point where r;=0 for some i.)

Theorem 2.4, Let D be a Euclidean domain with a,b € D and v(a) 2 v(b) > 0. Let {r;} be
a remainder sequence for a and b generated as in (2.3). Then there is a finite index £ > 1
such that r;,; =0 and

GCD(a, b) =n(ry). 2.4

Proof: Consider the sequence of valuations {v(r;)} formed from the nonzero elements
of the sequence {r;}. By definition, {v(r;)} is a strictly decreasing sequence of nonnegative
integers. Since the first element of this sequence is v(a), there can be at most v{a)+1 ele-
ments in the sequence. Therefore it must happen that r;, ;=0 for some & < v(b).

From Theorem 2.3 we have:

GCD(a, b) = GCD(rg, 1) = GCD(ry, ).

It ry=0 then k=1 and (2.4) holds by definition. Otherwise, we have from repeated use of
I'heorem 2.3;

GCD(a,b) = GCD(b,rp) = -+ = GCD(rg, Fap) = n(ry).

which is the desired result.

I he Basic Algorithm

rom Theorem 2.4, the GCD of a,b € D (b # 0) is simply the normal part of the last
nonzero element of a remainder sequence {r; } generated as in (2.3). If b = 0 then GCD(a, b)
i~ piven by n(a). Thus we have a complete specification of the Euclidean algorithm to com-
pute GCD's in any Euclidean domain, and it is given formally as Algorithm 2.1. We have
~hosen to take the normal parts of @ and b initially in Algorithm 2.1 since this often
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simplifies the computation. For an actual implementation of Algorithm 2.1 we need only
specify the functions rem(a, b) and n(a@). Note that Algorithm 2.1 can also be applied to
compute LCM(a, b) since if a and b are not both zero then

n (ab)

LCM(a,b) = m .

It is conventional to define

LCM(@,0) =0.

Example 2.6. In the Euclidean domain Z, the following function specifications are used for
Algorithm 2.1. For any @ € Z, n{a)=|a| as noted in Example 2.3. The rem function for
integers is defined as the remainder and is made unique by imposing one of the two conven-
tions discussed in the preceding section. Note that since the while-loop in Algorithm 2.1 is
entered with nonnegative integers and since either of the two conventions for defining rem
will then produce a nonnegative remainder, the value of ¢ on exit from the while-loop will be
nonnegative. Therefore when applying Algorithm 2.1 in the particular Euclidean domain Z
the final operation n(c) is unnecessary.

[ ]

(Note: The essential ideas in Algorithm 2.1, as it applies to positive integers, date back to
Euclid, circa 300 B.C.)

Algorithm 2.1, Euclidean Algorithm.
procedure Euclid(a, b)

# Compute g = GCD(a, b), wherea and b
# are from a Euclidean domain D .

¢ < n(a); d < n(b)

while d # 0 do {
r «rem(c, d)
c—d
der}

g < n(c)

return(g)

end
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Example 2.7. In the Euclidean domain Z, if @ = 18 and b = 30 then the sequence of values
computed for r, ¢, and d in Algorithm 2.1 is as follows:

iteration no. r c d
- - 18 30

1 18 30 18

2 12 18 12

3 6 12 6

4 0 6 0

Thus g =6, and GCD(18,30) = 6 as noted in Example 2.2.

Extended Euclidean Algorithm (EEA)

The Euclidean algorithm can be readily extended so that while it computes
g =GCD(a, b) it will also compute the elements s, ¢ of Theorem 2.2 which allow g to be
expressed as a linear combination of @ and b. We present the extended algorithm as Algo-
rithm 2.2 and then justify it by giving a constructive proof of Theorem 2.2. Here and in the
sequel, we employ the standard binary operation of division which is defined in any integral
domain D as follows: if a,b € D and if ¢ is a multiple of b then by definition, a = b'x for
some x € D, and we define

alb=1x.
In particular, if b is a unit in D then any @ € D is a multiple of b (i.e. a = b(ab‘l)) and
alb=ab!.

Note that the quo function is an extension of the division operation since if @ = b-x then pro-
perty P2 holds for a and b with ¢ = x, r =0 and hence quo(a,b)=a/b .

Note that the two divisions at the end of Algorithm 2.2 are valid in D because u(a),
u(b), and u(c) are units in D. Note also that the computation of g = GCD(a, b) in Algorithm
2.2 is identical with the computation in Algorithm 2.1. The proof that the additional state-
ments in Algorithm 2.2 correctly compute the elements s, ¢ is contained in the constructive
proof of Theorem 2.2 which we now present.

I’roof of Theorem 2.2:

Let a,b be elements in a Euclidean domain D. Notice that the initial assignments
before entering the while-loop in Algorithm 2.2 imply the relationships

¢ =cyn(a) + cyn(b) (2.5)
and

d =d;n(a) + dy n(b). (2.6)
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Algorithm 2.2, Extended Euclidean Algorithm.

procedure EEA(a, b; 5,1)

# Given @ and b in a Euclidean domain D, compute
# g = GCD(a, b) and also compute elements s, t € D
#suchthatg =sa+1b .

¢ «n(a); denb)

el di«0

0 dyel

while d =0 do {
q «quo(c,d); rec-gqd
réeci—qd; nec-qd
ced; ciedy; e dy
der,dier; dyery)

# Normalize GCD

& «n(c)

s ¢/ ua) u(c)); tecy/(ubd)-ulc))

return(g)

end

We claim that, as long as d # 0, equations (2.5) and (2.6) are invariant under the transforma-
tions of the while-loop in Algorithm 2.2 —i.e. if equations (2.5) and (2.6) hold at the begin-
ning of the i-th iteration of the while-loop then they hold at the end of the i-th iteration. To
see this, define ¢ = quo(c, d), multiply through in equation (2.6) by g, and subtract the result
from equation (2.5). This gives

(¢ —qd) = (cy — qdy)n(a) + (c; — gdp) n(b) QN
which becomes
r=ryn(a)+ ryn(b)

in the while-loop. The remaining transformations in the while-loop simply update c,
€1, ¢y, d,dy, and d, in such a way that equations (2.6) and (2.7) imply, at the end of the i-th

iteration, equations (2.5) and (2.6), respectively. Thus (2.5) and (2.6) are loop invariant as
claimed.

Now if we define
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c=n(a), d=nb); ¢1=1;¢,=0; d1=0; d, =1,
then equations (2.5) and (2.6) clearly hold. If d =0 then b =0 and so
GCD(a,b)=n(a)=c
and
¢ =cyn(a) + c, n(b).

Otherwise, by Theorem 2.4, the transformations of the while-loop in Algorithm 2.2 may be
applied some finite number, k+1, imes yielding, at the end of the (k+1)-st iteration, elements
¢ and d satisfying

d =0 and GCD(a,b)=n(c).
But since (2.5) is invariant, we also have elements ¢, ¢; € D such that
¢ =cyn(a) + c, n(b).

To complete the proof recall that for all @ € D, a = u(a) n(a) and u(a) is a unit (i.e. u(a) is
invertible). Thus we can divide through by u(c) in (2.5), yielding

@ , 1)

M=o e

Noting that n(a) = L, n(b) = b , we have from the previous five equations that, in all
u(a) u(b)
cases,
a
GCD(a,b) = +c .
@b =aiau© T W) ue)

Thus

GCD(a,b)=sa +tb
¢y

¢
as required, with s = L andt = .
u(a) u(c) u(b) u(c)

F’xample 2.8. In the Euclidean domain Z if @ = 18 and b = 30 then the sequence of values
computed for g,¢, ¢y, ¢,,d,d;, and d, in Algorithm 2.2 is as follows.

iterationno. ¢q¢ ¢ ¢ ¢ d di d,

18 1 0 30 0 1
30 0 1 18 1 0
18 1 0 12 -1 1
12 -1 1 6 2 -1
6 2 -1 0 -5 3

AW N =
B == O |

Ihaus g = 6,5 =2, and ¢t =-1; i.e. GCD(18,30) =6 =2(18) - 1(30) as noted in Example 2.5.
[ ]
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2.5. UNIVARIATE POLYNOMIAL DOMAINS

For any commutative ring R, the notation R[x] denotes the set of all expressions of the
form

ax)= E ax*
k=0

with @; € R (0 < k <m), where m is a nonnegative integer. Thus, R[x] denotes the set of all

polynomials in the indeterminate x with coefficients lying in the ring R (or, more concisely,
the set of all univariate polynomials over R). The degree deg(a(x)) of a nonzero polynomial
a(x) is the largest integer r such that a, #0. The standard form of a polynomial a(x) is

n
Y qx*  with  a, =0. (2.8)
k=0

The exceptional case where a,=0 for all & is called the zero polynomial and its standard form

is 0. It is conventional to define deg(0) = —e=. For a polynomial a(x) in the standard form
(2.8), a,x" is called the leading term, a, is called the leading coefficient (denoted function-

ally by lcoeff(a(x))), and ag is called the constant term. A polynomial with leading coeffi-

cient 1 is called a monic polynomial. A polynomial of degree O is called a constant polyno-
mial. If | denotes the smallest integer such that @, # 0 in (2.8) then the term a;x’ is called the

trailing term and a; is called the trailing coefficient (denoted functionally by tcoeff(a(x))).
Note that if @y # 0 then the trailing term, trailing coefficient, and constant term are all identi-
cal.

The binary operations of addition and multiplication in the commutative ring R are
extended to polynomials in the set R[x] as follows. If
m n
ax)=Y akxk and b(x)=Y bkxk
k=0 k=0

then polynomial addition is defined by
max(m,n) k
cW)=ax)+bx)= ¥ cx
=0
where
ap+b, fork <min (m,n)
G = a forn<k<mifm>n

by form<k<nifm<n.

Similarly, if a(x) and b(x) are as above then polynomial multiplication is defined by
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d@)=a@ b= dat
k=0

where dy = 3, a;b;.
i+j=k

Algebraic Properties of R[x]

We now consider the properties of the algebraic structure R[x] under the operations of
addition and multiplication defined above. Since addition and multiplication of polynomials
in R[x] are defined in terms of addition and multiplication in the coefficient ring R, it is not
surprising that the properties of R[x] are dependent on the properties of R. The following
theorem summarizes a number of facts about univariate polynomial domains. The proofs are
straightforward but tedious and will be omitted.

Theorem 2.5.

(i) If R is a commutative ring then R[x] is also a commutative ring. The zero (additive
identity) in R[x] is the zero polynomial 0 and the (multiplicative) identity in Rfx] is the
constant polynomial 1.

(i) If D is an integral domain then D[x] is also an integral domain. The units (invertibles)
in D[x] are the constant polynomials ag such that ag is a unit in the coefficient domain

D.

(iii)) If D is a unique factorization domain (UFD) then D[x] is also a UFD. The primes
(irreducibles) in D[x] are the polynomials which cannot be factored (apart from units
and associates) with respect to the coefficient domain D.

tiv) If D is a Euclidean domain then D[x] is a UFD but not (necessarily) a Euclidean
domain.

(v) If Fisafield then F[x] is a Euclidean domain with the valuation

v(a(x)) = deg(a(x)).
[ ]
Definition 2.13. In any polynomial domain D[x] over an integral domain D, the polynomi-

als with unit normal leading coefficients are defined to be unit normal.
[ ]

Ixample 2.9. In the polynomial domain Z[x] over the integers, the units are the constant
polynomials | and —1. The unit normal polynomials in Z[x] are 0 and all polynomials with
positive leading coefficients.

[

I'xample 2.10. In the polynomial domain Q[x] over the field of rational numbers, the units
are all nonzero constant polynomials. The unit normal polynomials in Q[x] are all monic
polynomials, and the O polynomial.
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At this point let us note some properties which can be easily verified for the degree
function in a polynomial domain D[x] over any integral domain D. For the degree of a sum
we have

deg(a(x) + b(x)) < max{deg(a(x)), deg(b(x)) ],
with equality holding if deg(a(x)) # deg(b(x)). For the degree of a product we have
deg(a(x) b(x)) = deg(a(x)) + deg(b(x)). 29)
For the degree of a quotient we have, assuming b(x) # 0,

o if deg(a(x)) < deg(b(x))
deg(quo(a(x)b(x))) = deg(a(x))—deg(b(x)) otherwise.

In particular note that if b(x) | a(x) then we have
deg(a(x)/b(x)) = deg(a(x})) — deg(b(x))
since when b{x) divides a(x) it follows that either a(x) = 0 or else deg(a (x)) = deg(b(x)).

We note from Theorem 2.5 that the algebraic structure of a coefficient domain D is
inherited in full by the polynomial domain D[x] if D is an integral domain or a UFD, but if D
is a Euclidean domain or a field then D[x] does not inherit the Euclidean axioms or the field
axioms (see Example 2.12 and Example 2.13). However in the case of a field F, the polyno-
mial domain F[x] becomes a Euclidean domain by choosing the valuation defined by the
degree function. Since by definition deg(a(x)) =2 0 for any nonzero polynomial a(x), this
valuation is indeed a mapping from F[x] — {0} into the nonnegative integers N as required by
Definition 2.12. Property P1 of Definition 2.12 can be verified by using equation (2.9) since
if a(x), b(x) € Flx] — {0} then

deg(a(x)b(x)) = deg(a(x)) + deg(b(x)) 2 deg(a(x)).
Property P2 of Definition 2.12, the division property, is the familiar process of polynomial
long division which can be carried out as long as the coefficient domain is a field F. Unlike

the Euclidean domain Z, in the Euclidean domain F[x] the quotient ¢ and remainder r of pro-
perty P2 are unique.

Example 2.11. In the Euclidean domain Q[x] of polynomials over the field Q of rational
numbers, let

ax)=3x>+x2+x +5, and bx)=5x2-3x + 1. (2.10)

To find the quotient ¢(x) and remainder r(x) of the division property in Definition 2.12, we
perform polynomial long division:
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3 14
CRi T
5x2-3x+1 3+ 2+ X+ 5
9 2 3
- 2+ =X
5t 5
a2, 2
S X + 5Jc+ 5
42 & 14
5% TR
52 111
FrRRY:
Thus a(x) =b(x) g(x) + r(x) where
_3. .14 _52 11
q(x)—5x+25, and r(x) 25x+—25 .

Example 2.12. The polynomial domain Z[x] over the integers Z is an integral domain, in
fact a UFD (because Z is a UFD), but Z[x] is not a Euclidean domain with the ‘‘natural”’
valuation v(a(x)) = deg(a(x)). For consider the polynomials a(x), b(x) given in (2.10). Note
that a(x), b(x) e Z[x]. Property P2 is not satisfied by using the polynomials ¢q(x), r(x) of
Example 2.11 because g(x), r(x) ¢ Z[x]. If we assume the existence of polynomials g(x),
r(x) e Z[x] satisfying property P2 for the polynomials (2.10), then since deg(r(x)) <
deg(b(x)) = 2 it is easy to argue that we must have

3 +x2+x+5 =(5x2—3x +1D(g1x+q9)+(rix+ry)
for some coefficients gy, gq, 7, g € Z. But this implies
3=5¢; 2.11)

which is a contradiction since equation (2.11) has no solution in Z. Thus property P2 does
not hold in the domain Z[x] for the polynomials (2.10) and therefore Z[x] is not a Euclidean

domain.
[}

Example 2.12 shows that the coefficient domain must be a field in order to carry out
polynomial long division because only in a field will equations of the form (2.11) always
have a solution. A more concise argument for Example 2.12 could have been obtained by
noting the uniqueness of g(x), r(x) in polynomial long division. The next example verifies
that a polynomial domain F[x] over a field F is not itself a field.

Ixample 2.13. In a polynomial domain Fx] over any field F, the polynomial x has no
mverse. For if it had an inverse, say g (x), then
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x q(x)=1 => deg(x) +deg(q(x)) = deg(l)
=> 1 +deg(g(x))=0
=> deg(q(x))=-1

which is impossible. Therefore F[x] is not a field.

GCD Computation in F[x]

Since the univariate polynomial domain F[x] over a field F is a Euclidean domain, the
Euclidean algorithm (Algorithm 2.1) and the extended Euclidean algorithm (Algorithm 2.2)
can be used to compute GCD’s in Flx]. For a nonzero polynomial a(x) e Flx] with leading
coefficient a,, the normal part and unit part of a(x) satisfy:

ax)

n{a(x)) = 0 u(@@)) =a,.

Note that a, # 0 is a unit in F[x] because it is a unit in F. As usual, n(0) = 0 and u(©0) = 1.

For a(x), b(x) € Flx] with b(x) # 0, the quotient and remainder of property P2 are unique so
the quo and rem functions are well-defined and the remainder sequence {r;(x)} defined by

(2.3) is unique.

Example 2.14. In the Euclidean domain Q[x], let
a(x) = 48x3 — 84x% + 42x - 36, b(x) = —4x> - 10x + 44x — 30. (2.12)

The sequence of values computed for r(x), c(x), and d(x) in Algorithm 2.1 is as follows.
(Here a(x), b(x), r(x), c(x), and d(x) are denoted by a, b, r, ¢, and d, respectively, in Algo-
rithm 2.1. It is common practice to use the former notation, called ‘‘functional notation’’,
for polynomials but clearly the latter notation is also acceptable when the underlying domain
is understood.)

iteration no. r(x) c(x) d(x)

- - 3_3,2,7, 3 3 5 e B
X R +8x ) x+zx ll)c+2
17,095 33 | 3,52 015 | 172,95 33
1 4x+8x 2 x+2x 11x+2 4x+8x 2

2 535 1605 172,95 33 535 1605

289 578 4 8 4 289 578

535 1605
3 0 2897 578 0

Thus g(x) = n(%x — 1605 )=x-— 3

587"
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Example 2.15. In the Euclidean domain Q[x], if Algorithm 2.2 is applied to the polynomials
(2.12) of Example 2.14 then three iterations of the while-loop are required as in Example
2.14. At the end of the third iteration we have

rx)=0; c(x)=22x-1%. 4xy=0

289"~ 578
as before. We also have
4., 360
A =X + o5
_.4_ _ 1
) =~17% ~ 289
Thus,
3
gx)=nlcx))=x -5
_a® 73
s(0)= 535] 20" T 22’
289
a®) 17 m
o) =— [53_5] 357 a0
289
It is readily verified that
s@ax)+tx)bx)=x —%

In the Euclidean domain F[x] of univariate polynomials over a field F, an important
application of the extended Euclidean algorithm in later chapters will be to solve the polyno-
mial diophantine equation

ox)ax)+tx)bx)=cx)

where a(x), b(x), c(x) € Fix] are given polynomials and o(x), 1(x) € Flx] are to be deter-
mined (if possible). The following theorem gives sufficient conditions for the existence and
uniqueness of a solution to this polynomial diophantine equation and a constructive proof is
piven. Note that an important special case of the theorem occurs when a(x) and b(x) are
relatively prime in which case the given polynomial diophantine equation can be solved for
any given right hand side ¢ (x).
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Theorem 2.6. Let F{x] be the Euclidean domain of univariate polynomials over a field F.
Let a(x), b(x) € Flx] be given nonzero polynomials and let g(x) = GCD(a(x), b(x)) € Fix].
Then for any given polynomial ¢(x) € F[x] such that g (x)| c(x) there exist unique polynomi-
als o(x), 1(x) € F[x] such that

o(x)a(x)+ t(x) b(x)=c(x) and (2.13)

deg(o(x)) < deg(b(x)) — deg(g(x)). 214
Moreover, if deg(c (x)) < deg(a(x)) + deg(b(x)) — deg(g (x)) then T(x) satisfies

deg(t(x)) < deg(a(x)) — deg(g (x))- (2.15)

Proof: Existence: The extended Euclidean algorithm can be applied to compute polyno-
mials s (x), #(x) € F[x] satisfying the equation

s(x)a(x)+1(x) blx)=gx).
Then since g(x)| c(x) it is easily seen that
(sx) c(x)/ g (x)) a(x) + (tx) c(x)/ g (x)) b(x) =c(x). (2.16)

We therefore have a solution of equation (2.13), say o(x) = s(x) c(x)/g(x) and ‘E(x) =t(x)
c(x)/ g(x). However the degree constraint (2.14) will not in general be satisfied by this solu-
tion so we will proceed to show how to reduce the degree. Writing (2.16) in the form

o(x) (a(x)/ g (x)) +T(x) (B(x)/gx)) = c(x) /g (x), 217
we apply Euclidean division of 6(x) by (b(x)/ g (x)) yielding g (x), r(x) € F[x] such that
o) = (b(x)/ g (x)) g(x)+r(x) (2.18)

where deg(r(x)) < deg(b(x)) — deg(g(x)). Now define o(x)=r(x) and note that (2.14) is
satisfied. Also define 1(x) = f(x) +qx) (a(x)/ g x)). It is easily verified by using (2.17) and
(2.18) that

o) (a(x)/ g (x)) +T(x) (b(x) / g(x)) = c(x)/ g(x).
Equation (2.13) follows immediately.
Uniqueness: Let 0;(x), T;(x) € F{x] and o,(x), To(x) € F{x] be two pairs of polynomials
satisfying (2.13) and (2.14). The two different solutions of (2.13) can be written in the form
01(x) (a(x)/g(x)) + 14 (x) (b(x)/ g (x)) = c(x)/ gx);
o) (alx)/ g(x)) +T(x) (bx)/g(x)) =cx)/ g(x)
which yields on subtraction

(01(x) - 05(x)) (a(x)/g (X)) = —(1,(x) — T(x)) (B(X)/g(x)). (2.19)
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Now since a(x)/g(x) and b(x)/ g(x) are relatively prime it follows from equation (2.19) that
(b(x)/ g (x| (61(x) — 65(x)). (2.20)
But from the degree constraint (2.14) satisfied by o;(x) and o,(x) it follows that
deg(01(x) — 05(x)) < deg(b(x)/g(x)). (2.21)

Now (2.20) and (2.21) together imply that 6;(x) — 65(x) = 0. It then follows from (2.19) that
Ty (x) — To(x) = 0 since b(x)/g(x) # 0. Therefore 6;(x) = 6,(x) and T;(x) = To(x).

Final Degree Constraint: It remains to prove (2.15). From (2.13) we can write

) = (c(x) — o(x) a(x))/ bx)
so that

deg(t(x)) = deg(c(x) — o(x) a(x)) — deg(b(x)). (2.22)
Now if deg(c(x)) 2 deg(o(x) a(x)) then from (2.22)

deg(t(x)) < deg(c(x)) — deg(b(x)) < deg(a(x)) —deg(g (x))

as long as deg(c(x)) < deg(a(x)) + deg(b(x)) — deg(g(x)) as stated. Otherwise if deg(c(x)) <
deg(o(x) a(x)) (in which case the stated degree bound for c(x) also holds because of (2.14))
then from (2.22)

deg(t(x)) = deg(o(x) a(x)) — deg(b(x)) < deg(a(x)) ~ deg(g(x))

where the last inequality follows from (2.14). Thus (2.15) is proved.
[ ]

The result of Theorem 2.6 is related to the concept of partial fraction decompositions of
rutional functions. For example, if a(x) and b(x) are relatively prime, then Theorem 2.6
states that we can always find polynomials o(x} and t(x) satisfying

cxy _ ) | o)
a(x)yb(x) - a(x) b(x)

(2.23)

with
deg(t(x)) < deg(a(x)), deg(o(x)) < deg(b(x)).

tHere the degree inequalities follow from Theorem 2.6 since the degree of the GCD of a(x)
and h(x) is 0 in this case. Equation (2.23) is what one looks for when constructing a partial
fraction decomposition. Applications of Theorem 2.6 to the computation of partial fraction
Jdecompositions will arise later in Chapter 6 and in Chapters 11 and 12.
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2.6. MULTIVARIATE POLYNOMIAL DOMAINS

The polynomial domains of most interest in symbolic computation are multivariate
polynomials (i.e. polynomials in one or more indeterminates) over the integers Z, or over the
rationals Q, or over a finite field F. We will see later in Chapters 11 and 12 that much of
symbolic integration relies on computing efficiently in multivariate polynomial domains. In
the previous section on univariate polynomial domains we have noted that Q[x] and F[x] are
Euclidean domains so that the Euclidean algorithm can be used to perform the important
operation of computing GCD’s. In the univariate polynomial domain Z[x] over the integers
it would be possible to compute GCD’s (and other important computations) by embedding
Z[x] in the larger domain Q[x] so that the coefficient domain is a field. However, coefficient
arithmetic in Q is considerably more expensive than arithmetic in Z so that in practice we
prefer to develop GCD algorithms that are valid in the UFD Z[x]. More significantly, when
dealing with multivariate polynomials in two or more indeterminates it turns out that the
multivariate polynomial domain is a UFD but not a Euclidean domain even if the coefficient
domain is a field. Hence further discussion of GCD computation in Z[x] will be postponed
to a later section after we have discussed multivariate polynomial domains, where the under-
lying algebraic structure will be the UFD rather than the Euclidean domain.

Bivariate Polynomials

For any commutative ring R, the notation R[x;,x;] denotes the set of all expressions of
the form

o ony .
ax,x) =3 Y a;xixf (2.29)
i=0 j=0
with g; ;€ R for all relevant i, j, and where m and m, are nonnegative integers. Thus,
R[x;.x;] denotes the set of bivariate polynomials over the ring R. For example, one polyno-
mial in the set Z[x,y] is the bivariate polynomial

a(xy) =503y = xB% = 3x2 + Tyt + 2xy - 2x + 4y* + 5. (2.25)

In order to generalize our notation to polynomials in v > 2 indeterminates, it is con-
venient to introduce a vector notation for bivariate polynomials. Let X = (x1,x;) be the vector

of indeterminates and for each term g; ; x{ x§ in (2.24) let e = (¢,,¢,) be the exponent vector
with e; =i, e, = j. Note that the exponent vectors lie in the Cartesian product? set N x N (or

N?) where N is the set of nonnegative integers. Then we may denote the set of all bivariate
polynomials over the ring R by the notation R[x] and we may define it to be the set of all
expressions of the form

2. The Cartesian product of n sets A, Ay..., A, is defined by A;xA;x - XA, = {(@.4; ... 4,0 a€A]) If
Ay=Az= - =A =Athen A XA X - - XA isalso denoted by A®
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ax)= Y a,x° (2.26)
e e NxN
with a, € R, where it is understood that only a finite number of coefficients g, are nonzero.

Note that a particular term a, x° in (2.26) is a shorthand notation for ag,, . (;, %)

which is our vector representation of the term a,, . x1" x;°.

Multivariate Polynomials

Let us now consider the general case of v 2 1 indeterminates. For any commutative
ring R, the notation R[xy, ..., x,], or R[x] where x=(x;,..., x,), denotes the set of all
expressions of the form

ax)= Y, a,x° 2.27)
ee N

with a, € R, where it is understood that only a finite number of coefficients @, are nonzero.
In other words, R[x] denotes the set of all multivariate polynomials over the ring R in the
indeterminates x. The exceptional case where there are no nonzero terms in (2.27) is called
the zero polynomial and is denoted by 0.

Definition 2.14. The lexicographical ordering of exponent vectors ¢ € N is defined as fol-
lows. Letd=(dy,...,d,) ande={(ge,..., e,) be two exponent vectors in the set N*. If
d;=¢; (1<i<v) then d =e. Otherwise, let j be the smallest integer such that d; # ¢; and
define:

d<e if dj<ej;
d>e if dj>ej.

Example 2.16. The terms in the bivariate polynomial a(x,y) € Z[x,y] given in (2.25) are
listed in lexicographically decreasing order of their exponent vectors.
[ ]

Assuming that the terms in a nonzero multivariate polynomial a(x) have been arranged
in lexicographically decreasing order of their exponent vectors, the first term is called the
leading term, its coefficient is called the leading coefficient (denoted functionally by
lcoeff(a(x))), the last (nonzero) term is called the trailing term and its coefficient is called
the trailing coefficient (denoted functionally by tcoeff(a(x))). A multivariate polynomial
with leading coefficient 1 is called a monic polynomial. The degree vector d(a(x)) of a mul-
lvariate polynomial a(x) # 0 is the exponent vector of its leading term. The total degree
degla,x¥) of a term in a multivariate polynomial a(x), where e=(ey, . . ., ¢,), is the value
L’l e,. The total degree deg(a(x)) of a polynomial a(x)#0 is the maximum of the total
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degrees of all of its nonzero terms. It is conventional to define deg(0) = —= , while 9(0) is
undefined. A polynomial with total degree 0 is called a constant polynomial.

A Recursive View of R[x]

It is convenient to define the operations of addition and multiplication on multivariate
polynomials in R[x;, ..., x,] in terms of the basic operations in a univariate polynomial

ring. This can be done by using a different, but equivalent, definition of the set
R[xy, ..., x,]. The new definition will be recursive. Let us first consider the case of bivari-

ate polynomials in the indeterminates x; and x,. Recalling that the set R[x;] of univariate

polynomials over a commutative ring R forms a commutative ring, we may use it as a coeffi-
cient ring and define a new univariate polynomial ring R[x,][x;] of polynomials in the

indeterminate x;, with coefficients lying in the commutative ring R[x,]. By Theorem 2.5,
R[x,][x1] is a commutative ring with the operations of addition and multiplication defined in
the previous section in terms of the operations in the coefficient ring R[x,]. It is easy to see
that the set of expressions in R[x;][x;] is the set of all expressions of the form (2.24) which
we have denoted by R[xy, x,]. Therefore we identify

R[xy, x3] = Rlx,llx] (2.28)
and this identification serves to define the arithmetic operations on bivariate polynomials.
(Clearly, we should be able to identify R[x;,x,] as well with R[x;1[x;]. The operations of
addition and multiplication in R[x;][x,] are defined differently than the operations in
R[x,][x;] but it is straightforward to prove that the commutative rings R[x;I[x,] and Rx,]|[x;]
are ring isomorphic.® Therefore we are justified in identifying all three of these rings.)

Turning now to multivariate polynomials in v > 2 indeterminates, a recursive definition
of R[x;, ..., x,]is given by
Rixy, ..., x,1=Rxy ..., x,1lxl. (2.29)
Applying (2.29) recursively to R[x,, . . ., x,] leads to the identification
Rixy, ..., x,]=Rix,Ilx,_41 " [x].

Thus from knowledge of the operations in R[x, ] we define the operations in R[x,]{x,_;], and
from R[x, 1[x,_{] to R{x, 1[x,_;1[x,_o], etc. (Again, the order of singling out indeterminates as

in (2.29) is not important algebraically since the rings obtained by different orderings of the
indeterminates can be shown to be isomorphic.) If the multivariate polynomial ring

Rfxy, ..., x,] is viewed as in (2.29) then we refer to x; as the main variable and to
Xy, ..., X, as the auxiliary variables. In this case we consider a polynomial
3. Two rings R, and R, are isomorphic if there 1s @ mapmng ¢:R; — Ry which 15 Injective (1.e one to one and onto) and which

preacrves all of the ring operations. Tor a prease defimtion see Chapler §
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a(x) € Rlx;, ..., x,] as a univariate polynomial in the main variable with coefficients lying

in the ring of polynomials in the auxiliary variables.

Example 2.17. The polynomial a(x,y) € Z[x,y] given in (2.25) may be viewed as a polyno-
mial in the ring Z[y][x]
a(r,y) = 5y x> — H43yH) x2 + (TyH2y-2) x + (4y*+5).
Considered as a polynomial in the ring Z[x][y] we have
a(ry) = (x2+4) y* + (5X7-3x%47x) y2 + (2x) y + (-2x+5).
[ ]
For a polynomial a(x) € R[x,, ..., x,] we sometimes refer to the degree of a(x) in the
i-th variable, denoted deg; (a(x)). This i-th degree is just the degree of a(x) when considered

as a univariate polynomial in the ring R[xy, . . ., X;_1, X;4q, - . -, X, 101

Example 2.18. Let a(x,y) € Z[x,y] be the bivariate polynomial given in (2.25). The leading
term of a(x,y) is 5x3y2 and the leading coefficient is 5. The values of the various degree
functions are:

d(a(x,y)) =(3,2); degla(x,y))=6;
degi(a(x,y))=3;  degya(x,y)) =4

Algebraic Properties of R[x]

The algebraic properties of a multivariate polynomial ring R[x], for various choices of
algebraic structure R, can be deduced immediately from the recursive view of R[x] and
‘Theorem 2.5. These properties are summarized in the following theorem whose proof is now
trivial.

Theorem 2.7.

(i) If Ris a commutative ring then R[x] is also a commutative ring. The zero in R[x] is the
zero polynomial O and the identity in R[x] is the constant polynomial 1.

(11) If D is an integral domain then D[x] is also an integral domain. The units in D[x] are
the constant polynomials ag such that @ is a unit in the coefficient domain D.

tm) 1If D is a UFD then D[x] is also a UFD.

tiv) If D is a Euclidean domain then D[x] is UFD but not a Euclidean domain.

tv) If F is freld then F[x] is a UFD but not a Euclidean domain if the number of indeter-
minates 1s greater than one.
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Definition 2.15. In any multivariate polynomial domain D[X] over an integral domain D, the
polynomials with unit normal leading coefficients are defined to be unit normal.
[ ]

At this point we note some of the properties of the various degree functions which have
been introduced for multivariate polynomials. It can be readily verified that the following
properties hold for nonzero polynomials in a domain D[X] over any integral domain D;

d(a(x) + b(x)) < max{d(a(x)), 9(b(x))};

d(a(x) b(x)) = d(a(x)) +9(b(x));

deg;(a(x) + b(x)) < max{deg;(a(x)), deg;(b(x))};

deg;(a(x) b(x)) = deg;(a(x)) + deg; (b (x));

deg(a(x) + b(x)) < max{deg(a(x)), deg(b(x))};

deg(a(x) b(x)) = deg(a(x)) + deg(b(x)). (2.30)

The addition operation on degree vectors given above is the familiar operation of vector
addition (component-by-component addition) and the ‘“‘order’’ operations < and max are
well-defined by the lexicographical ordering of exponent vectors defined in Definition 2.14.

The concept of the derivative of a polynomial can be defined algebraically. For a
univariate polynomial

a(x)= i akxk e Dix]
k=0

(where D is an arbitrary integral domain) the derivative of a(x) is defined by

n—1
d®)=Y (k+1)ap x* € Dx].
k=0

It is straightforward to show (using completely algebraic arguments) that the familiar proper-
ties of derivatives hold:

(i) if a(x)=b(x)+c(x) then a’(x)=b"(x)+c'(x)
(i) if a(x)=bx) c(x) then a’(x)=bXx) c’(x) +b'(x) c(x);
(iii) if a(x) = b(c(x)) then a’(x) =b’(c(x)) c’(x).

For a multivariate polynomial a(xy,...,x,)€ Dlx, ..., x,] over an arbitrary integral
domain D the partial derivative of a(x, . . ., x,) with respect to x;, denoted a,(xy, ..., x,),
is simply the ordinary derivative of a(x;, ..., x,) when considered as a univariate polyno-
mial in the domain D[xy, . . ., X;_1, X4 - - - » X, 1 [x;]. In later chapters it will be necessary to

use the concept of a Taylor series expansion in the sense of the following Theorem 2.8 and
also the bivariate version as presented in Theorem 2.9.
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Theorem 2.8. Let a(x) € D[x] be a univariate polynomial over an arbitrary integral domain
D. In the polynomial domain D[x] [y] = D[x,y],

alx+y)=a@x)+a’(x)y +b(x,y)y® .31)
for some polynomial b(x,y) € D[x,y].

Proof: First note that x + y is a polynomial in the domain D[x,y] and since a(x) € D[x]
it follows that a(x + y) € D[x,y]. Now any bivariate polynomial in D[x,y], and in particular
a(x + y), may be expressed in the form:

a(x +y) = ag(x) + a;(x)y + b(x,y) y* (2.32)

where ag(x), a;(x) € D[x] and b(x,y) € D[x,y]. For we simply first write all terms indepen-

dent of y, then all terms in which y appears linearly, and finally notice that what remains
must have y2 as a factor. It remains to show that ap(x) = a(x) and that a(x) = a’(x).

Setting y = 0 in (2.32) immediately yields ag(x) = a(x). Taking the partial derivative
with respect to y on both sides of equation (2.32) yields

ax+y)=a;(x)+2bxy)y+ by(x,y)yz.

Setting y =0 then yields a;(x) = a’(x) and hence equation (2.31).
[ ]

Theorem 2.9. Let a(x,y) € D[x,y] be a bivariate polynomial over an arbitrary integral
domain D, In the polynomial domain D[x,y]| [u,v] = D[x,y,u,v],

a(x+uy+v) =a(x,y) + a,(x,y)u + a,(x,y)v + bl(x,y,u,v)u2
+ by(x,y,u,vuv + by(x,y,u,v)v? (2.33)
tor some polynomials by (x,y,u,v), by(x,y,u.v), bs(x,y.u,v) € Dlx,yu.vl.
Proof: First consider the (univariate) polynomial
c(x)=alxy) € Dlyl[x].
I-rom Theorem 2.8 we have
cx+uw)y=cx)+c’'x)u+d(x,u) u?
for some polynomial d(x,u) € D[y] [x, 4], or equivalently
ax +u,y)=a,y) +a,(x,y) u+e(x,y,u)u’ (2.34)
tor some polynomial e(x,y,u) € D[x,y,u]. Next consider the (univariate) polynomial
fO)=alx +u,y) e Dlx,ullyl.
Applying Theorem 2.8 to express f(y + v) we get
a(x+uy+v) =a(x+u,y) + ay (+u,y)yv + g(x,y.uy) v? (2.35)

tor some polynomial g,y u.v)ye Dlx,y.u,v]. In (2.35), if we express the polynomial
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a(x +u,y) directly as given by (2.34) and if we express the polynomial a,(x +u,y) also in
the form indicated by (2.34), we get

AU, y+v) = a(x,y) + a,(x,y)u + e(x,yu)u’ + ay(x,y)v
+ @y ey v + 60,y Uy + g (cy uv)v? (2.36)

where ay,(x,y) denotes the partial derivative with respect to x of the polynomial

a,(x, y) € D[x,y]. Equation (2.36) can be put into the form of equation (2.33).
[ ]

We see from Theorem 2.7 that a domain D[X] of multivariate polynomials forms a
unique factorization domain (UFD) (as long as the coefficient domain D is a UFD) but that
D[x] forms no higher algebraic structure in the hierarchy of Table 2.3 even if D is a higher
algebraic structure (except in the case of univariate polynomials). Thus the UFD is the
abstract structure which forms the setting for multivariate polynomial manipulation. In the
next section we develop an algorithm for GCD computation in this new setting,

2.7. THE PRIMITIVE EUCLIDEAN ALGORITHM

The Euclidean algorithm of Section 2.3 cannot be used to compute GCD’s in a mul-
tivariate polynomial domain D[x] because D[x] is not a Euclidean domain. However D[x] is
a UFD (if D is a UFD) and we are assured by Theorem 2.1 that GCD’s exist and are unique
in any UFD.

Example 2.19. In the UFD Z[x] let a(x), b(x) be the polynomials (2.12) defined in Example
2.14. Thus
a(x) = 48x3 — 84x2 +42x =36, b(x)=—4x> - 10x% + 44x — 30.
The unique unit normal factorizations of a(x) and b(x) in Z[x] are
a(x)=(2) (3) (2x = 3) (x* - x +2);
b)) =D 2x-3)x-Dx+5)
where we note that u(a(x)) = 1 has not been explicitly written, and u(b(x)) =—1. Thus
GCD(a(x), b(x)) =2 (2x - 3) =4x — 6.
[ ]

Example 2.20. Let a(x), b(x) be the polynomials from the previous example, but this time
considered as polynomials in the Euclidean domain Q[x]. The unique unit normal factoriza-
tions of a(x) and b(x) in Q[x] are

_ 3.2 1 1,
a(x) =(48) (x - ) (x — X
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bW =B -HE-DE+9)

where we note that u(a(x)) = 48 and u(b(x)) = -4. Thus
GCD@(x), b)) =x - 3.

as noted in Example 2.14.
o

As in the case of Euclidean domains, it is not practical to compute the GCD of a(x),
b(x) € D[x] by determining the prime factorizations of a(x) and b(x) but rather we will see
that there is a GCD algorithm for the UFD D[x] which is very similar to the Euclidean algo-
rithm. The new algorithm will be developed for the univariate polynomial domain D[x] over
a UFD D and then we will see that it applies immediately to the multivariate polynomial
domain D[X] by the application of recursion.

Primitive Polynomials

We have noted in Section 2.4 that if elements in an integral domain are split into their
unit parts and normal parts then the GCD of two elements is simply the GCD of their normal
parts. It is convenient in a polynomial domain D[x] to further split the normal part into a
part lying in the coefficient domain D and a purely polynomial part. For example, the unit
normal factorizations of a(x), b(x) € Z[x] in Example 2.19 consist of a unit followed by
integer factors followed by polynomial factors and similarly GCD(a(x), b(x)) consists of
integer factors followed by polynomial factors.

Definition 2.16. Let D be an integral domain D. The GCD of n elements a,, ..., a,€ Dis
defined recursively for n > 2 by:

GCD(ay, . - ., a,)=GCD(GCD(qy, - . ., a,_1),a,).
The n 22 elements ay, - . ., a, € D are called relatively prime if
GCD(ay, ..., a,) =1

Definition 2.17. A nonzero polynomial a(x) in D[x], D a UFD, is called primitive if it is a
unit normal polynomial and its coefficients are relatively prime. In particular, if a(x) has

¢xactly one nonzero term then it is primitive if and only if it is monic.
[ ]

Definition 2.18. In a polynomial domain D[x] over a UFD D, the content of a nonzero poly-
nomial a(x), denoted cont(a(x)), is defined to be the (unique unit normal) GCD of the coeffi-
cients of @(x). Any nonzero polynomial a(x) € D[x] has a unique representation in the form
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a(x) = u(a(x)) cont(a(x)) ppla(x))

where pp(a(x)) is a primitive polynomial called the primitive part of a(x). It is convenient to
define cont(0) =0 and pp(0) = 0.
o

It is a classical result (known as Gauss’ lemma) that the product of any two primitive
polynomials is itself primitive. It follows from the above definitions that the GCD of two
polynomials is the product of the GCD of their contents and the GCD of their primitive parts;
notationally,

GCD(a(x), b(x)) = GCD(cont(a(x)),cont(b (x))) GCD(pp(a(x))).pp(b (x))).
2.37)

By definition, the computation of the GCD of the contents of a(x), b(x) € D(x) is a compu-
tation in the coefficient domain D. Assuming that we know how to compute GCD’s in D, we
may restrict our attention to the computation of GCD’s of primitive polynomials in D(x).

Example 2.21. For the polynomials a(x), b(x) € Z[x] considered in Example 2.19 we have:
cont(@(x)) =6, pplalx)) = 8x> —14x2 +7x -6,

cont(b(x)) =2, pp(b(x)) = 2x> +5x% - 22x +15.

For the same polynomials considered as elements in the domain Q[x] as in Example 2.20 we
have:
7 7 3

- —3_L2, 7, _23
cont(a(x)) =1, pplax)) =x R + rRdu

cont(b(x)) =1, ppb®) = x*+x?— 1lx +2.

Pseudo-Division of Polynomials

The Euclidean algorithm is based on the computation of a sequence of remainders
which is defined in terms of the division property in a Euclidean domain. For a non-
Euclidean domain, D[x], the division property does not hold. However there is a very simi-
lar pseudp-division property which holds in any polynomial domain D[x], where D is a UFD.
This new property can be understood by considering the UFD Z[x] of univariate polynomials
over the integers.

Consider the polynomials a(x), b(x) given by equation (2.12) in Example 2.11. As
polynomials in the Euclidean domain Q[x], we found in Example 2.11 that the division pro-
perty holds in the form:
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34a2 =(5x2— sy 32, 1
Cx’+x“+x+5)=(5x 3x+1)(5x+25)+(25x+ 7S ). (2.38)
Note that the leading coefficient of b(x) is 5 and that the only denominators appearing in the
coefficients of the quotient and remainder in (2.38) are 5 and 52, Therefore in this example,
if we started with the polynomials d(x) and b(x) where

d(x)=5%a(x)
then we would have the following relationships among polynomials with integer coefficients:
2@ +x2+x +5) = (5x2—3x + 1) (15x + 14) + (52x + 111). (2.39)

Equation (2.39) is an instance of the pseudo-division property which holds in any polynomial
domain D[x] over a UFD D, just as equation (2.38) is an instance of the division property in
a Euclidean domain. The generalization of (2.39) is obtained by close examination of the
process of polynomial long division in a domain D[x]. If deg(a(x)) =m, degb(x))=n,
m 2 n 2 0 and if the leading coefficient of b(x) is B then viewing the division of a(x) by b(x)
as operations in the coefficient domain D we find that the only divisions are divisions by B
and such divisions occur m — n + 1 times. We thus have the following result.

Pseudo-Division Property (Property P3).

Let D[x] be a polynomial domain over a UFD D. For all a(x), b(x) € D[x] with
b(x) # 0 and deg(a(x)) = deg((b(x)), there exist polynomials g(x), r(x) € D[x] such that

P3: Bla(x)=b(x)g(x)+r(x), deg(r(x)) < degb(x))

where B = Icoeff(b(x)) and [ =deg(a(x)) —degb(x)) + 1.
[ ]

For given polynomials a(x), b(x) € D[x] the polynomials g(x) and r(x) appearing in
property P3 are called, respectively, the pseudo-quotient and pseudo-remainder. Function-
ally, we use the notation pquo(a(x),b(x)) and prem(a(x),b(x)) for the pseudo-quotient and
pscudo-remainder, respectively, and we extend the definitions of these functions to the case
dep(a(x)) < deg(b(x)) by defining in the latter case pquo(a(x),b(x))=0 and
prem(a(x),b(x)) = a(x). (Note that these special definitions satisfy the relationship P3 with B

I rather than with B = Icoeff(b(x)) .) Just as in the case of the division property (Property
’2) for univariate polynomials over a field, the polynomials ¢g(x), r(x) in property P3 are
unigue. We may note that for given a(x), b(x) € D[x], we obtain the pseudo-quotient g(x)
and pseudo-remainder r(x) of property P3 by performing ordinary polynomial long division
ol B a(x) by b(x). In this process, all divisions will be exact in the coefficient domain D.

G CD Computation in D[x]

The pseudo-division property leads directly to an algorithm for computing GCD’s in
any polynomial domain D[x| over a UFD D. As previously noted, we may restrict our atten-
tiot to primitive polynomials in D[x|.
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Theorem 2.10. Let D[x] be a polynomial domain over a UFD D. Given primitive polyno-
mials a(x), b(x) e D[x] with b(x)#0 and deg(a(x))=deg(b(x)), let g(x), r(x) be the
pseudo-quotient and pseudo-remainder satisfying property P3.

Then

GCD(a(x), b(x)) = GCD(b(x), pp(r (x))). (2.40)
Proof: From property P3 we have

B’ ax) =b(x) q(x) + r(x)
and applying to this equation the same argument as in the proof of Theorem 2.3 yields

GCD(B' a(x), b(x)) =GCD(b(x), r(x)). (241)
Applying (2.37) to the left side of (2.41) yields

GCD(P' a(x),b(x)) = GCD(E', 1) GCD(a(x), b(x))

= GCD(a(x), b(x))

where we have used the fact that a(x), b(x) are primitive polynomials. Similarly, applying
(2.37) to the right side of (2.41) yields

GCD(b(x), r(x)) = GCD(1, cont(r (x))) GCD(b(x), pp(r (x)))
=GCD(b(x), pp(r(x)))-

The result follows.
[ ]

It is obvious that for primitive polynomials a(x), b(x) we can define an iteration for
GCD computation in D[x] based on equation (2.40) and this iteration must terminate since
deg(r (x)) < deg(b(x)) at each step. This result is the basis of Algorithm 2.3. In Algorithm
2.3 the sequence of remainders which is generated is such that the remainder computed in
each iteration is normalized to be primitive, so the algorithm is commonly referred to as the
primitive Euclidean algorithm. Algorithm 2.3 uses the prem function (in the sense of the
extended definition given above) and it also assumes the existence of an algorithm for GCD
computation in the coefficient domain D which would be used to compute contents, and
hence primitive parts, and also to compute the quantity v in that algorithm.

Example 2.22. In the UFD Z[x], let a(x), b(x) be the polynomials considered variously in
Examples 2.14 - 2.15 and Examples 2.19 - 2.21. Thus

a(x) = 48x> - 84x2 + 42x — 36, b(x) = —4x> - 10x? + 44x - 30.

The sequence of values computed for r(x), c(x), and d(x) in Algorithm 2.3 is as follows:
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Algorithm 2.3. Primitive Euclidean Algorithm.
procedure PrimitiveEuclidean(a (x),b(x))

# Given polynomials a(x), b(x) € D[x]
# where D is a UFD, we compute
# g(x)=GCD(a(x),b(x)) .

c(x) < pplax)); d(x) « pp(b(x))

while d(x)#0do {
r(x) « prem(c (x),d(x))
c(x) «dx)
d(x) < pp(r(x)) }
¥ < GCD(cont(a(x)),cont(b(x)))
gX) «—veclx)
return(g (x))
end
iteration rix) c(x) d(x)
0 - 80— 14x2+7x -6 | 223 +5x2-22x + 15
1 —68x2+190x —132 | 2x345x2-22x +15 34x2—95x + 66
2 4280x — 6420 34x2-95x +66 2x -3
3 0 2x -3 0

I'hen y=GCD(6,2) =2 and g (x) = 2(2x — 3) = 4x — 6 as noted in Example 2.19.

Multivariate GCD Computation

The primary significance of Algorithm 2.3 is that it may be applied to compute GCD’s
i o nudtivariate polynomial domain D[x] over a UFD. Choosing x; as the main variable, we

wentify Dlxy, ..., x,] with the univariate polynomial domain D[x,, ..., x,]1[x;] over the
VED Dlxy, ..., x,]. In order to apply Algorithm 2.3, we must be able to compute GCD’s in
the “coefficient domain’ Dlx,, ..., x,] — but this may be accomplished by recursively

apptymg Algorithm 2.3, identifying D|x,, ..., x,] with D[x3, ..., x,][x,], etc. Thus the

recusive view of a multivariate polynomial domain leads naturally to a recursive algorithm
tor GOD computation.,
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Example 2.23. In the UFD Z[x,y] let a(x,y) and b(x,y) be given by
alx,y)= -30x3y + 90)52y2 +15x% - 60xy + 45y2,
b(x,y) = 100x%y - 140x2 — 250xy? + 350xy — 150y° + 210y2.

Choosing x as the main variable, we view a(x,y) and b(x,y) as elements in the domain

Zly][x]:
a(x,y) = (<30y) x> + (90y2 + 15)x% ~ (60y) x + (45y2),
b(x,y) = (100y — 140)x - (250y2 — 350y) x — (150y° — 210y?).

The first step in Algorithm 2.3 requires that we remove the unit part and the content from
each polynomial; this requires a recursive application of Algorithm 2.3 to compute GCD’s in
the domain Z[y]. We find:

u(a(x,y) =-1,
cont(a(x,y)) = GCD(30y, —(90y? + 15), 60y, —45y?) = 15;
PPa(x.y)) = 2y)x’ - (6y” + x> + (4y)x — 3y7);
and
ubxy) =1,
cont(b(x,y)) = GCD(100y — 140, —(250y ~ 350y), ~(150y> — 210y?))
=50y - 70.
PP®.y)) = () x* = (5y)x - (3y).

The sequence of values computed for r(x), c(x), and d(x) in Algorithm 2.3 is then as fol-
lows:

iteration rix) c(x) d(x)
0 - @y)XP~(6y%+ Dx’+Hay)x—(3y?) | 22-(Syn~(3y?)
1 (2y*+6y)x~(6y*+18y?) 2x2~(5y)x~(3y?) x—~(3y)
2 0 x=(3y) 0
Thus,

¥=GCD(15,50y-70)=5
and

g(0)=5(x = (3y)) = 5x - (15y);
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that is,

GCD(a(x,y), b(x,y)) = 5x — 15y.

The Euclidean Algorithm Revisited

Algorithm 2.3 is a generalization of Algorithm 2.1 and we may apply Algorithm 2.3 to
compute GCD’s in a Euclidean domain Fx] over a field F. In this regard, note that the GCD
of any two elements (not both zero) in a field F is 1 since every nonzero element in a field is
a unit. In particular, cont(a(x)) = | for all nonzero a(x) € F[x] and hence

pp(a(x)) =n(a(x)) forall a(x) e Fx].

Functionally, the operations pp(-) and n(-) when applied in a Euclidean domain F[x] both
specify that their argument is to be made monic. The prem function can be seen to be identi-
cal with the standard rem function when applied to primitive polynomials in F[x] since f =1
in property P3 when b(x) is monic.

A comparison of Algorithm 2.3 with Algorithm 2.1 thus shows that when applied in a
polynomial domain F[x] over a field F, both algorithms perform the same computation
except that in Algorithm 2.3 the remainder is normalized, that is, made monic in each itera-
tion. This additional normalization within each iteration serves to simplify the computation
somewhat and may be considered a useful improvement to Algorithm 2.1.

Example 2.24. In the Euclidean domain Q{x], let a(x), b(x) be the polynomials of Example
2.14. The sequence of values computed for r(x), ¢ (x), and d(x) in Algorithm 2.3 is as fol-
lows:

iteration rex) c(x) d(x)
0 - 3—%x2+%—x % x3+%x2—11x+%
1 —%x2+%5 —% +%x2-11x+175 x2—2—2x+%
3 0 x-2 0

Theny=1land g(x)=x —

2

3 as computed by Algorithm 2.1 in Example 2.14.
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2.8. QUOTIENT FIELDS AND RATIONAL FUNCTIONS

An important property of an integral domain is that it can be extended to a field in a
very simple manner. One reason for wanting a field is, for example, to be able to solve linear
equations — a process which requires division. The most familiar example of extending an
integral domain to a field is the process of constructing the field Q of rationals from the
integral domain Z of integers. This particular construction extends immediately to any
integral domain.

Quotient Fields
Let D be an integral domain and consider the set of quotients
S={ab: aeD,beD-{0}}.

Keeping in mind the usual properties of field arithmetic, we define the following relation on
S:

alb ~ c/d if and only if ad = bc.

It is readily verified that the relation ~ is an equivalence relation on S and it therefore divides
S into equivalence classes [a/b]. The set of equivalence classes is called a quotient set,
denoted by

S/~={[a/b): ae D,be D- {0} }

(read ‘‘S modulo the equivalence relation ~’). In dealing with the quotient set S/-, any
member of an equivalence class may serve as its representative. Thus when we write a/b we
really mean the equivalence class [a/b] containing the particular quotient a/b. The opera-
tions of addition and multiplication in the integral domain D are extended to the quotient set
S/~ as follows: if a/b and c/d are in S/~ (in the above sense) then

(@/b) + (c/d) = (ad + bc)/ bd; (2.42)
(alb) (c/d) = acibd. (2.43)

(It is straightforward to show that the operations of addition and multiplication on
equivalence classes in S/~ are well-defined by (2.42) and (2.43) in the sense that the sum or
product of equivalence classes is independent of the particular representatives used for the
equivalence classes.) The quotient set S/~ with the operations of addition and multiplication
defined by (2.42) and (2.43) is a field, called the quotient field (or field of quotients) of the
integral domain D and denoted variously by Q(D) or Fp,.

The quotient field Q(D) contains (an isomorphic copy of) the integral domain D.
Specifically, the integral domain D is identified with the subset of Q(D) defined by

{a/l: ae D}

using the natural relationship a ¢ a/l. Indeed the quotient field Q(D) is the smallest field
which contains the integral domain D. The zero in the field Q(D) is the quotient 0/1 and the
multiplicative identity is 1/1. By convention, a quotient a/l € Q(D) with denominator 1 is
denoted by a: in particular, the zero and identity are denoted by O and 1.
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When dealing with an algebraic system whose constituent elements are equivalence
classes, it is fine in principle to note that any member of an equivalence class may serve as
its representative but in practice we need a canonical form for the equivalence classes so that
the representation is unique. Otherwise, a problem such as determining when two expres-
sions are equal becomes very nontrivial. If GCD’s exist in the integral domain D and if a
canonical form (i.e. unique representation) for elements of D has been determined, then a
common means of defining a canonical form for elements in the quotient field Q(D) is as fol-
lows: the representative a/b of [a/b] € Q(D) is canonical if

GCD(a,b)=1, (2.44)
b is unit normal in D, (2.45)
a and b are canonical in D. (2.46)

Any representative ¢/d may be put in this canonical form by a straightforward computational
procedure: compute GCD(c,d) and divide it out of numerator and denominator, multiply
numerator and denominator by the inverse of the unit u(d), and put the resulting numerator
and denominator into their canonical forms as elements of D. It can be verified (see Exercise
2.20) that for each equivalence class in Q(D) there is one and only one representative satisfy-
ing (2.44), (2.45) and (2.46).

Example 2.25. If D is the domain Z of integers then the quotient field Q(Z) is the field of
rational numbers, denoted by Q. A rational number (representative) a/b is canonical if
a and b have no common factors and b is positive. The following rational numbers all
belong to the same equivalence class:

—-2/4, 2/—4, 100/-200, -600/1200;

their canonical representative is —1/2.

Rational Functions

For a polynomial domain D[x] over a UFD D, the quotient field Q(D[x]) is called the
tield of rational functions (or rational expressions) over D in the indeterminates x, and is
denoted by D(x). Elements of D(x) are (equivalence classes of) quotients of the form.

a(x)/b(x) where a(x), b(x) € D[x] with b(x) = 0.

The canonical form of a rational function (representative) a(x)/b(x) € D(x) depends on the
canonical form chosen for multivariate polynomials in D[x] (canonical forms for multivariate
polynomials are discussed in Chapter 3) but the definition of canonical forms for rational
tunctions will always include conditions (2.44) and (2.45) ~ namely, a(x) and b(x) have no
common factors and the leading coefficient of b(x) is unit normal in the coefficient domain
1.

The operation of addition in a quotient field is a relatively complex operation. From
t212) we see that to add two quotients requires three multiplications and one addition in the
underlying integral domain. Additionally, a GCD computation will be required to obtain the
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canonical form of the sum. It is the latter operation which is the most expensive and its cost
is a dominating factor in many computations. For the field D(x) of rational functions, we try
to minimize the cost of GCD computation by intelligently choosing the representation for
rational functions (see Chapter 3) and by using an efficient GCD algorithm (see Chapter 7).
On the other hand, the operation of multiplication in a quotient field is less expensive than
addition. From (2.43) we see that to multiply two quotients requires only two multiplica-
tions in the underlying integral domain, but more significantly, with an appropriate choice of
representation (namely, factored normal form as defined in Chapter 3) it is possible to greatly
reduce the amount of GCD computation required in performing the operation (2.43) com-
pared with the operation (2.42).

Two polynomial domains of interest in symbolic computation are the domains Z[x] and
QIlx]. Let us consider for a moment the corresponding fields of rational functions Z(x) and
Q(x). In the univariate case, a typical example of a rational function (representative) in Q(x)
is
17 2 3

1,524
—x+ 2)/(9x + 5). (2.47)

ax)/bx)= (mx 3

But note that the equivalence class [a(x)/b(x)] also contains representatives with integer
coefficients, The simplest such representative is obtained by multiplying numerator and
denominator in (2.47) by the least common multiple (LCM) of all coefficient denominators;
in this case:*

LCM (100,112,2,9,5) =25200.
Thus another representative for the rational function (2.47) in Q(x) is

a(x)/b(x) = (4284x% - 675x + 12600) / (14000x° + 20160) (2.48)

which is also a rational function (representative) in the domain Z(x). The argument just
posed leads to a very general result which we will not prove more formally here; namely, if
D is any integral domain and if Fp, denotes the quotient field of D, then the fields of rational

functions D(x) and Fp(x) are isomorphic. More specifically, there is a natural one-to-one

correspondence between the equivalence classes in D(x) and the equivalence classes in
Fp(x). The only difference between the two fields is that each equivalence class has many

more representatives in Fp(X) than in D(x).

Example 2.26. In the field Q(x), a canonical form for the rational function (2.47) satisfying
conditions (2.44) and (2.45) is obtained by making the denominator unit normal (i.e. monic):
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153 027, 9, 2, 36
500x 560Jr+10)/(x+ )

ax)/b(x)=( >

(since there are already no common factors). In the field Z(x), the same rational function has
(2.48) as a canonical form since the denominator in (2.48) is unit normal in Z[x] and there
are no common factors (including integer common factors).

[ J

2.9. POWER SERIES AND EXTENDED POWER SERIES

Ordinary Power Series
Whereas algebraists are interested in such objects as univariate polynomials
dGy+ax+ 0 +ax"

a more useful object for analysts occurs when we do not stop at a,x", that is, when we have a

power series. The definition of univariate polynomials can be readily extended to a defini-
tion of univariate power series. For any commutative ring R, the notation R[[x]] denotes the
set of all expressions of the form

ax)= Y ax* (2.49)
k=0
with g, € R. In other words, R[[x]] denotes the set of all power series in the indeterminate x

over the ring R. The order ord(a(x)) of a nonzero power series a(x) as in (2.49) is the least
integer k such that g, # 0. The exceptional case where a; = 0 for all k£ is called the zero

power series and is denoted by 0. It is conventional to define ord(0) = . For a nonzero
power series a(x) as in (2.49) with ord(a(x)) =/, the term a,xl is called the low order term of

u(x), a; is called the low order coefficient, and ay, is called the constant term. A power series
m which g, =0 for all k >1 is called a constant power series.

The binary operations of addition and multiplication in the commutative ring R are
extended to power series in the set R[[x]] as follows. If

a() = 3, ax* and b(r)= ¥ bxt
k=0 k=0

then power series addition is defined by

cW)=a@)+bx)= Y cxf (2.50)
k=0
where
c,=a;+b, forallk 20;

power series multiplication is defined by
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do)=a@) b(x) = ¥, dprt @.51)
k=0

where

dk=a0bk+ +akb0, forall k 2 0.
Note that the set R[x] of univariate polynomials over R is the subset of R[[x]] consisting of
all power series with only a finite number of nonzero terms. Equations (2.50) and (2.51)
reduce to the definitions of polynomial addition and multiplication when a(x) and b(x) have
only a finite number of nonzero terms. Just as in the case of polynomials, the set R[[x]] of

power series inherits a ring structure from its coefficient ring R under the operations (2.50)
and (2.51). The following theorem states the basic results.

Theorem 2.11.

() IfR is a commutative ring then R[[x]] is also a commutative ring. The zero in R[[x]] is
the zero power series 0 (= 0+0x+0x%+ - - ) and the identity in R[[x]] is the constant
power series 1 (= 1+0x +0x24 - ).

(ii) If D is an integral domain then D[[x]] is also an integral domain. The units (inverti-
bles) in D[[x]] are all power series whose constant term g is a unit in the coefficient

domain D.
(iii) If Fis a field then F[[x]] is a Euclidean domain with the valuation
v(a(x)) = ord(a(x)). (2.52)
[ ]
It is instructive to note the following constructive proof of the second statement in part

(ii) of Theorem 2.11. If a(x)= X akx" is a unit in D[[x]] then there must exist a power
k=0

series b(x) = IEO bkxk such that a(x) b(x) = 1. By the definitions of power series multiplica-
tion, we must have

1 =aghy,

O=agh, + aby,

0=aob,, +alb,,_1+ e +a,,b0.

Thus, ag is a unit in D with aj? = b,. Conversely, if ag is a unit in D then the above equa-
tions can be solved for the b, ’s as follows:
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-1
b0= [

by =-ag" (aiby),

b, =—ag! (@ih,_; + -+ +aybp),

Thus we can construct b(x) such that a(x) b(x) = 1, which implies that a(x) is a unit in

DI[x]].

Example 2.27. In the polynomial domain Z[x] the only units are 1 and —1. In the power
series domain Z[[x]], any power series with constant term 1 or —1 is a unit in Z[[x]]. For
example, the power series 1 — x is a unit in Z[[x]] with

(l—x)'1=1 FXAXAC

Example 2.28. In any power series domain F[[x]] over a field F, every power series of order
0 is a unit in F[[x]]. For if a(x) € F[[x]] is of order 0 then its constant term ag # 0 is a unit in

the coefficient field F.
[ ]

The order function defined on power series has properties similar to the degree func-
tions defined on polynomials. It can be readily verified that the following properties hold for
power series in a domain D[[x]] over any integral domain D:

ord(a(x) + b(x)) =2 min{ord(a(x)), ord(b(x))}; (2.53)
ord(a(x) b(x)) = ord(a(x)) + ord(b (x)). 2.54)

Using (2.54) we can verify that in a power series domain F[[x]] over a field F, (2.52) is a
valid valuation according to Definition 2.12. Since by definition ord(a(x))=0 for any
nonzero power series a(x), the valuation (2.52) is indeed a mapping from F[[x]]—{0} into the
nonnegative integers N as required by Definition 2.12. Property P1 can be verified by using
i2.54) since if a(x), b(x) € F[[x]]-{0} then

ord(a (x) b(x)) = ord(a(x)) + ord(b(x)) = ord(a(x)).

In order to verify property P2 first note that for nonzero a(x), b(x) € F[[x]] either a(x)| b(x)
ot h(v)| a(x). To see this let ord(a(x)) = { and ord(b (x)) = m so that

a(x)=x! d(x) and b(x)=x"b(x)
where @ (x) and b(x) are units in F[[x[]. Then if / = m we have
a(x)/b(x)=x""" ()b e Flix|)

and sinmlarly if / < m then
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b(x)/a@)=x"" b)) € Fllx]].
Therefore given a(x), b(x) € F[[x]] with b(x) # 0 we have
ax)=bx)qx) +rx)

where if ord(a(x)) 2 ord(b(x)) then g(x) = a(x)/ b(x), r(x) =0 while if ord(a(x)) < ord(b(x))
then g(x) = 0, r(x) = a(x). This verifies property P2 proving that F[[x]] is a Euclidean
domain if F is a field.

The Quotient Field D((x))

For a power series domain DI[x]] over an integral domain D, the quotient field
Q(DI[x]D) is called the field of power series rational functions over D and is denoted by
D((x)). Elements of D((x)) are (equivalence classes of) quotients of the form

a(x)/b(x) where a(x), b(x) € D[[x]] with b(x) 2 0.

Unlike ordinary (polynomial) rational functions, power series rational functions cannot in
general be put into a canonical form by removing ‘‘common factors’’ since the power series
domain D[[x]] is not a unique factorization domain. Indeed it is not even clear how to define
“‘unit normal” elements in the integral domain D[[x]]. Recall that in any integral domain
the relation of associativity is an equivalence relation and the idea of ‘‘unit normal” ele-
ments is to single out one element from each associate class as iis canonical representative.
In D[[x]], two power series are in the same associate class if one can be obtained from the
other by multiplying it by a power series whose constant term is a unit in D.

Example 2.29. In the power series domain Z[[x]], the following power series all belong to
the same associate class:

a)=2+2 + 2%+ 30 + 4t

b(x)=2+4x +6x>+ 9+ 13x*+ -+ - ;

5 6

c)=2+x3+xt+ 0 +x0+ -

This can be seen by noting that

b(x)=a) (1+x +x2+x3+x4+ <)

and
c(x)=ax) (1 —x).

It is not clear how to single out one of a(x), &(x), c(x), or some other associate of these, as
the unit normal element.
[ ]

The Quotient Field F((x))

The case of a power series domain F||x]| over a field F and its corresponding quotient
field F((x)) can be dealt with in a manner just like polynomials and ordinary (polynomial)
rational functions. For if a(1) € F((x)) is a nonzero power series then a (1) can be expressed
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in the form
a(x) =xb@)
where / = ord(a(x)) and
bX)=a;+ap X +ap x>+ -

Then a; # 0 and hence b(x) is a unit power series in F[[x]]. This leads us to the following

definition.

Definition 2.19. In any power series domain F[[x]] over a field F, the monomials ddz0

and the zero power series 0 are defined to be unit normal.
[ J

From the above definition we have the following ‘‘functional specifications’ for the
normal part n(a(x)) and the unit part u(a(x)) of a nonzero power series a(x) € F[[x]]:

n(a(x)) = x°r 4@, (2.55)
u(a(x)) = a(x) / x°r4@E), (2.56)

(Note that the monomial x° is identified with the constant power series 1 and therefore the
unit normal element for the associate class of units is 1 as usual.) With this definition of unit
normal elements it becomes straightforward to define the GCD of any two power series a(x),
b(x) € F[[x]] (not both zero); namely,

GCD(G(X), b(x)) — xmin(ord(a(x)), ord(b(x))). (257)

To see that (2.57) is valid, recall that we may restrict our attention to the unit normal GCD
which must be a monomial x’ and clearly the “‘greatest’” monomial which divides both a(x)
and b (x) is that given by formula (2.57).

Canonical forms for elements of the quotient field F((x)) can now be defined to satisfy
conditions (2.44) - (2.46) just as in the case of ordinary (polynomial) rational functions.
Namely, if a representation for power series in the domain F[[x]] has been chosen then the
canonical form of a power series rational function (representative) a(x)/b(x) € F((x)) is
obtained by dividing out GCD(a(x), b(x)) and then making the denominator unit normal. It
follows that the canonical form of a power series rational function over a field F is always of
the form

aw)/x" (2.58)

where d(x) € F[[x]] and n = 0; moreover if n > 0 then ord(d(x)) = 0. Clearly the representa-
uon of canonical quotient (2.58) is only trivially more complicated than the representation of
1 power series in the domain F[[x]], and similarly the arithmetic operations on canonical
quatients of the form (2.58) are only slightly more complicated then the operations in the
domain F||x]].

Since the power series rational functions in a field F((x)) over any field F have the sim-
ple canonical representation (2.58) while the elements in a field D((x)) over a general
imtegral domain D have a much more complicated representation, we will always embed the
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field D((x)) into the larger field Fp((x)) for computational purposes (where Fpy denotes the
quotient field of the coefficient domain D). Thus we will never need to represent quotients
a(x)/b(x) where a(x) and b(x) are both power series. We have noted earlier that for ordi-
nary (polynomial) rational functions the fields D(x) and Fp(x) are isomorphic. The follow-
ing example indicates that for power series rational functions, the field D((x)) is a proper
subset of (i.e. not isomorphic to) the field F((x)) when D is not a field.

Example 2.30. In the domain Q((x)) of power series rational functions over the field Q, let

a@ /() =(1+x+pxt+ 3+ xt e )/ (),
The power series rational function a(x)/b(x) has no representation with integer coefficients
because the denominators of the coefficients in the numerator power series grow without
bound. Thus the equivalence class [a(x)/b(x)] € Q((x)) has no corresponding equivalence
class in the field Z((x)). Note that the reduced form of a(x)/b(x) in the field Q((x)) is a
power series since (1-x) is a unit in Q((x)); specifically, the reduced form is

37 4

= 3.2, 17,3, 37
a(x)/b(x)—1+2x+2x + e~ + 2* + .

Extended Power Series

We have seen that to represent the elements of a field F((x)) of power series rational
functions over a field F, we need only to represent expressions of the form

( )E ax¥y 1 x" (2.59)
k=0

where n is a nonnegative integer. One way to represent such expressions is in the form of
“‘extended power series’” which we now define.

For any field F, the set F<x> of extended power series over F is defined to be the set of
all expressions of the form

ax)= Y apxt (2.60)
k=m

with g, € F (k 2m), where m € Z (i.e. m is any finite integer, positive, negative or zero).
As in the case of ordinary power series, we define the order ord(a(x)) of a nonzero extended
power series a(x) as in (2.60) to be the least integer k such that g; # 0. Thus ord(a(x)) < 0
for many extended power series a(x) € F<x> but clearly the set F<x> also contains the set
F[[x]] of ordinary power series satisfying ord(a(x)) 2 0. As with ordinary power series, the
zero extended power series is denoted by 0, ord(0) = eo by definition, and if a(x) is a nonzero
extended power series as in (2.60) with ord(a(x)) = m then a,,x™ is the low order term, a,, is
the low order coefficient, and a) is the constant term. An extended power series in which a;

= forallk 2 | and for all k < O is called a constant extended power series.
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Addition and multiplication of extended power series are defined exactly as for ordi-
nary power series as follows. If

ax)=y, akxk and b(x)=Y, bkxk
k=m k=n

then addition is defined by

o

cx)y=a@)+bx)= Y ¢t .61)

k=min(m,n)
where
a; + by for k = max(m, n)

=19 a4 form<k<nifm<n
by forn<k<mifm>n.

Similarly, multiplication is defined by

A0 =a@b@) = 3 dt 262)
k=m+n
where
dk= Z aibj.
i+j=k

It is easy to verify that the order function defined on extended power series satisfies proper-
ties (2.53) and (2.54) for the order of a sum and product, just as for ordinary power series.
Under the operations (2.61) and (2.62), F<x> is a field with zero element the zero extended
power series 0 and with identity the constant extended power series 1.

Let us consider a constructive proof that every nonzero extended power series
a(x) € F<x> has an inverse in F<x>. Firstly, if ord(a(x)) = O then a(x) is a unit in the
power series domain F[[x]] and the inverse power series [a(x)]_1 € F[[x]] may be considered
an element of F<x>. Then [a(Jr)]'1 is the desired inverse in F<x> because power series
multiplication is defined the same in F<x> as in F[[x]]. More generally, if ord(a(x))=m
rwhich may be positive, negative, or zero) then a(x) =x™ b(x) where ord(b(x)) = 0. Then it
i casily verified that the inverse of a(x) in F<x > is given by

laI™ =x~" (b1 ™.
Nu1e 1n particular that

ord([a()]™!) = —ord(a(x)).
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Example 2.31. In the field Q<x> let
3,14 15 16

a(x)=x2+%x + X"t =+ —x

i AR TS

The inverse of a (x) can be determined by noting that
a@)=x2 (1 +Lx+ 124 L34 Lo

2P TN T 6* )

and

Qa +—;-x +lx2+i)c3+—l—x4

eyl
4 X Tt T sk

Thus,

@t =x2(1 - —;-x) =x2 —%x‘l.

As we have already implied, a power series rational function in the canonical form
(2.59) may be represented as an extended power series. Specifically, we may identify the
quotient (2.59) in the field F((x)) with the extended power series a(x) € F<x > defined by

ax)= )E agnxt. (2.63)
k=—n

Formally, it can be proved that the mapping between the fields F((x)) and F<x> defined by
identifying (2.59) with (2.63) is an isomorphism. Thus F<x> is not a new algebraic system
but rather it is simply a convenient representation for the quotient field F((x)).

2.10. RELATIONSHIPS AMONG DOMAINS

As we come to the close of this chapter it is appropriate to consider the relationships
which exist among the various extensions of polynomial domains which have been intro-
duced.

Given an arbitrary integral domain D, we have introduced univariate domains of poly-
nomials, rational functions, power series, and power series rational functions, denoted
respectively by D[x], D(x), D[[x]], and D((x)). Several relationships among these four
domains are obvious; for example,

D[x] € D(x) < D((x)), and
D[x] < D[[x]] < D((x)).

The notation S € R used here denotes not only that S is a subset of R but moreover that S is a
subring5 of the ring R. The diagram in Figure 2.1 summarizes these simple relationships.
The only pair for which the relationship is unclear is the ‘‘diagonal’’ pair D(x) and D[[x]].
The relationship between rational functions and power series will be considered shortly.

5. 1f [R; +, x] is a ring then a subset S of R is a subring (more formally, [S; +, x] is a subnng} if S is closed under the ring operations
defined on R. (See Chapter 5.)
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D[x] ——— DIlx]]

a
D(x) —— D((x))

Figure 2.1. Relationships among four domains over an integral domain.

If Fp denotes the quotient field of the integral domain D we may consider, along with
the four domains of Figure 2.1, the corresponding domains Fpix], Fp(x), Fplix]l, and
Fp((x)); we also have the field Fp<x> of extended power series. These domains satisfy a

diagram like that in Figure 2.1. The diagram in Figure 2.2 shows the relationships among the
latter domains and also shows their relationships with the domains of Figure 2.1.

DIx] > Di[x]]

T~ Fplx] ‘ B

Fpllx]l

D(x) ‘ D((x))

\ \

FD(X) FD((X)) - ——— FD<X>

Notation: — denotes subring of; © denotes isomorphism

Figure 2.2. Relationships among nine domains.

Along with the unspecified relationship noted in Figure 2.1, there are three additional
unspecified relationships in Figure 2.2:
() Fplx]_2_ DIIxIL;

(i) D(&x) _2_Fpllx]l
(i) D(x)_2  Fyflx|l.
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In order to determine the relationship between a pair of domains A and B, we may con-
sider a larger domain C which contains both of them and pose the question: In the domain C,
what is the intersection of the subset A with the subset B? Thus for (i) - (iii) above we may
pose the question in the domain Fp((x)). Relationship (i) is trivial and uninteresting; namely,

{Fplx] n D[[x]]} = Dlx].

Relationship (ii) is a little more complicated; for example,
Dl[x]] < {D((x)) N Fpllx]l}

and
Fplx] < (D((x)) N Fpllx]]}

but the intersection contains more than just D[[x]] U Fp[x]. Since the domain D((x)) is
avoided for computational purposes (by embedding it in Fp((x))), relationship (ii) is not of
practical interest and will not be pursued further. (See Exercise 2.24.)

Relationship (iii) leads to an interesting pair of questions. In one direction, we are ask-

ing under what conditions a rational function a(x)/b(x) € D(x) can be expressed as a power
series ¢(x) € Fp[[x]]. By putting a(x)/b(x) into the canonical form (2.59) as an element in

Fp((x)), we see that a(x)/b(x) is a power series in Fp[[x]] if and only if

ord(b (x)) S ord(a(x)) — i.e. if and only if the rational function a(x)/b(x) € D(x) has a canon-
ical representative with denominator of order 0. In the other direction, we are asking under
what conditions a power series ¢(x)e Fpl[x]] can be expressed as a rational function

a(x)/b(x) € D(x). This question is of considerable practical interest because it is asking
when an infinite expression (a power series) can be represented by a finite expression (a
rational function). By examining the formula for the coefficients in the power series expan-

sion of a rational function, we obtain the following answer. A power series ¢c(x)= X cx* €
k=0

Fpl[x]] is equal in Fp((x)) to a rational function a(x)/b(x) € D(x) if and only if the c;’s ulti-

mately satisfy a finite linear recurrence; specifically, there must exist nonnegative integers
I/, n and constants d,,d,, . . ., d, € Fp such that

Cp =d1 Cp1 + d2 Ck__2+ AR dn Ck—n for allk > L. (264)
More specifically, if the power series c(x) satisfies (2.64) then in Fp((x)),
c)=a@)/(1~dx —dpx® - -+ ~dx")

where deg(a(x)) /. (Of course, the rational function can be normalized so that its coeffi-
cients lie in D since D(x) = Fp(x) .)

Let us finally return to the relationship marked by a question mark in Figure 2.1,
namely, the relationship between D(x) and D[[x]]. In view of the relationship between D(x)
and Fp[[x]] stated above, the following statements are easily verified. A rational function

d(x)/ b(x) € D(x) can be expressed as a power series ¢ (x) € D||x]] if and only if the rational
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function has a canonical representative in which the constant term of the denominator is a

unit in D. A power series c(x) = Y, ckx" € D[[x]] can be expressed as a rational function
k=0

a(x)/b(x) € D(x) if and only if the ¢;’s ultimately satisfy a finite linear recurrence of the
form

dycy+dicp_y+ -+ +d, ., =0 forallk >, (2.65)

for some nonnegative integers /, n and some constants dg,d,, ..., d, € D. Note that the

recurrence (2.65) expressed over D is equivalent to the recurrence (2.64) expressed over Fp.
Exercises

1.  Let M denote the set of all 2 x 2 matrices

-

with entries a, b, ¢, d € R. Verify that the algebraic system [M; +, .], where + and
denote the standard operations of matrix addition and matrix multiplication, is a ring.
Give a counter-example to show that [M; +, .] is not a commutative ring.

2. Prove that in any commutative ring, axiom A6 (Cancellation Law) implies and is
implied by axiom A6’ (No Zero Divisors).

3. Form addition and multiplication tables for the commutative ring Z4. Show that Zg is

not an integral domain by displaying counter-examples for axioms A6 and A6’. Show
that Z¢ is not a field by explicitly displaying a counter-example for one of the field

axioms.

1. Make a table of inverses for the field Z3;. Hint: Determine the inverses of 2 and 3, and
then use the following law which holds in any field:

)y t=xly 7l

5. Prove that in any integral domain D, elements ¢, d € D are associates if and only if
cu = d for some unit u.

6. Prove that in any integral domain D, if p € D is a prime then so is any associate of p.

7. Prove that every finite integral domain is a field.
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10.

11.

12.

14.
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The characteristic of a field F is the smallest integer & such thatk-f =0 forallfe F. If
no such integer exists, then the field is said to have characteristic 0. Let F be a finite
field.

(a) Prove that F must have a prime characteristic.
(b) If pis the characteristic of F, prove that F is a vector space over the field Z,,.

(c) [If nis the dimension of F as a vector space over Z, show that F must have p” ele-

ments.

The set G of Gaussian integers is the subset of the complex numbers C defined by
G={a+bV-1: a,be Z)}

(where we usually use the notation V-1 = ;). Verify that G, with the standard operations
of addition and multiplication of complex numbers, is an integral domain. Further, ver-
ify that G is a Euclidean domain with the valuation

v(a +b\-1) =a? + b

Let S be the subset of the complex numbers C defined by
S={a+bV5:a,be Z}

(where we may take V=5 =V5i). Verify that S, with the usual operations, is an integral
domain. Prove that the only units in S are 1 and —1.

In the integral domain S defined in Exercise 10, show that the element 21 has two dif-
ferent factorizations into primes. Hint: For one of the factorizations, let one of the
primes be 1 —2V=5. Why is this a prime?

In the integral domain S defined in Exercise 10, show that the elements 147 and
21-42-5 have no greatest common divisor. Hint: First show that 21 is a common
divisor and that 7 — 14 =5 is a common divisor.

(a) Apply Algorithm 2.1 (by hand) to compute, in the Euclidean domain Z,
£ =GCD (3801, 525).

(b) Apply Algorithm 2.2 (by hand) to compute g as in part (a) and thus determine
integers s and ¢ such that

g =5(3801) +£(525).

Let F be a field and a(x) a polynomial in F[x]. Define an equivalence relation on F[x]
by

rx)=s(x) <= a@)| rx)—s(x).
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15.

19,

We write r(x) = s(x) mod a(x) when r(x) = s(x) and we denote the equivalence class of
r(x) by [r()].
(a) Show that this indeed defines an equivalence relation on F[x].
(b) Denote the set of equivalence classes by F[x]/<a(x)>. Define addition and multi-
plication operations by
[reOl+ s =[r@x) +s@x)],  [rE))Is ()] =r(x)sx)).
Show that these arithmetic operations are well defined and that the set of
equivalence classes becomes a ring under these operations.
(c) If a(x) is irreducible then show that F[x]/<a(x)> forms a field under the opera-
tions defined in part (b) (cf. the field Z,, for a prime p).
If ais a root of @(x) in some field (not in F of course) then we usually write
F(a) = Flx)/<a(x)>
and call this an extension field of F. More specifically, we say that F(a) is the field F

extended by o. Thus, for example, the field Q(V2) is the field of rationals extended by
the square root of 2, and

Q(¥2) = QlxJ/<x? - 2>.

Let F be a field and a(x) an irreducible polynomial in F[x] of degree n. Show that the
field Flx]/<a(x)> is also a vector space of dimension n over the field F.

Show that, if p is a prime integer and p(x) is an irreducible polynomial in Z,[x] of
degree m, then Zp[x]/<p(x)> is a finite field containing p™ elements. This field is
called the Galois field of order p™ and is denoted by GF(p™).

(Primitive Element Theorem.) Prove that the multiplicative group of any finite field
must be cyclic. The generator of such a group is usually referred to as a primitive ele-
ment of the finite field.

(a) Apply Algorithm 2.1 (by hand) to compute, in the Euclidean domain Q[x],
GCD@x* + 133+ 15x2 4 Tx+ 1, 23 +x2 - 4x - 3).

(b) Apply Algorithm 2.3 (by hand) to compute, in the Euclidean domain Q[x], the
GCD of the polynomials in part (a).

(c) Apply Algorithm 2.3 (by hand) to compute, in the UFD Z[x], the GCD of the
polynomials in part (a).

Apply Algorithm 2.3 (by hand) to compute, in the UFD Z[x, y],
GCD (15xy = 21x — 15y + 21y, 6x2 = 3xy —3y?).



76

20.

21.

22.

23.
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Let F[x] be the univariate Euclidean domain of univariate polynomials over a field F.
Let ay(x), ..., a,(x) be r irreducible, pairwise relatively prime polynomials in Flx].
Define r polynomials v;(x), ..., v,(x) by
r
vik)= T a;).
=L j#i

Show that there must exist r unique polynomials o;(x) with deg(c;(x)) < deg(a;(x))
satisfying

o1(x)vix)+ - - +06,(x)v(x)=1.

In the quotient field Q(D) of any integral domain D in which GCD’s exist, prove that
each equivalence class [a/b] € Q(D) has one and only one representative a /b satisfy-
ing properties (2.44) - (2.45) of Section 2.7.

(a) Inthe field Z(x) of rational functions over Z, let
a)/b(x) = (1080x> — 3204x% + 1620x — 900)/(-264x2 + 348x + 780);
c(x)/d(x) = (10x2 - 10)/(165x% + 360x + 195).

Put a(x)/b(x) and c(x)/d(x) into their canonical forms satisfying properties
(2.44)-(2.45) of Section 2.7.

(b) Leta(x)/b(x) and c(x)/d(x) be the rational functions defined in part (a). Calcu-
late:

[ax)/b(x)] + [c(x)/d(x)] and
l[ax)/b(x)][c(x)/d(x))]
and put the results into their canonical forms as elements of the field Z(x).

(c) What are the canonical forms of the two rational functions in part (a) as elements
of the field Q(x) ? What are the canonical forms of the sum and product of these
two rational functions as elements of Q(x)?

Determine the inverse in the power series domain Z[[x]] of the unit power series

a@)=1+x+2?+33+5c4+ -

where a; =a,_; +a,_, (k=2). (Note: The sequence {a;} is the famous Fibonacci
sequence.)
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24,

25.

26.

to

6.

(a) In the field Q((x)) of power series rational functions over Q, let

alx) _ l+x+x2+x0+x+ -+

b(x) 2t + 25 +4x0 4627+ 108+ -

where by =b;_1+b;_, (k 26). Put a(x)/b(x) into its canonical form satisfying
properties (2.44)-(2.45) of Section 2.7.
(b) Express a(x)/b(x) of part (a) as an extended power series in the field Q<x>.

Give a complete specification of the elements in the intersection of the domains D((x))
and Fp[[x]], as subsets of Fp((x)).

Determine a rational function representation in Z(x) for the following power series in
Z[[x]):

c)=1+x+22+3°3 +ax* + 565+ - - -
Hinz: Noting that ¢, =k does not lead directly to a finite linear recurrence of the form
(2.65), but use the fact that k =2(k — 1) — (k — 2).

References
G. Birkoff and S. MacLane, A Survey of Modern Algebra (3rd ed.), Macmillian (1965).
G. Birkoff and T.C. Bartee, Modern Applied Algebra, McGraw-Hill (1970).

W.S. Brown, ‘‘On Euclid’s Algorithm and the Computation of Polynomial Greatest
Divisors,”” J. ACM, 18 pp. 476-504 (1971).

D.E. Knuth, The Art of Computer Programming, Volume 2: Seminumerical Algorithms
(second edition), Addison-Wesley (1981).

1.D. Lipson, Elements of Algebra and Algebraic Computing, Addision-Wesley (1981).
B.L. van der Waerden, Modern Algebra (Vols. I and IT), Ungar (1970).






CHAPTER 3

NORMAL FORMS

AND

ALGEBRAIC REPRESENTATIONS

3.1. INTRODUCTION

This chapter is concerned with the computer representation of the algebraic objects dis-
cussed in Chapter 2. The zero equivalence problem is introduced and the important concepts
of normal form and canonical form are defined. Various normal forms are presented for
polynomials, rational functions, and power series. Finally data structures are considered for
the representation of multiprecision integers, rational numbers, polynomials, rational func-
nons, and power series.

3.2. LEVELS OF ABSTRACTION

In Chapter 2 we discussed domains of polynomials, rational functions, and power series
i an abstract setting. That is to say, a polynomial (for example) was considered to be a basic
object in a domain D[x] in the same sense that an integer is considered to be a basic object
when discussing the properties of the domain Z. The ring operations of + and - were con-
sidered to be primitive operations on the objects in the domain under consideration. How-
cver when we consider a computer implementation for representing and manipulating the
objects in these various domains, we find that there is a great difference in the complexity of
the data structures required to represent a polynomial, rational function, or power series com-
pared with the representation of an integer. Also, at the machine level the complexity of the
lporithms defining the ring operations is very dependent on the actual objects being manipu-
lated.

While the point of view used in Chapter 2 is too abstract for purposes of understanding
issaes such as the complexity of polynomial multiplication, the data structure level (where a
Jdistinction is made, for example, between a linked list representation and an array representa-
non) is o low-level for convenience. It is useful to consider an intermediate level of
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abstraction between these two extremes. Three levels of abstraction will be identified as fol-
lows:

(i) The object level is the abstract level where the elements of a domain are considered to
be primitive objects.

(ii) The form level is the level of abstraction in which we are concerned with how an object
is represented in terms of some chosen ‘‘basic symbols™’, recognizing that a particular
object may have many different valid representations in terms of the chosen symbols.
For example, at this level we would distinguish between the following different
representations of the same bivariate polynomial in the domain Z[x,y]:

a(x,y)=12x%y — 4xy +9x - 3; (3.1
ax,y)=03x —1) (4xy +3); (3.2)
a(,y) = (12y)x% + (—4y + 9)x - 3. 33

(iii) The data structure level is where we are concerned with the organization of computer
memory used in representing an object in a particular form. For example, the polyno-
mial a(x,y) in the form (3.1) could be represented by a linked list consisting of four
links (one for each term), or a(x,y) could be represented by an array of length six con-
taining the integers 12, 0, 4, 9, 0, =3 as the coefficients of a bivariate polynomial with
implied exponent vectors (2, 1), (2,0), (1, 1), (1, 0), (0, 1), (0, 0) in that order, or a(x,y)
could be represented by some other data structure.

In a high-level computer language for symbolic computation the operations such as +
and - will be used as primitive operations in the spirit of the object level of abstraction.
However in succeeding chapters we will be discussing algorithms for various operations on
polynomials, rational functions, and power series and these algorithms will be described at
the form level of abstraction. The next three sections discuss in more detail the various
issues of form which arise. Then choices of data structures for each of the above classes of
objects will be considered.

3.3. NORMAL FORM AND CANONICAL FORM

The Problem of Simplification

When symbolic expressions are formed and manipulated, there soon arises the general
problem of simplification. For example, the manipulation of bivariate polynomials might
lead to the expression

(12x%y — 4xy + 9x — 3)— (3x — 1) (4xy + 3). (3.9

Comparing with (3.1) and (3.2) it can be seen that the expression (3.4) is the zero polynomial
as an object in the domain Z[x,y]. Clearly it would be a desirable property of a system for
polynomial manipulation to replace the expression (3.4) by the expression () as soon as it is
encountered. There are two important aspects to this problem:
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(i) a large amount of computer resources (memory space and execution time) may be
wasted storing and manipulating unsimplified expressions (indeed a computation may
exhaust the allocated computer resources before completion because of the space and
time consumed by unsimplified expressions); and

(i) from a human engineering point of view, we would like results to be expressed in their
simplest possible form.

The problem of algorithmically specifying the “‘simplest’ form for a given expression
is a very difficult problem. For example, when manipulating polynomials from the domain
Z[x,y] we could demand that all polynomials be fully expanded (with like terms combined
appropriately), in which case the expression (3.4) would be represented as the zero polyno-
mial. However consider the expression

(x +y)1000 — 1000, (3.5)
the expanded form of this polynomial will contain a thousand terms and from either the
human engineering point of view or computer resource considerations, expression (3.5)
would be considered “‘simpler’’ as it stands than in expanded form. Similarly, the expres-
sion

y

which is in expanded form is *‘simpler’’ than a corresponding factored form in which (x —y)
is factored out.

x1000 _ 1000 (3.6)

Zero Equivalence

The zero equivalence problem is the special case of the general simplification problem
in which we are concerned with recognizing when an expression is equivalent to zero. This
special case is singled out because it is a well-defined problem (whereas ‘‘simplification’” is
not well-defined until an ordering is imposed on the expressions to indicate when one expres-
sion is to be considered simpler than another) and also because an algorithm for determining
seto equivalence is considered to be a sufficient ‘‘simplification” algorithm in some practi-
cal situations. However even this well-defined subproblem is a very difficult problem. For
cxample, when manipulating the more general functions to be considered later in this book
une might encounter the expression

sin(x)

Frcos®) ), —1<x<1 3.7

log(tan(>) +sec(Z) ) - sinh™!(
2 2

which can be recognized as zero only after very nontrivial transformations. The zero
equrvalence problem at this level of generality is known to be unsolvable by any algorithm in
+ “*sufficiently rich’” class of expressions (cf. Richardson [9]). Fortunately though, the zero
cyuivalence problem can be solved in many classes of expressions of practical interest. In
particular the cases of polynomials, rational functions, and power series do not pose any seri-
oans difficulties.
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Transformation Functions

The simplification problem can be treated in a general way as follows. Consider a set E
of expressions and let — be an equivalence relation defined on E. Then ~ partitions E into
equivalence classes and the quotient set E/~ denotes the set of all equivalence classes. (This
terminology has already been introduced in Chapter 2 for the special case where E is the set
of quotients of elements from an integral domain.) The simplification problem can then be
treated by specifying a transformation f: E — E such that for any expression a € E, the
transformed expression f(a) belongs to the same equivalence class as @ in the quotient set
E/-. Ideally it would be desired that f(a) be *‘simpler’’ than a.

In stating the definitions and theorems in this section we will use the symbol = to
denote the relation ‘‘is identical to’’ at the form level of abstraction (i.e. identical as strings
of symbols). For example, the standard mathematical use of the symbol = denotes the rela-
tion ‘‘is equal to’’ at the object level of abstraction so that

12x%y —dxy +9x —3 = (3x = D(dxy +3),
whereas the above relation is not true if = is replaced by =. In fact the relation = of
mathematical equality is precisely the equivalence relation ~ which we have in mind here.
(In future sections there will be no confusion in reverting to the more general use of = for
both = and ~ since the appropriate meaning will be clear from the context.)

Definition 3.1. Let E be a set of expressions and let — be an equivalence relation on E. A
normal function for [E; ~] is a computable function f: E — E which satisfies the following
properties:
i) f(a)~a forallae E;
(ii) a~0 = f(@)=f0)foralla € E.
[ ]

Definition 3.2. Let [E; ~] be as above. A canonical function for [E; ~] is a normal function
f: E — E which satisfies the additional property:
(iii) a~-b = fa)=1®) foralla,b € E.
[

Definition 3.3, If f is a normal function for {E; ~] then an expression d € E is said to be a
normal form if f(d@)=d. If f is a canonical function for [E; ~] then an expression d € E is
said to be a canonical form if f(d)=d .

[

Example 3.1. Let E be the domain Z[x] of univariate polynomials over the integers. Con-
sider the normal functions f; and f, specified as follows:

fi: (i) multiply out all products of polynomials;
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(ii)) collect terms of the same degree.
fy: (i) multiply out all products of polynomials;
(ii) collect terms of the same degree;
(iii) rearrange the terms into descending order of their degrees.
Then f; is a normal function which is not a canonical function and f, is a canonical function.
A normal form for polynomials in Z[x] corresponding to f; is
apx® +ax+ - - +a,x™ with ¢ #¢; wheni#j.
A canonical form for polynomials in Z[x] corresponding to f, is
aix® +ax+ -+ +a,x™ with ¢; <e; wheni > j.

It is obvious that in a class E of expressions for which a normal function has been
defined, the zero equivalence problem is solved. However there is not a unique normal form
for all expressions in a particular equivalence class in E/~ unless the equivalence class con-
tains 0. A canonical form, in contrast, provides a unique representative for each equivalence
class in E/~, as the following theorem proves.

Theorem 3.1. If fis a canonical function for [E; ~] then the following properties hold:

) fis idempotent (i.e. f f=f where denotes composition of functions);

(ii) fa)=f(b) if and only if a ~ b;

(iii) in each equivalence class in E/~ there exists a unique canonical form.
Proof:

@) f(a) ~a for all a € E, by Definition 3.1 (i)
=> f(f(a))=f(a) forall a e E, by Definition 3.2 (iii).

(ii) ““if>’: This holds by Definition 3.2 (iii).
“only if”’: Let f(a) =f(b). Then

a ~f(a) =f(b) ~ b by Definition 3.1 (i)
= a-b

(iii) ‘‘Existence’’: Let a be any element of a particular equivalence class.
Define d = f(a). Then

f(a) = f(f(a))
= f(a), byidempotency

d.
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““Uniqueness’’: Suppose d; and d, are two canonical forms in the same
equivalence class in E/~. Then
= f(d) =f(d,) by Definition 3.2 (iii)

=> d) =d, by definition of canonical form.

3.4. NORMAL FORMS FOR POLYNOMIALS

Muitivariate Polynomial Representations

The problem of representing multivariate polynomials gives rise to several important
issues at the form level of abstraction. One such issue was briefly encountered in Chapter 2,
namely the choice between recursive representation and distributive representation. In the

recursive representation a polynomial a(x;, ..., x,) € D[xy, ..., x,]is represented as
deg;(a(x)) ;
aixy, .- X%)= Y aql ..., x)x
i=0
(i.e. as an element of the domain D[x,, . . ., x,] [x{]) where, recursively, the polynomial coef-
ficients a;(x,, ..., x,) are represented as elements of the domain D[xs, . . ., x,]1[x,], and so
on so that ultimately the polynomial a(x;, ..., x,) is viewed as an element of the domain

DIx,11x,_1] - - - [x;). An example of a polynomial from the domain Z[x,y,z] expressed in the
recursive representation is:

a(x,y,2) = By H=223)y+529x% + 4x + (-6z+1)y>+3y%+(z4+1)). (3.8)
In the distributive representation a polynomial a(x) € D[x] is represented as

ax)= Y a.x*°
ee N

where a, € D. For example, the polynomial a(x,y,z) € Z[x,y,z] given in (3.8) could be
expressed in the distributive representation as
a(x,y,z) = 3x2y2 242y 45022+ 4x -6y 24y 43y 42 41 (3.9)

Another representation issue which arises is the question of sparse versus dense
representation. In the sparse representation only the terms with nonzero coefficients are
represented while in the dense representation all terms which could possibly appear in a
polynomial of the specified degree are represented (whether or not some of these terms have
zero coefficients in a specific case). For example, a natural representation of unjvariate poly-

n

nomials ;20 a,-xi € Z[x] of specified maximum degree n using arrays is to store the (n+1)-
)

array (dq, . . ., a,): this is a dense representation since zero coetficients will be explicitly
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stored. While it is quite possible to generalize this example to obtain a corresponding dense
representation for multivariate polynomials (e.g. by imposing the lexicographical ordering of
exponent vectors), such a representation is highly impractical. For if a particular computa-
tion involves the manipulation of polynomials in v indeterminates with maximum degree d
in each indeterminate then the number of coefficients which must be stored for each specific
polynomial is (d+1)". It is not an uncommonly large problem to have, for example,
v =5 and d = 15 in which case each polynomial requires the storage of over a million coeffi-
cients. In a practical problem with v =5 and d = 15 most of the million coefficients will be
zero, since otherwise the computation being attempted is beyond the capacity of present-day
computers. (And who would be interested in looking at an expression containing one million
terms!) All of the major systems for symbolic computation therefore use the sparse represen-
tation for multivariate polynomials.

A similar choice must be made about storing zero exponents (i.e. whether or not to
store them). When we express polynomials such as (3.8) and (3.9) on the written page we do
not explicitly write those monomials which have zero exponents (just as we naturally use the
sparse representation of polynomials on the written page). However the penalty in memory
space for choosing to store zero exponents is not excessive while such a choice may result in
more efficient algorithms for manipulating polynomials. Some computer algebra systems
store zero exponents and others do not.

The polynomial representation issues discussed so far do not address the specification
of normal or canonical forms. While all of these issues can be considered at the form level
of abstraction, the three issues discussed above involve concepts that are closer to the data
structure level than the issue of normal/canonical forms. A hierarchy of the levels of abstrac-
tion of these various representation issues is illustrated in Figure 3.1.

Definitions of Normal Forms

Definition 3.4. An expanded normal form for polynomial expressions in a domain
Dlx;, ..., x,] can be specified by the normal function
fi: () multiply out all products of polynomials;
(ii) collect terms of the same degree.

An expanded canonical form for polynomial expressions in a domain D[x,, ..., x,] can be
~pecified by the canonical function

f,: apply fj, then

(iii) rearrange the terms into descending order of their degrees.
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OBJECT
LEVEL

J

FORM LEVEL A:
normal/canonical forms

+

FORM LEVEL B:
recursive/distributive representation

J

FORM LEVEL C:
sparse/dense representation

1

FORM LEVEL D:
zero exponent representation

N2

DATA STRUCTURE
LEVEL

Figure 3.1.
Levels of abstraction for multivariate polynomial representations.

Definition 3.5. A factored normal form for polynomial expressions in a domain
D[x;, ..., x,] can be specified by the normal function

k

fy: . L.
3 if the expression is in the product form Qpi, p;€ DIx, ..., x,] for
i=

i=12,...,k, where no p; is itself in product form, then replace the expres-
k

sion by l'[1 f, (p;) where f, is the canonical function defined in Definition 3.4
i=

and where the latter product is understood to be zero if any of its factors is
zero.
A factored canonical form for polynomial expressions in a domain D[x;, . . ., x,] (assuming
that D is a UFD) can be specified by the canonical function

fy: apply f; and if the result is nonzero then factorize each f, (p;) into its unit
normal factorization (according to Definition 2.13) and collect factors to
obtain the unit normal factorization of the complete expression (made unique
by imposing a pre-specified ordering on the factors).
°
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In an implementation of the transformation functions f; and f, of Definition 3.4, the

concept of ‘‘degree’” means ‘‘exponent vector’’ if the distributive representation is used and
it means ‘‘univariate degree’’ applied to each successive level of recursion if the recursive
representation is used. Note also that in the specification of the transformation function f3 of

Definition 3.5, the canonical function f, could be replaced by the normal function f; and f;
would still be a valid normal function. However the normal function f; as specified is more
often used in practical systems. Finally note that the factors p; (1<i<k) appearing in Defin-
ition 3.5 are not necessarily distinct (i.e. there may be some repeated factors).

Example 3.2. The polynomial a(x,y,z) in (3.8) is expressed in expanded canonical form
using the recursive representation for the domain Z[x,y,z]. The same polynomial is
expressed in (3.9) in expanded canonical form using the distributive representation for the
domain Z[x,y,z].

[ J

Example 3.3. Leta(x,y) € Z[x,y] be the expression
a(ey) =(@*-xy +0)+ @2 +3)(x -y + 1) -
©*-3y2-9y-5)+x* (2 + 2y + 1))

Using the distributive representation for writing polynomials, an expanded normal form
obtained by applying f, of Definition 3.4 to a(x,y) might be (depending on the order in

which the multiplication algorithm produces the terms):
filatx,y) = 5x2y3 + 3x2y2 - 13x2y —10x%+ 3x6y + 28 - oyt + 7xy3
~3xy? = 3Lxy —x°y* + 209y + 7x%y - 20x + 457 + 133
3032 —oxdy - 53 + Xy + 2Ty +x7 - 2Byt - x6yP
—3y*+ 12y + 18y% - 12y — 3x%y3 —3x%y? + 3x%y — 15+ 3x*.
I'he expanded canonical form obtained by applying f; of Definition 3.4 to a(x,y) is
fy(aley)) =xTy? + 27y +x7 = x8y3 + 3x8y + 26 - x5y3 + 25y 2
+ 760y + 4% =3xS = 3x%y? + 3xty + 30t + 13y ? - 3xdy?
- 9x3y — 52° = xty* + 5x%y3 4 3x%y? - 13x%y — 1062 — iyt
+7xy® = 3xy% - 3lxy — 20x — 3y* + 12y° + 18y2 — 12y - 15.
Applying, respectively, f5 and f, of Definition 3.5 to a(x,y) yields the factored normal form
fila(x,y)) = (x3 —x2y + 202 -xy+4x -3y +3)-

ey +ulty x4+ y3 -3y2 -9y - 5)
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and the factored canonical form

fay) =X -y + DEP+x+3) @ +y -5+ D2

Some Practical Observations
The normal and canonical functions f;, f,, f3, and f, of Definitions 3.4-3.5 are not all

practical functions to implement in a system for symbolic computation. Specifically the
canonical function f, (factored canonical form) is rarely used in a practical system because

polynomial factorization is a relatively expensive operation (see Chapter 8). On the other
hand, one probably would not choose to implement the normal function f; since the canoni-

cal function f, requires little additional cost and yields a canonical (unique) form. One there-

fore finds in several systems for symbolic computation a variation of the canonical function
f, (expanded canonical form) and also a variation of the normal function f5 (factored normal

form), usually with some form of user control over which *‘simplification’ function is to be
used for a given computation. It can be seen from Example 3.3 that the normal function f3

might sometimes be preferable to the canonical function f, because it may leave the expres-

sion in a more compact form, thus saving space and also possibly saving execution time in
subsequent operations. On the other hand, the canonical function f, would ‘‘simplify’’ the
expression
a(xy) = (x —y) (2 + 218y £ x1Tp2 4 x16y3 4 x15y4 4 x14y5
+x3y6 4 (127 4 (118 4 (10,9 4 (9,10, Byl 4 (712
+xOy13 4 xSpla g yAp15 L (316 4 (2017 | 418 4 19y
into the expression

fylax,y)) =x20 - y¥0

while the normal function f; would leave a(x,y) unchanged. Finally it shouid be noted that

both f, and f3 would transform the expression (3.5) into an expression containing a thousand

terms and therefore it is desirable to also have in a system a weaker ‘‘simplifying”’ function
which would not apply any transformation to an expression like (3.5). The latter type of
transformation function would be neither a canonical function nor a normal function.

3.5. NORMAL FORMS FOR RATIONAL FUNCTIONS AND POWER SERIES

Rational Functions
Recall that a field D(xy, ..., x,) of rational functions is simply the quotient field of a
polynomial domain D(x,, ..., x,]. The choice of normal forms for rational functions there-

fore follows quite naturally from the polynomial forms that are chosen. The general concept
of a canonical form for elements in a quotient field was defined in Section 2.7 by conditions
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(2.44)-(2.46), which becomes the following definition for the case of rational functions if we
choose the expanded canonical form of Definition 3.4 for the underlying polynomial domain.
(We will assume that D is a UFD so that GCD’s exist.)

Definition 3.6. An expanded canonical form for rational expressions in a field

D(x,, . . ., x,) can be specified by the canonical function
f5: (1) [form common denominator] put the expression into the form a/b where
a,b e D[xy, ..., x] by performing the arithmetic operations according to

equations (2.42)-(2.43);

(i) [satisfy condition (2.44): remove GCD] compute g = GCD(a,b)e
Dlx;, ..., x,] (e.g. by using Algorithm 2.3) and replace the expression a/b
by a’/b’ wherea =a’g and b =b'g;

(iii) [satisfy condition (2.45): unit normalize] replace the expression a’/b’ by
a”ib” where a” = a’- (") and b” = b’-(u(d’)L;

(iv) [satisfy condition (2.46): make polynomials canonical] replace the expres-
sion a”/b” by fy(a”)fy(b”) where f, is the canonical function of Definition
3.4. '

°

It is not made explicit in the above definition of canonical function f5 whether or not

some normal or canonical function would be applied to the numerator and denominator poly-
nomials (@ and b) computed in step (i). It might seem that in order to apply Algorithm 2.3 in
step (ii) the polynomials @ and b need to be in expanded canonical form, but as a practical
ubservation it should be noted that if instead a and b are put into factored normal form (for
example) then step (ii) can be carried out by applying Algorithm 2.3 separately to the various
tactors.

As in the case of polynomials, it can be useful to consider non-canonical normal forms
tor rational functions (and indeed more general forms which are neither canonical nor nor-
mal). We will not set out formal definitions of normal forms for rational expressions but
~everal possible normal forms can be outlined as follows:

factored|factored: numerator and denominator both in factored normal form;

fuctoredlexpanded: numerator in factored normal form and denominator in expanded
canonical form;

expanded|factored: numerator in expanded canonical form and denominator in factored
normal form.

In this notation the expanded canonical form of Definition 3.6 would be denoted as
wpandediexpanded. In the above we are assuming that conditions (2.44) and (2.45) are
~atisfied but that condition (2.46) is not necessarily satisfied. Noting that to satisfy condition
141 (e to remove the GCD of numerator and denominator) requires a (relatively expen-
ave) GOD computation, it can be useful to consider four more normal forms for rational
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functions obtained from the above four numerator/denominator combinations with the addi-
tional stipulation that condition (2.44) is not necessarily satisfied.

Among these various normal forms one that has been found to be particularly useful for
the efficient manipulation of rational expressions is the expanded|/factored normal form, with
condition (2.44) satisfied by an efficient scheme for GCD computation which exploits the
presence of explicit factors whenever an arithmetic operation is performed. One of the origi-
nal computer algebra systems, ALTRAN, used just such a choice as its the default mode,
with the other normal forms available by user specification. Finally noting that step (i) of
function fs (Definition 3.6) is itself nontrivial, a weaker ‘‘simplifying’’ function normally

chooses to leave expressions in a less transformed state yielding neither a canonical nor a
normal form (until the user requests a ‘‘rational canonicalization’’).

Power Series: The TPS Representation

The representation of power series poses the problem of finding a finite representation
for an infinite expression. Obviously we cannot represent a power series in a form directly
analogous to the expanded canonical form for polynomials because there are an infinite
number of terms. One common solution to this problem is to use the truncated power Seties
(TPS) representation in which a power series

a) =¥ ax* e Dlx] (3.10)
=0

is represented as
Lok
Y ax (3.1
k=0

where ¢ is a specified truncation degree. Thus only a finite number of terms are actually
represented and a TPS such as (3.11) looks exactly like a polynomial. However a distinction
must be made between a polynomial of degree ¢ and TPS with truncation degree ¢ because
the results of arithmetic operations on the two types of objects are not identical. In order to
make this distinction it is convenient to use the following notation for the TPS representation
(with truncation degree ¢) of the power series (3.10):

a(x)= }t: ax® + 0, (3.12)
k=0

where in general the expression O(x’) denotes an unspecified power series ou(x) with
ord((x)) 2 p. ’

The non-exact nature of the TPS representation of power series poses a problem when
we consider normal forms for power series. For if in Definition 3.1 we consider the set E of
expressions to be the set of all (infinite) power series then the transformation performed by
representing a power series in its TPS representation (with specified truncation degree ¢)
violates the first property of a normal function. Specifically, two power series which are not
equivalent will be transformed into the same TPS representation if they happen to have
identical coefficients through degree 1. On the other hand, we can take a more practical point



3. Normal Forms and Algebraic Representations 91

of view and consider the set E, of all TPS expressions of the form (3.12) with specified trun-

cation degree . Since we are only considering univariate power series domains with the most
general coefficient domain being a field of rational functions, it follows immediately that
(3.12) is a normal form for the set E, if we choose a normal form for the coefficients and it is

a canonical form for the set E, if we choose a canonical form for the coefficients.

Power Series: Non-Truncated Representations

The TPS representation is not the only approach by which an infinite power series can
be finitely represented. There are representations which are both finite and exact. For exam-
ple, the Taylor series expansion about the point x = 0 of the function ¢* might be written as

= 1 4
Y, ﬁx (3.13)
k=0

which is an exact representation of the complete infinite series using only a finite number of

symbols. The form (3.13) is a special instance of what we shall name the non-truncated

power series (NTPS) representation of a power series a(x) € D[[x]] which takes the general
form

a) = 3 £,00x%, (3.14)
k=0

where f,(k) is a specified coefficient function (defined for all nonnegative integers k) which
computes the k-th coefficient. By representing the coefficient function f,(k), the infinite
power series a(x) is fully represented. The fact that only a finite number of coefficients
could ever be explicitly computed is in this way separated from the representation issue and,
unlike the TPS representation, there is no need to pre-specify the maximum number of coef-
ticients which may eventually be explicitly computed.

If a(x) is the power series (3.13) then the coefficient function can be specified by

1
falk) = - (3.15)

In a practical implementation of the NTPS representation it would be wise to store coeffi-
ctents that are explicitly computed so that they need not be re-computed when and if they are
required again later in a computation. Thus at a particular point in a computation if the first /
vacfficients for a(x) have previously been explicitly computed and stored in a linear list
N {4y ay, ..., a;q) then the specification of the coefficient function should be changed
ttom (3.15) to

f (k) :=if k <! then a[k] else kl—l (3.16)

where alk | denotes an element access in the linear list a. Initially / = O in specification (3.16)
and in general / is the current length of a. 1t can also be seen that from the point of view of
<omputational efficiency it might be better to change specification (3.16) to
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£,():=if k=0 then 1

f,tk-1)
else if £ </ then a[k] else — GB.17

a1

where the recurrence q; = (for k > 0) will be used to compute successive coefficients.

The specification of the coefficient function can become even more complex than indi-
cated above. For example if a(x) and b(x) are two power series with coefficient functions
f,(k) and f, (k) then the sum

c(x)=ax)+bx)
can be specified by the coefficient function

£ (k) =f,k) +f,(k) (3.18)
and the product

dix)=akx)b(x)

can be specified by the coefficient function

k
£106) == 3 £,00) fk — ). (3.19)
i=)

If f,(k) and f, (k) are explicit expressions in & then the coefficient function f.(k) in (3.18) can
be expressed as an explicit expression in & but the coefficient function f;(k) in (3.19) cannot
in general be simplified to an explicit expression in .

The problem of specifying normal forms or canonical forms for the NTPS representa-
tion has not received any attention in the literature. A practical implementation of the NTPS
representation has been described by Norman [8], and is implemented in the SCRATCHPAD
system. The NTPS representation is seen to offer some advantages over the TPS representa-
tion. However the question of normal forms is left at the TPS level in the sense that the
objects ultimately seen by the user are TPS representations, and we have already seen that
TPS normal or canonical forms are readily obtained. While a true normal form for the NTPS
representation in its most general form is impossible (because such a normal form would
imply a solution to the zero equivalence problem for a very general class of expressions), it
would be of considerable practical interest to have a canonical form for some reasonable sub-
set of all possible coefficient function specifications. (For example, see Exercises 3.7 and
3.8 for some special forms of coefficient function specifications which can arise.)
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Extended Power Series

Recall that a field F<x> of extended power series over a coefficient field F can be iden-
tified with the quotient field F((x)) of a power series domain F[[x]]. It was shown in Section
2.9 that a canonical form for the quotient field F((x)) satisfying conditions (2.44)-(2.46) takes
the form

ﬁf) (3.20)

x

where a(x) € F[[x]] and n = 0. Thus normal and canonical forms for extended power series

are obtained directly from the forms chosen for representation of ordinary power series. The

representation of an extended power series can be viewed as the representation of an ordinary
power series plus an additional piece of information specifying the value of » in (3.20).

3.6. DATA STRUCTURES FOR MULTIPRECISION INTEGERS AND RATIONAL
NUMBERS

We turn now to the data structure level of abstraction. Before discussing data structures
for polynomials in a domain D[X] or rational functions in a field D(x), it is necessary to
determine what data structures will be used for the representation of objects in the coefficient
domain D. We consider two possible choices for D: the integral domain Z of integers and
the field Q of rational numbers.

Multiprecision Integers

A typical digital computer has hardware facilities for storing and performing arithmetic
operations upon a basic data type which is usually called “‘integer’’ and which we shall call
single-precision integer. The range of values for a single-precision integer is limited by the
number of distinct encodings that can be made in the computer word, which is typically 8,
16, 32, 36, 48, or 64 bits in length. Thus the value of a signed single-precision integer cannot
cxceed about 9 or 10 decimal digits in length for the middle-range word sizes listed above or
about 19 decimal digits for the largest word size listed above. These restricted representa-
tions of objects in the integral domain Z are not sufficient for the purposes of symbolic com-
putation.

A more useful representation of integers can be obtained by imposing a data structure
on top of the basic data type of ‘‘single-precision integer’’. A multiprecision integer is a
Imear list (dg, dy, . . ., d;_;) of single-precision integers and a sign, s, which can take on the

value plus or minus one. This represents the value
-1
s ¥ d;f
i=0

where the base B has been pre-specified. The sign is usually stored within the list
vy, d;_ ), possibly as the sign of dg or one or more of the other entries.
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The base B could be, in principle, any positive integer greater than 1 such that B-1is a
single-precision integer, but for efficiency B would be chosen to be a large such integer.
Two common choices for B are (i) B such that B—1 is the largest positive single-precision
integer (e.g. P =2 if the (signed) word size is 32 bits), and (i) p = 10° where p is chosen as
large as possible such that B—1 is a single-precision integer (e.g. p = 10° if the word size is 32
bits). The length | of the linear list used to represent a multiprecision integer may be
dynamic (i.e. chosen appropriately for the particular integer being represented) or static (i.e.
a pre-specified fixed length), depending on whether the linear list is implemented using
linked allocation or using array (sequential) allocation.

Linked List Representation and Array Representation

One common method of implementing the linear list data structure for multiprecision
integers uses a linked list where each node in the linked list is of the form

The DIGIT field contains one base-p digit (a single-precision integer) and the LINK field
contains a pointer to the next node in the linked list (or an ‘‘end of list”” pointer). Thus the
multiprecision integer d = (dg, d,, . . ., d;_;) with value
-1
d=s ZdiB‘ (3.21)
i=0
is represented by the linked list

¢ R A S - KR

where the sign has been stored with dj. Note that the order in which the B-digits d; are

linked is in reverse order compared with the conventional way of writing numbers. For
example if B = 10° then the decimal number

N =1234567890 (3.22)
is represented by the linked list

e I s e I e N

This ordering corresponds to the natural way of writing the base-p expansion of a number as
in (3.21) and, more significantly, it corresponds to the order in which the digits are accessed
when performing the operations of addition and multiplication on integers.

A second possible implementation for multiprecision integers is dynamic array alloca-
tion. In this scheme a multi-precision integer is stored as a variable length array containing
the length of the integer in computer words, and the digits of the integer. In such a scheme,
the sign s is typically encoded in the header word along with the length /
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|sl|d0|d1| |...| |d,_1|

For example if B = 10 then the number N in (3.22) would be represented as

N — 4 [ 890 [ 567 [ 234 ] 1J

A third possibility for implementing linear lists is to use fixed-length arrays. In this
scheme the length [ of the allowable multiprecision integers is a pre-specified constant and
every multiprecision integer is allocated an array of length ! (i.e. ! sequential words in the
computer memory). Thus the multiprecision integer d in (3.21) is represented by the array

Tl & [ o  [ai]

where it should be noted that every multiprecision integer must be expressed using / B-digits
(by artificially introducing zeros for the high-order terms in (3.21) if necessary). For exam-
ple if B= 10* and I = 10 then integers not exceeding 30 decimal digits in length can be
represented and the particular decimal number N in (3.22) is represented by the array

N—-|890|567|234—|1|0—|0|0|0]0|r|

Advantages and Disadvantages

There are several factors affecting the choice of internal representation for integers.
I'h¢ main disadvantage of a fixed-length array representation is the requirement that the
length [ be pre-specified. This leads to two significant disadvantages: (i) a decision must be
made as to the maximum length of integers that will be required (with a system failure occur-
ring whenever this maximum is exceeded); and (ii) a considerable amount of memory space
v wasted storing high-order zero digits (with a corresponding waste in processor time
accessing irrelevant zero digits). Linked list representation and dynamic array representation
both avoid these problems since irrelevant high-order zero digits are not represented and the
length of the list is limited only by the total storage pool available to the system.

On the other hand the use of linked lists also involves at least two disadvantages: (i) a
+ onsiderable amount of memory space is required for the pointers; and (ii) the processing
nme required to access successive digits is significantly higher than for array accesses.
I'hese two disadvantages would seem to be especially serious for this particular application
~t linked lists because the need for pointers could potentially double the amount of memory
wwed by multiprecision integers and also because the digits of an integer will always be
tored and accessed in sequence. Dynamic array representation uses less storage and has fas-
fer processing time for access to digits. However this method requires a sophisticated
totape management algorithm.
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The advantage of indefinite-precision integers (i.e. multiprecision integers with dynam-
ically determined length /) makes the first two allocation schemes the only practical methods
for modern computer algebra systems. The LISP-based systems such as MACSYMA,
REDUCE, and SCRATCHPAD all use the multiprecision integers supported by the LISP
systems upon which they are built, which in most cases is linked list representation.
MAPLE, which is C-based, is an example of a system which uses dynamic array representa-
tion. The older system, ALTRAN, is an example of a system which used fixed-length arrays.

Rational Numbers

The field Q of rational numbers is the quotient field of the integral domain Z of
integers. A natural representation for rational numbers is therefore the pair (numerator,
denominator) where each of numerator and denominator is a multiprecision integer. The
basic data structure is a list of length two each element of which is itself a linear list. The
representation is made canonical by imposing conditions (2.44) - (2.45) of Section 2.8 (con-
dition (2.46) is automatic since the representation for multiprecision integers will be unique).

If multiprecision integers are represented by either linked allocation or array allocation,
a rational number can be represented by a node

‘ LINK1 } LINK?2 |

where LINKI is a pointer to the numerator multiprecision integer (either a linked list or an
array) and similarly LINK2 is a pointer to the denominator. In the case of array allocation
for multiprecision integers, it is also possible to represent a rational number by a two-
dimensional array (e.g. with / rows and 2 columns) since the length / of the numerator and
denominator is a fixed constant.

3.7. DATA STRUCTURES FOR POLYNOMIALS, RATIONAL FUNCTIONS, AND
POWER SERIES

Relationships between Form and Data Structure

The data structures used to represent multivariate polynomials in a particular system
influence (or conversely, are influenced by) some of the choices made at the form level of
abstraction. Referring to the hierarchy illustrated in Figure 3.1 of Section 3.4, the choice
made at form level A (normal/canonical forms) is independent of the basic data structure to
be used. At form level B the choice between the recursive representation and the distributive
representation is in practice closely related to the choice of basic data structure. The recur-
sive representation is the common choice in systems using a linked list data structure while
the distributive representation is found in systems using an array data structure. (Note how-
ever that these particular combinations of choice at form level B and the data structure level
are not the only possible combinations.) At form level C the sparse representation is the
choice in all of the major systems for reasons previously noted and this fact is reflected in the
details of the data structure. The choice at form level D regarding the representation of zero
exponents is more variable among systems.
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In this section we describe three possible data structures for multivariate polynomials.
The first is a linked list data structure using the recursive, sparse representation. The second
is a dynamic array data structure using the distributive, sparse representation. The third struc-
ture is used in ALTRAN and is referred to as a descriptor block implementation. We
describe these data structures as they apply to multivariate polynomials in expanded canoni-
cal form. Then we describe the additional structure which can be imposed on these basic data
structures to allow for the implementation of the factored normal form.

A Linked List Data Structure

Using the recursive representation of multivariate polynomials in expanded canonical
form, a polynomial domain D[x;, ..., x,] is viewed as the domain D[x,, ..., x,]1[x;] and

this view is applied recursively to the ‘‘coefficient domain’ D[x,, . . ., x,]. With this point
of view, a polynomial a(x,, ..., x,) € Dlxy, ..., x,] is considered at the ‘“highest level’’ to
be a univariate polynomial in x; and it can be represented using a linked list where each node
in the linked list is of the form

COEF_LINK | EXPONENT | NEXT_LINK

Each such node represents one polynomial term a;x/ with ¢; € D[x,, ..., x,], where the
EXPONENT field contains the value i (as a single-precision integer), the COEF_LINK field
contains a pointer to the coefficient a; of x{, and the NEXT_LINK field contains a pointer to
the next term in the polynomial (or an ‘‘end of list’” pointer). This representation is applied
recursively. In order to know the name of the indeterminate being distinguished at each level
of this recursive representation, we can use a ‘‘header node’’

INDET_LINK | FIRST_LINK

where the INDET_LINK field contains a pointer to the name of the indeterminate and the
FIRST_LINK field contains a pointer to the first term in the polynomial (at this specific level
of recursion).

kxample 3.4. Leta(x,y,z) € Z[x,y,z] be the polynomial
ax,y,z)= 3x2y2 - Zx"'yz3 +5x2 2 +dx —z4+ 1

ot, in recursive representation,
a(x,y,z) = By + (220 + 529x2 + 4x + (24 + 1).

I sing the linked list data structure just described, the recursive form of the polynomial
4{v.v,z) is represented as shown in Figure 3.2.
[ ]
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o« — [, 12l = [ [, [

Figure 3.2. A linked list representation.

In Example 3.4 the elements in the coefficient domain Z are all represented as single-
precision integers. Clearly the occurrence of a node representing an integer in this linked list
structure could as well be a multiprecision integer in its linked list representation. More gen-
erally, the coefficient domain could be the field Q of rational numbers in which case rather
than an integer node (or list of nodes) there would be a header node for a rational number in
its linked list representation, pointing to a pair of multiprecision integers.

In a high-level list processing language using the linked list data structure presented
here, it would be possible to distinguish the cases when a pointer is pointing to a polynomial,
a multiprecision integer, or a rational number. A polynomial is distinguished by a header
node, the first field of which points to the name of an indeterminate. A multiprecision
integer is distinguished by the fact that the first field of its header node contains a single-
precision integer rather than a pointer. A rational number is distinguished by a header node
the first field of which points to a multiprecision integer.
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A Dynamic Array Structure

When a list processing language, such as LISP, is used to implement a symbolic alge-
bra system, linked data structures are typically used to represent algebraic objects. Alternate
structures based on dynamic arrays have been used in some systems which are not based on
list processors, for example MAPLE which is implemented using the C programming
language. As with indefinite precision integers using dynamic array structures, these struc-
tures require the use of more sophisticated storage management tools. When a sufficiently
powerful storage manager is available, dynamic array data structures can offer improved
storage use by reducing the number of link fields. Such structures also offer improved execu-
tion speeds due to the efficiency of accessing sequential locations in computer memory.

A multivariate polynomial in distributive form can be represented by a dynamic array
with a length field and with links to multiple terms having numeric coefficients:

TYPE/LENGTH COEFF | TERM COEFF | TERM

The SUM structure in MAPLE is a variation of this. Each term can be represented by a simi-
lar structure with links to multiple factors having integer exponents:

TYPE/LENGTH |EXPON| FACT EXPON | FACT

The PRODUCT structure in MAPLE is a variation of this. As an example, the distributive
form of the polynomial a(x,y,z) from Example 3.4 can be represented by the structure shown
in Figure 3.3. Note that the 4x term does not use a PRODUCT structure to hold the x,
instead it points directly to x. This is one example of many simple optimizations which
might be performed on such data structures.

A Descriptor Block Data Structure

The ALTRAN system offers an interesting historical perspective on the data structures
used to represent polynomials. ALTRAN was developed in the mid-sixties for computer sys-
tems having very limited memory compared to modern machines. For this reason, the struc-
tures used by ALTRAN sacrifice simplicity and generality to minimize the storage needed
tor representing polynomials. The data structure used in ALTRAN is not purely sequential
JAllocation; this would require the dense representation, which is not a practical alternative for
multivariate polynomials (see Section 3.4). Instead it uses a descriptor block data structure
which we now describe.

Using the distributive representation of multivariate polynomials in expanded canonical
torm, a polynomial a(x) € D[x] is viewed in the form

ax)= Y a.x*
ec N

where dee Do x =0, ..., t,) is a vector of indeterminates and each e=(ey,..., ¢,) is a

vorresponding vector of exponents, More explicitly, a term ¢ x¢ is of the form
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Figure 3.3. A dynamic array representation.

aexf‘x;2 cexp,

With this point of view, the representation of a polynomial a(x) can be accomplished by stor-
ing three blocks of information: (i) a layout block which records the names of the indeter-
minates xq, . .., X,; (ii) a coefficient block which records the list of all nonzero coefficients

a,; and (iii) an exponent block which records the list of exponents vectors (ey, .. ., ¢,), one
such v-vector corresponding to each coefficient g, in the coefficient block. The order of the

integers in the exponent vectors corresponds to the order of the indeterminates specified in
the layout block.

Each block of information is stored as an array (or more specifically in ALTRAN, a
block of sequential locations in a large array called the workspace). The use of sequential
allocation of storage imposes the requirement that the precise ‘‘width’” of each block of
storage be pre-specified. Thus in the ALTRAN language each variable is associated with a
declared layout which specifies the names of all indeterminates which may appear in expres-
sions assigned to the variable and the maximum degree to which each variable may appear.
The layout blocks are therefore specified by explicit declarations and the size of each
exponent block to be allocated is also known from the declarations. The system then
exploits the fact that the maximum size specified for each individual exponent ¢; in an
exponent vector e will generally be much smaller than the largest single-precision integer

and hence several exponents can be packed into one computer word. The layout block is
used to store detailed information about this packing of exponents into computer words.

The ““width’’ of the coefficient block is determined by the range of values allowed for
the coefficient domain D. In ALTRAN only multiprecision integers are allowed as coeffi-
cients. (Thus the domain Qv is not represented in this system but since Zi(v), the quotient
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field of Z[x], will be represented there is no loss in generality.) Since ALTRAN uses the
array representation of multiprecision integers (see Section 3.6) the length [ (in computer
words) of all multiprecision integers is a pre-specified constant. The coefficient block there-
fore consists of / computer words for each coefficient g, to be represented. Finally, a poly-

nomial a(X) is represented by a descriptor block which is an array containing three pointers,
pointing to the layout block, the coefficient block, and the exponent block for a(x).

Example 3.5. Let a(x,y,z) € Z[x,y,z] be the polynomial given in Example 3.4. Using the
descriptor block data structure just described, suppose that the declared maximum degrees
are degree 2 in x, degree 3 in y, and degree 4 in z. Suppose further that multiprecision
integers are represented using base f= 10° and with pre-specified length / = 2. Then the
polynomial a(x,y,z) is represented as in Figure 3.4.

a
/ Descriptor
/ P
/ N Block
indeterminates 0 3 220
0 -2 213
x.y.z 0 5 202
Exponents 0 10
0 -1 004
2 bits, 2 bits, 3 bits 0 1 000
Layout Coefficient Exponent
Block Block Block

Figure 3.4. A descriptor block representation.

The layout block illustrated in this example indicates that the information stored in the
actual layout block would include pointers to the names of the indeterminates and also a
specification of the fact that each vector of three exponents is packed into one computer
word, with the exponent of x occupying 2 bits, the exponent of y occupying 2 bits, and the
exponent of z occupying 3 bits. In practice there is also a guard bit in front of each exponent
tto facilitate performing arithmetic operations on the exponents) so this specification implies
that the computer word consists of at least 10 bits. The coefficient block illustrated here
retlects the specification of / = 2 words for each multiprecision integer although / = 1 would
have sufficed in this particular example.

[ ]
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Implementing Factored Normal Form

The three basic data structures of this section have been described as they apply to the
representation of multivariate polynomials in expanded canonical form. It is not difficult to
use any of these basic data structures for the representation of polynomials in a non-
canonical normal form or indeed in a non-normal form. The case of the factored normal
form will be briefly examined here.

A polynomial p in factored normal form as defined in Definition 3.5 of Section 3.4 can
be expressed as a product of factors

k
p=11" (3.23)
i=1

where o; (1 <i <k) is a positive integer, f; (1 <i <k) is a polynomial in expanded canonical
form, and f; # f; for i  j. Using a linked list data structure, the polynomial p in the product
form (3.23) can be represented by the linked list

g BN B TS S B 171

fi f fe

where each factor f; (1 <i k) is represented by a linked list as previously described for

polynomials in expanded canonical form. In a system using this scheme, all polynomials are
assumed to be in product form and if a is a single polynomial factor in expanded canonical
form then it is represented by

a [ ' [~

L > linked list for g as previously described

Thus we have simply introduced more structure on top of the original linked list data struc-
ture for representing multivariate polynomials.

A similar scheme can be used to represent the product form (3.23) based on a dynamic
array data structure. The MAPLE system achieves this by allowing the pointers to factors in
the PRODUCT structure to refer to SUM structures. This allows the representation of arbi-
trarily nested polynomial expressions.

The descriptor block data structure can also be modified to support factored normal
form. Indeed the ALTRAN system uses the factored normal form as its basic polynomial
form. Here the polynomial p in the product form (3.23) is represented by a formal product
block which is an array containing one pointer to each factor f; (1 i < k) and an additional
pointer to a corresponding array of the powers o; (! £# <k). Thus the representation of p is
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p

— fi 0{'
1

— 2 o

—> [k o

where each factor f; (1 <i S k) is represented by the descriptor block data structure as previ-

ously described for polynomials in expanded canonical form.

Rational Functions

A field D(x,, . . ., x,) of rational functions has a natural representation as the quotient
field of a polynomial domain D[x, ..., x,]. In this point of view a rational function is
represented by a pair (numerator, denominator) where each of numerator and denominator is
a representation of a polynomial lying in the domain D[xy, ..., x,]. Using either a linked
list data structure or a descriptor block data structure for polynomials, a rational function is
thus represented by a node

\ LINK!1 | LINK2 |

of pointers to the numerator and denominator polynomials. As discussed in Section 3.5 a
rational function would usually be represented with numerator and denominator relatively
prime and with unit normal denominator. In addition, a system would provide one or more
(possibly independent) choices of normal forms for the numerator and for the denominator,

A slightly different representation for rational functions is obtained by a trivial general-
1zation of the formal product representation described for polynomials. In the formal product

k
p=TIf"
i=1

it we allow the powers «; to be negative integers as well as positive integers then we

immediately have a data structure for representing rational functions. No change is required
i the data structures already described for formal product representation. This is the data
~tructure used for rational functions in the MAPLE system. In this formal product represen-
tatian, the numerator consists of all factors with positive powers and the denominator con-
~ints of all factors with negative powers.
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Power Series

We are considering in this book univariate power series lying in a domain D[[x]] where
the coefficient domain D is one of the domains previously discussed (i.e. integers, rational
numbers, polynomials, or rational functions). A data structure for power series representa-
tion is therefore an extension of data structures previously discussed.

If the TPS representation of power series is used, the TPS

t
¥ axk + Oty
k=0

has a natural representation as a linear list (@g, ay, . .., @,). This linear list is easily imple-
mented as either a linked list or an array of pointers to the coefficients a, in their appropriate

representation. Using linked list or dynamic arrays, the ‘‘sparse representation’” would be
natural (i.e. with only nonzero terms stored). With fixed-length arrays, the ‘‘dense represen-
tation’’” would be used. In the dense representation, the truncation degree ¢ is implicitly
specified by the fact that there are r+1 elements in the linear list, while in the sparse
representation the value of # must be stored as an additional piece of information.

The non-truncated representations of power series can be implemented using a similar
data structure. The power series

a) =3 £kt
k=0

can be represented as a linear list
(ag.ay, ..., a_y,f, (k)

where the number / of coefficients which have been explicitly computed may increase as a
computation proceeds. Again this linear list can be implemented using either a linked list or
an array of pointers, with all but the last element pointing to explicit representations of coef-
ficients and with the last element pointing to a representation of the coefficient function
f,(k). We note that in general the representation of the coefficient function f, (k) will involve

expressions which are much more complicated than we have so far discussed.

Representations for extended power series are obtained by straightforward generaliza-
tions of the representations for ordinary power series. As noted at the end of Section 3.5, the
representation of an extended power series a(x) with coefficients lying in a field F can be
viewed as the representation of an ordinary power series plus an additional piece of informa-
tion specifying the power of x by which the ordinary power series is to be ‘‘divided’’. Thus
if a particular data structure is chosen for ordinary power series, a data structure for extended
power series is obtained by allowing for the representation of one additional integer.
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Exercises

1. For each of the following expressions try to find the simplest equivalent expression. As
a measure of ‘‘simplicity”’ one could count the number of characters used to write the
expression but a higher level measure such as the number of ‘‘terms’’ in the expression
would suffice.

@ a@y)=(0 -y +0)+ @+ x-y+ 1))
(6P-3y2-9y -5 +x*0r+2y + 1));

1
(b) bx,y)= ;
22418y xTy2 4x%93 594 4xty® +3y0 ety T 4xy® 4y°

©) clkxy)= b =y) , where b(x,y) is defined in part (b);
b(x,y)
¢* cosx + cosx sinx + 2 cos® x sin

x?-xte ™

e* cosx + COS)& sin2x + COS3X

xte* —xie™

2 5
) d(x) = X +Cos" X

2. Determine whether or not each of the following expressions is equivalent to zero.
2x X—y

(@ alxy)= +
3y3(x2 —y2) P +x4y +x3y2 +x2y3 +xy4 + y5
_ xX+y _ x—-y _x2+y2 .
WPy +y) oy +yd) x-S
2 2
- -y +
b bly)=——7 3x2 y23 4 s'x ny ey ’
X +Xy+xy +xy +txy +y X =y

© c@)=16sin"!(x)+2cos™! (2x) — 3 sinh! (tan (%x));
d dix)=16 cos’ (x) cosh (%x) sinh (x) — 6 cos(x) sinh (%x)

3
—6cos(x)sinh(%x)—cos(3x)(e2 +e? )(l—e‘z").

4 In this problem you will show that, in a certain sense, if the zero equivalence problem
can be solved for a given class of expressions then the general simplification problem
can also be solved. Let E be a class of expressions and let f be a normal function
defined on E. Suppose there is an algorithm A which will generate all of the syntacti-
cally valid expressions in the class E, in lexicographically increasing order. (That is,
Algorithm A generates all syntactically valid expressions containing ! characters, for /
= I, then! = 2, then | = 3, etc. and the expressions of a fixed length / are generated in
increasing order with respect to some encoding of the characters.)
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(a)

®)
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Define a simplification function g on E in terms of normal function f and
algorithm A such that g is a canonical function and moreover the canonical
form g(a) of any expression a € E is the shortest expression equivalent to a.

If E is a class of expressions obtained by performing the operations of addi-
tion and multiplication on the elements in a quotient field Q(D) of an integral
domain D then the usual canonical function (i.e. ‘‘form a common denomi-
nator’’ and ‘‘reduce to lowest terms’’) is not a simplification in the sense of

the function g of part (a). Ilustrate this fact for the field Q of rational
a a a

numbers by giving examples of expressions of the form ;1* + b—2+ f—
1 2 3

a.

(where a;, b; € Z and -;'- is in lowest terms, for i = 1,2,3) such that the
i

“‘reduced form”’ of the expression requires more characters for its represen-

tation than the original expression.

4. Consider the four forms for rational functions discussed in Section 3.5
factoredifactored, facioredlexpanded, expandedifaciored, expandedlexpanded, with
numerator and denominator relatively prime in each case.

(a)

®)

Put each of the expressions a(x,y), b(x,y), and c¢(x,y) given in Exercise 1
into each of the above four forms. Similarly for the expressions a(x,y) and
b(x,y) given in Exercise 2.

Which (if any) of these four forms is useful for performing ‘‘simplification’’
as requested in Exercise 1? For determining ‘‘zero-equivalence’’ as
requested in Exercise 27

5.  Consider the problem of computing the functions f(x,y) and g (x,y) defined by

_Oa db
f(x,y)——ax o

_Oa db
glx.y)= 3y —ay

(where 0 denotes partial differentiation) where a and b are the rational functions

. (10x%y3 + 13x = 7) 3x% = 7y%?

xly2+ 12 (x - y)® (x + y)?

. 1333 + 7533 + 81y —x + 19

(5x%y%+1) (x - y) (x +y)*

Perform this computation on a computer algebra system available to you using several
different choices of normal (or non-normal) forms available in the system. Compare
the results obtained using the various choices of form in terms of (i) processor time
used, (ii) memory space required, and (iii) compactness (i.c. readability) of the output.
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6. The TPS representation of a power series appears to be similar to a polynomial but
must be distinguished from a polynomial. Consider the two power series defined by

NN ; __1
a(x)—kE:O( D*x [ 1+x]’

b(x)=§0%xk [=e‘].

(a) The TPS representations of a(x) and b(x) with truncation degree ¢ =3 are
dx)=1-x+x* =+ 0@,

b(x)=1+x+ %x2+ %x:’ +00Y .

Let p(x) and g(x) be the corresponding polynomials defined by

px)=1-x +x2—x3,

1 .13
=l4+x+=x"+=x".
qx) X 2x i 6x
What should be the result of performing the TPS multiplication d(x) b(x)?
What is the result of performing the polynomial multiplication p(x) q(x)?
What is the correct power series product a(x)-b(x) expressed as a TPS with
truncation degree ¢ = 67

®) Let d(x) and p(x) be as in part (a). The result of performing p(lx) is the

rational function % . What is the result of performing the TPS
l-x+x‘—x

division

—— 7 What is the correct power series reciprocal ?

d(x) a(x)
7. Consider the problem of computing the power series solution of a linear ordinary dif-
ferential equation with polynomial coefficients:
Py + 4 Py + Py = r(x)
where p;(x),0 <i <v, and r(x) are polynomials in x and where y denotes the unknown

function of x. Show that if this differential equation has a power series solution
Y=Y y &t
k=0
then the power series coefficients can be expressed, for k 2 K for some K, as a finite
linear recurrence:
Vi = (k) Yot + pK) ypp + -0+ Up(K) Yyn

where u;(k), | <i < n, are rational expressions in k. Thus an NTPS representation for

the solution y(x) is possible with the coefficient function f, (k) specified by a finite
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10.

11

12.

13.

14.
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linear recurrence (and with the first £ coefficients specified explicitly).

Show that a power series a(x)= Y aq; x* has an NTPS representation in which the
k=0

coefficient function can be expressed, for £ 2 K for some K, as a finite linear recurrence
with constant coefficients:

G=U @y tUép@ st o U, 0,

if and only if a(x) can be expressed as a rational function of x. (See Section 2.10.)

Generalize the results of Exercise 7 and of Exercise 8§ into statements about the NTPS
representation of extended power series rather than just ordinary power series.

Using a language in which linked list manipulation is convenient, implement algo-
rithms for addition and multiplication of indefinite-precision integers (i.e. multipreci-
sion integers in linked list representation). Base your algorithms on the methods you
use to do integer arithmetic by hand.

Assuming that the algorithms of Exercise 10 are available, implement algorithms for
addition and multiplication of multivariate polynomials in expanded canonical form
with indefinite-precision integer coefficients. Use the linked list data structure
described in Section 3.7. Base your algorithms on the methods you use to do polyno-
mial arithmetic by hand.

Assuming that the algorithms of Exercise 10 and 11 are available, implement algo-
rithms for addition and multiplication of multivariate rational functions in
expandedfexpanded form (i.e. in the expanded canonical form of Definition 3.6) with
indefinite-precision integer coefficients. Use either of the linked list data structures for
rational functions described in Section 3.7. You will need a recursive implementation
of Algorithm 2.3 (or some other algorithm for GCD computation).

Assuming that the algorithms of Exercise 12 are available, implement algorithms for
addition and multiplication of univariate power series with coefficients which are mul-
tivariate rational functions. Use the TPS representation implemented as a linked list.

Choose a specific representation for extended power series and implement algorithms
for addition, multiplication, and division of extended power series with coefficients
which are multivariate rational functions. You will need to have available the algo-
rithms of Exercise 12 and you may wish to have available the algorithms of Exercise
13.
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CHAPTER 4

ARITHMETIC OF POLYNOMIALS,

RATIONAL FUNCTIONS,

AND POWER SERIES

4.1. INTRODUCTION

In Chapter 2 we introduced the basic algebraic domains which are of interest to com-
puter algebra. This was followed by the representation problem, that is, the problem of how
clements of these algebras are to be represented in a computer environment. Having
described the types of objects along with the various representation issues, there follows the
problem of implementing the various algebraic operations that define the algebras. In this
chapter we describe the arithmetic operations of addition, subtraction, multiplication, and
division for these domains. In particular, we describe these fundamental operations in the
1ing of integers modulo n, the ring of formal power series over a field, and the ring of poly-
nomials over an integral domain along with their quotient fields. The latter includes the
domain of multiprecision integers and rational numbers.

In addition to the fundamental algorithms, we will also describe algorithms which
improve on the standard arithmetic algorithms. In particular, we describe fast algorithms for
multiplication of multiprecision integers (Karatsuba's algorithm), for polynomial multiplica-
non over certain fields (FFT) and for power series inversion (Newton’s method). The
interested reader should refer to Lipson [8] or Knuth[6] for additional algorithms in this area.
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4.2. BASIC ARITHMETIC ALGORITHMS

Multiprecision Integers

As discussed in the previous chapter, we look at multiprecision integers as objects of
the form

a=ay+ayB+ - +a, B™!

where each g; satisfies @; < B. Here B is the base of the multiprecision number system.
Choices for B vary from system to system. Clearly we wish that B < W where W is the larg-
est integer to fit into a single computer word. Implementation considerations may dictate
that the base B be chosen so that it is less than one-half the computer word size. This is to
allow for all component arithmetic operations to be performed in a single computer word.
Still another consideration for choosing the base B is portability. A smaller choice of B
allows a wider range of architectures for which multiprecision arithmetic can be imple-
mented without alteration.

Addition and subtraction are carried out in the same manner as one would with base 10
arithmetic. One adds (or subtracts) two integers component-wise starting on the left. The
only complication results from the need for a carry digit (either O or 1) as we proceed from
left to right. It is an easy exercise to see that the addition of two multiprecision integers with
m and n digits, respectively, has a complexity of O(max(m,n)) operations (cf. Exercise 1(a)).

If @ and b are two multiprecision integers
a=ag+aB + - +a, B,
b=by+bB+ - +b, B"!

of m and n digits, respectively, then their product ¢ is a multiprecision integer having at
most m + n digits. Multiplication of two multiprecision integers can be done in the same
way that one multiplies two base 10 integers: for each i, multiply @ by b; carrying digits for-

ward as necessary, and then add the accumulated partial products. However, this requires
that all the partial products be stored, a significant drawback when the number of digits is
very large. A slight modification to this algorithm, which accomplishes the calculation in
place can be achieved by simply performing one addition after each partial product. If we let
b® =0 and for each integer 1 <k <n let

b® =py+ --- +b_ B!
then, including carries, we have
ab® = 4 - 4 By Bt
with ¢ = a-b™. For each k, we have
ab®V=g.0W + b B*) = ab® + ab, B*

and hence the first k digits of a-b**") remain unaltered. From this it is casy to see that multi-
plication of two multiprecision integers having m and n digits, respectively, requires Oin-n)
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operations (cf. Exercise 1(b)). A simple implementation of the multiplication algorithm is
presented in Algorithm 4.1.

Algorithm 4.1. Multiprecision Integer Multiplication.

procedure BigintegerMultiply(a, b, B)

# Given two multiprecision integers @ and b of
# lengths m and n with base B, we determine
#c=ab=cy+cB+ *+ + CpypB™

for i fromOtom-1doc; <0

for k from 0 to n—1 do {
carry <0
for i from 0 to m—1 do {
temp « a;-by + ¢4y + carry
Ciyx ¢ rem(temp, B)
carry « quo(temp, B) }
Chym & carry }
return(cg+cB+ -+ - + cm+n—le+n_1)

end

If a and b are two multiprecision integers of size m and n, then to determine integers g
and r satisfying the division property

a=bg+r, 0<r<b

also follows the usual grade school method. Assuming m >n, the division algorithm
1equires m — n + 1 steps, each step of which involves O(#) operations. Hence this operation
1equires O((m—n)n) operations.

Polynomial Arithmetic

In the ring of polynomials R[x], R a ring and x an indeterminate, the classical arith-
metic operations are again those taught in grade school. If

a(x)=apg+ax +---+ax”, b(x)=by+bx+---+b,x"
then a(x) and b(x) are added component-wise
a(x)+bx)=(ag+by)+ @ +b)x+ - +(a + bk)x",

where & = max(m,n). Multiplication is given by
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axyb(x)=ho+hx+ -+ hy, ™"
where
hi =a,»b0 + -+ aob,’.

As was the case with multiprecision arithmetic, these methods have complexity
O(max(m,n)) and O(m-n) ring operations, respectively. Similarly, when the coefficient
domain is a field so that the division property holds in the polynomial domain, the grade
school method determines the remainder and quotient with a complexity of O((m—n)-n) field
operations.

Power Series Arithmetic

Polynomial-type arithmetic is also the basis for arithmetic in the ring of truncated
power series over a field F. These truncated power series have their algebraic representation
as

A(x) =a(x) + O(x™)
for some fixed integer n, where a(x) is a polynomial of degree at most n. Arithmetic is

essentially mod x™*! arithmetic. Power series are added and subtracted component-wise and
multiplied according to the Cauchy product rule

@() + 0™ ")) (b(x) + O™ = ¢ (x) + O™
where
ci=agb;+ - +ayby i=0,..., n

The quotient A (x)/B (x), of two power series is well-.deﬁned when the constant term,b,, of

B(x) is a unit in the coefficient domain. If we denote the quotient by C(x), then its com-
ponents are determined by

c;=bg (@ = coby =+ —ciyby).

It is easily seen that both the product and quotient require O(nz) operations.

Up to now, the arithmetic operations on power series are identical to those found with
polynomial arithmetic. However, power series domains allow for some additional arithmetic
operations. For example, one can ask for the square root of a polynomial a(x), that is, b(x)
such that b(x)* = a(x). However such a b(x) is usually a power series rather than a polyno-
mial. Thus it is more natural to embed a(x) into the domain of power series and ask to find
the square root in this domain. Indeed, this is a natural domain for a powering operation.
Another arithmetic operation important to power series domains is the operation of rever-
sion. This is essentially the taking of inverse with respect to the composition operation.
Such an operation is not available in polynomial domains.
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Power series powering asks to calculate
B(x)=A(x)? 4.1)

for a given power series A (x). Here p is some arbitrary real number. The arithmetic opera-
tions of taking reciprocals of power series (p=—1), square roots of power series (p=1/2) along
with the obvious operations such as squaring and cubing are all covered in this operation.
We will assume that the constant term g is the unit 1 (the powering operation can always be

reduced to this case; cf. Exercise 4.4) so that by will also be the unit 1. The other coefficients

can then be determined by the following procedure. Notice that taking derivatives on both
sides of (4.1) gives

B'(x)=b;+2byx+ -+ =p-AGP LA (x)
S0

B'(x)A(x)=p-B(x)A’(x). “4.2)
Equating the (i — 1)-th coefficients in (4.2) gives

bia;_1+2bya; 5+ -~ +ibj=p-(a;b;_ +2ayb, 5+ - +ia;)
and so

bi = (lpa, + ((i—l)-p—l)a,-_lbl + -+ (p—(i—l))albi_l) /1. (4.3)

Kxample 4.1. Let
ax)=1-x.
‘Then using the above recurrence we obtain
(1-x)"=1+5x+15x2+ 353+ - - -
®

('ulculating B(x) using (4.3) gives an algorithm that requires O(nz) operations to determine
the first n terms.

Power series reversion can be stated as: given
t=x +a2x2+agx3+ .-+ =a(x)e Fl[x]]
Iind x in terms of ¢; that is, find
x=t+byt?+by>+ -+ =b(t) € Fl[t]] with a(b(t)) =+
t or example, we have
1.3 1

= o -y _ 1 1.5 7
t =sin(x)=x i + 0" +0O(x")

andd from this would like to calculate the power series for x = arcsin(¢). The classical method
tor solving the reversion operation is to use the inversion formula of Lagrange. This formula
states that
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2 3
x=t+%t2+%t3+§t4+
where
T+cePx+efxt+ - =@y =Q+ap+ap?+ - )
for i =1,2,3,.... Calculating the reversion of a power series using Lagrange’s inversion

formula leads to a computation requiring approximately n>/6 multiplications to find the first
n terms. Here we assume that the powering method given previously in this section is used to
calculate the negative powers of t/x.

Example 4.2. If we use

t=sin(x)=x — %x3 + L)c5 + O(x7)

120

then
(1—%x2+$x4)‘2 = 1+%x2+
(t %xz+1170x4)_3 = 1+%x2+11—270x4+
(1—%x2+%x4)‘4 = 1+%x2+%x4+
(1—%x2+%x4)‘5 = ]+%x2+%x4+

hence the first few coefficients of arcsin(t) are given by

Sl=0, Sz=%=’é—, S3=0, 4= =—=

(where s; = ¢f*V/(i+1)). Thus

arcsin(t)=t+%t3+—t o

Integers mod n Arithmetic

The set Z,, can be represented in either a positive or symmetric representation. For
example, the positive representation of Z7 is {0, 1, 2, 3, 4, 5, 6 } while its symmetric
representation is {-3, -2, —1, 0, 1, 2, 3}. The integer 19 mod 7 is represented by 5 in the
positive representation and —2 in the symmetric representation. The negative integer —~8 mod
7 is 6 in the positive representation and -1 in the symmetric one. The modular representa-
tion of an integer is obtained by simple remainder operations in either form.

The operations of addition, subtraction and multiplication in Z, are straightforward,

regardless of the representation used. In each case the operation is performed on the
representatives considered as integers and the results reduced modulo n.
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When n =p, a prime, the set Z, is a finite field, and hence it is possible to divide. The

operation of inverting a nonzero element in this case, involves the use of the extended
Euclidean algorithm (EEA) of Chapter 2. If an integer m is nonzero modulo the prime p,
then it must be relatively prime to p. The EEA finds integers s and ¢ such that

sm+tp=1
so that
sm=1 (mod p).
Thus, the representative of § in Z,, is the inverse of m. For example, the EEA applied to the
integers 14 and 17 produces the equation
11-14-917=1
giving 11 as the inverse of 14 in the field Z;;. The complexity of the EEA is O(n?) bit

operations (cf. Exercise 4.2), hence the cost of division is the same as the cost of multiplica-
tion.

The last arithmetic operation of interest for integers mod p is the powering operation,
i.e. determining
a* mod p

for an integer k. This is efficiently accomplished by repeated squaring. Thus, if we write the
integer k in binary as
[lngng

k=Y b2,
=0
where each b; is either a 0 or a 1, then a* is computed by

s

a= I a??,
i=0

l-or example, to calculate 7! in the field Z,, we first calculate
72=15, 74 =152=4, 7¥=42=16

and then
M=77278=7-1516 = 14.

I'he total cost complexity of this operation is O(logyk) multiplications (cf. Exercise 4.1(d)).
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4.3. FAST ARITHMETIC ALGORITHMS: KARATSUBA’S ALGORITHM

In this section we describe an algorithm due to A. Karatsuba [5] which multiplies two
polynomials with a complexity that is less than that of the classical grade school method.
This algorithm, discovered in 1962 was the first algorithm to accomplish this multiplication
in under O(n?) operations. Similar techniques have been used to obtain algorithms to speed
up matrix multiplication (called Strassen’s method — cf. Exercise 4.13 ).

We will describe Karatsuba’s algorithm as a fast algorithm to multiply two multipreci-
sion integers of size n digits. The modification to fast multiplication of two polynomials of
degree n is straightforward and is left to the reader.

If the two integers x and y are of size n digits, with B the base, then x and y can be
represented as

that is,
x=aB"+b, y= cBY 14,
Therefore the classical form of the product is
xy=acB" +(ad+bc)B"?+ bd. 4.4)

One method of determining the complexity of the classical multiplication method is by
the use of recurrence relations. If T(n) denotes the cost of multiplying two multiprecision
integers of size n digits, then equation (4.4) shows that multiplying two multiprecision
integers with n digits can be accomplished by four multiplications of integers having only
n/2 digits and one addition of two n/2 digit integers. Thus we have the recurrence relation

T(l)=1, T(n)=4Tn2)+Cn
for some constant C. For n = 2™ this implies
T(n) =TQR™) = 4@&TQ™H+C2" Y +C2"
= £TQ"H+C2™(1+2)= -+
4T +C2%(1 4+ 2+ --- + 277
= é~(2"‘)2 =(C-n2

giving a simple proof that the complexity of the grade school method is O(nz) operations.
Karatsuba’s method depends on noticing that the product of x and y may also be writ-
ten as

xy =acB” + (ac + bd + (a=b)(d-c))B™? + bd (4.5)

(this formula may be verified by simple algebra). Although (4.5) appears far more compli-
cated than (4.4), one sees that using (4.5) gives the product at a cost of four
additions/subtractions but only three multiplications. Thus the cost function ‘I'(n) satisfies
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the recurrence relation
T(1)=1, T(n)=3T(n/2)+Cn.
In this case, for n = 2™ the recurrence relation implies
T(n) =TQ™) =3B T H+C2" )+ C2™
=32TQ" )+ C2™(1+32)=---
=3"T()+C2™m (1 +32+ -+ + (32" Y

4

=3"+ C.zm.% =Cam=Camles = Coploe?

showing that the complexity of Karatsuba’s algorithm is o8,

Algorithm 4.2. Karatsuba’s Multiplication Algorithm.
procedure Karatsuba(a,b,n)

# Given multiprecision integers a and b with » digits
# and base B we compute their product c=a-b.
# The size n must be a power of 2.

if n=1 then return(a-b)

else {
¢ « sign(a)-sign(b)
d|al be|bl
al « first n/2 digits of d
a2 ¢ last n/2 digits of 4
b1 « first n/2 digits of b
b2 « last n/2 digits of b
m1 « Karatsuba(al, b1, n/2)
m?2 « Karatsuba(g1 -a2,b2~b1,n/2)
m3 « Karatsuba(a2,b2,n/2)
¢ce—c(mlB*+(ml+m2+ m3)-B"? + m3)
return(c) }

end

119

We point out that Karatsuba’s algorithm requires a much larger constant C than does
the grade school method and so is only useful for large multiprecision integers (in practice at
least 500 digits). In addition, the algorithm has one fundamental limitation: the large storage
required for the intermediate calculations. To overcome this problem, one must implement

the multiplication *‘in place’’, rather than making use of temporary local storage.
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4.4. MODULAR REPRESENTATIONS

In this section we continue our quest to improve the cost of multiplication for integers
and polynomials. In particular, we describe a new representation for integers and polynomi-
als in which maltiplication has the same complexity as addition or subtraction.

Multiprecision integers can be algebraically represented in ways other than the classical
base B representation. In particular, multiprecision integers have a natural representation as
vectors of modular numbers. This representation results in simple linear algorithms for both
integer addition and multiplication, once the quantities are in modular form.

To formally define the concept of a modular representation, let mg, my, ..., m,, be a
set of n+1 pairwise relatively prime integers, and set

m=mgmy - my,.
It is a classical result from commutative algebra (the Chinese remainder theorem, discussed
in the next chapter) that there is a ring isomorphism
0:Zy, > Z,, X XL,
given by
0(x)=(x mod my, ..., x mod m,).
Every positive multiprecision integer x less than m can be uniquely represented by a list
x=0xq ..., Xp)
where
x; =x mod m;.
Let y be a second positive multiprecision integer with
y=00 .-+ Yn)

as its modular representation. Then, as long as x+y <m, the sum can be uniquely
represented by

x+y={y ..., t,), where f;=x;+y; mod m;.
Similarly, if x'y < m, then the product can be uniquely represented by
xy =y ..., t,), where t; =x;y; mod m;.

In both cases, the complexity of the arithmetic operations is O(n), a considerable improve-
ment in the case of multiplication.

Modular representations also exist for polynomial domains F[x], with F a field. If
Xg, ..., X, are n+1 distinct points from the field F and
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m;(x)=@ —x;), and m(x)=mg(x) - -- -m,(x),
then the polynomial version of the Chinese remainder theorem (cf. Chapter 5) shows that
there is a ring isomorphism
¢ :Flx]/ <m(x)> — FlxV<m;x)>x -+ XFlx}y<m,(x)>
given by
¢(a(x) mod m(x)) = (a(x) mod my(x), . . ., a(x) mod m,(x)).
The mod operation for polynomials is the same as remainder on division, hence, for any
polynomial a(x) of degree at most n + 1 we have
a(x) mod m(x)=a(x), and a(x) mod m;(x)=a(x;)
with each F[x]/<m;(x)> identified with F. For polynomials of degree at most n, ¢ can be
viewed as the evaluation isomorphism
o(ax)) =(axp), ..., ax,)).
Thus, rather than represent a polynomial in its coefficient representation
a(x) < (ag, ..., a,) where a(x)= f‘,a,»xi.
i=0
we can represent a(x) in its evaluation representation
ax) < (dy, . .., d,) where d;=a(x;).
As was the case with multiprecision integers, the resulting modular representation
allows both addition/subtraction and multiplication to be implemented with O(n) cost com-

plexity. For example, if a(x) and b(x) are two polynomials each of degree at most (n+1)/2
then the modular representation of their product is given by

a(x)b(x) — (dyby, - . ., d,by).
Clearly, polynomial multiplication in the modular representation is accomplished with a
complexity O(n), the same as the complexity of addition or subtraction.

Since multiplication is improved by one order of magnitude in a modular representa-
uon, it is natural to ask whether it is also possible to improve division in this representation.
'hus, let a(x) and b(x) be polynomials of degree m and n, respectively, with say m 2 n. Let
Y. ..., X, be n+l points, each of which satisfies b(x;) #0. Then a(x) and b(x) will have
madular representations of

a(x) &« (do, . .., dy), b(x) « By, . ... by)

wiwere d; = a(x;) and lf, =b(x;). If b(x)| a(x) then their quotient, say ¢ (x), will have a modu-

lai representation
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c(x) « /by, ..., d,/b,).

However, unlike multiplication, division is not always possible. Indeed, one usually wishes
to determine if one polynomial divides a second and, if so, to obtain the quotient. In our
case, if the quotient r(x) does exist then we know that it must have degree m—n when
returned to its polynomial representation. Thus, we obtain an algorithm which in essence
performs trial divisions in F[x] by using only divisions in F.

Algorithm 4.3. Polynomial Trial Division Algorithm.

procedure TrialDivision(a (x),b(x),m,n)

# Given two polynomials a(x) and b (x) with degrees m and n with
# m 2 n, determine if b(x) divides into a(x) by trial division at the
# points xg, . . ., X,,. If true then return the quotient ¢ (x).

for i from O tom do ¢; = a(x;)/b(x;)
c(x) « PolyInterp(¢y, . . ., C)

if deg(c(x)) = m—n then return(c(x))
else return( does not divide )

end

Hidden in all this is a significant drawback which limits the usefulness of multiplication
and division using modular representations. The O(n) cost for multiplication is the cost
given that the algebraic objects are already present in their modular representations. How-
ever, in most practical applications one must convert to the modular representation, do the
necessary arithmetic in the modular domain and then convert the representation back. A
problem arises because the conversion process (in either direction) is generally higher than
the cost of classical methods of multiplication. Thus, as it is presented above, the use of
modular representation for reducing the complexity of multiplication is impractical. However
there are applications where one can convert the input values, do a significant amount of
work in the modular representation, and then convert the final result back to standard form.
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4.5. THE FAST FOURIER TRANSFORM (FFT)

The Forward Fourier Transform

In this section we will study the (forward) conversion process from a coefficient
representation of a polynomial to a modular representation in more detail. In all cases, the
constants come from a field F. We are given a set of n points xg, . . ., x,_; and wish to cal-

culate a transformation of the type
T(xo ____ Xoe1) ((10, ey ,,_1) = ((io, ey dn—-l) (46)

where, for each i
di=ap+ayx; + - +a,_x
By setting
ax)=ay+ax + - +a, " 4.7

we see that this is the same as the problem of evaluating polynomials of degree at most n—1
at the points {xg, ..., x,_1}.

In analyzing the conversion process in the polynomial case, note that the cost of the for-
ward transform is the cost of polynomial evaluation. The normal cost of evaluating a polyno-
mial of degree n—1 (using say Homer’s method) at a single point is O(r) operations. Thus, in
general the forward transformation (4.6) from a coefficient representation to a modular
representation requires 0on?) operations. Our goal is to reduce the cost of such a transforma-
tion. We accomplish this by picking a special set of evaluation points combined with a spe-
cial divide-and-conquer evaluation technique that can be applied at these special points.

Consider the problem of polynomial evaluation. If a(x) is given by (4.7) with n even,
then one can rewrite a(x) in the form

a(x)=bx% + x-c(x?) @4.8)
where

b(y)=ag+ayy+ - + an_z,ynlz—x
and

c)=ay+agy + - +a, yVTh

Notice that both b(y) and ¢ (y) have degree at most one-half the degree of a(x).

lL.emmad4.1l. Let {x ..., x,_} beasetof n points satisfying the symmetry condition
x(n/2)+i =X (49)

torie {0, 1,..., n/2=1}. X T(n) is the cost of evaluating a polynomial of degree n-1 at
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these n points, then

n

T(1)=0, and T(n)= 2-T(%) tes (4.10)
for some constant c.
Proof: Equation (4.9) implies that
x02 =er2/2’ x,2 =xn2/2+h s xn2/2—l =xr|2-l

and hence there are only n/2 distinct squares. A polynomial (4.7) of degree at most n—1 can
be evaluated at the n points {xy, ..., X, ;} by evaluating the polynomials b(y) and c(y) at
the n/2 points

(¢ ..., x2q) @.11)

and then using formula (4.8) to combine the results into the desired evaluation. The overhead
cost of such a process is n/2 multiplications to obtain the squares, and n/2 multiplications,
additions and subtractions, respectively, to combine the smaller evaluations. Thus, the cost
of evaluation satisfies the relation (4.10).

[ J

The fast Fourier transform (FFT) exploits Lemma 4.1 in a recursive manner. However,
for the recursion to work we need the symmetry property to also hold for the n/2 points
(4.11) and so on down the line. For this to work we need the symmetry of n-th roots of
unity. We will restrict ourselves to working over fields having primitive n-th roots of unity.

Definition 4.1. An element o of the field F is a primitive n-th root of unity if

o*=1, but o =1 for0< k < n.
When o is a primitive n-th root of unity, the set of n points

(Lo . .., o} (4.12)
are called Fourier points. The evaluation transformation at the Fourier points

Tho... o 4.13)
given by (4.6) is called the discrete Fourier transform (DFT).
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Example 4.3. Let F = C, the field of complex numbers, and let n =8. Then

=eﬂm=(1+0

@ 2

is a primitive 8-th root of unity, while
0= =

satisfies @f = 1, but also * = 1 and hence is an 8-th Toot of unity which is not primitive.
[ ]

Example 4.4. In Z;, 4 is a 4-th root of unity since 4* =256 = 1 mod 17. It is also primitive

since
4=16, and 4’ =13.
The corresponding set of Fourier points are
(1,4,4%, 4%} =(1,4,16,13}.
The associated DFT, T 416,13y, is  linear transformation from the vector space (Z17)* to
itself. Its matrix in the standard basis is given by

11 1 1
1 4 16 13
116 1 16l (4.14)
11316 4

l.emma 4.2. If ® is a primitive n-th root of unity, then the n Fourier points satisfy the sym-
metry condition (4.9).

Proof: Since o is a primitive n-th root of unity, we have
(wn/2+])2 " ((.0])2 (0.)])2
hence

(n/2+] (.0’) (0)"/2+J+(1)1) ((wn/2+1)2 ((1)1)2) 0.

n/2+] (.0’ 0
then
wn/Z =1
«ontradicting the assumption that ® is a primitive n-th root of unity. Therefore
0"t 4w/ =0

which is equivalent to equation (4.9) in the case of the Fourier points.
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Lemma 4.3. Let o be a primitive n-th root of unity with n even. Then
(a) oisa primitive n/2-th root of unity and

(b) the n/2 squares

4wt

{1, wiw
satisfy the symmetry condition (4.9).
Proof: That o is an 7/2-th root of unity follows from
()=l =1.
To see that it is also primitive, suppose k < n/2 and
(0 =1.
Then
=1 with 2k <n
contradicting that @ is a primitive n-th root of unity. Hence w’isa primitive n/2 -th root of

unity. The second statement of Lemma 4.3 follows directly from Lemma 4.2.
®

Lemma 4.3 implies that when ® is a primitive n-th root of unity, the set of Fourier
points generated by ® provides a set of points that allow equation (4.8) to be evaluated recur-
sively.

Example 4.5. In Z,,;, 14 is a primitive 8-th root of unity. The corresponding set of Fourier
points is

{1,14,-9,-3,-1,-14,9,3 }
which clearly satisfies (4.9). Also, 142=-9isa primitive 4-th root of unity with the set of
Fourier points given by

{1,-9,-1,9}.

These points also clearly satisfy (4.9). Finally, (-9)%=-lisa primitive 2-nd root of unity
with the Fourier points given by

{1,-1}).

Again the symmetry condition (4.9) holds.
[ ]

Theorem 4.1. Let ® be a primitive n-th root of unity. Then the DFT defined from the n
Fourier points can be calculated in O(r°log ) operations.

Proof: We will prove Theorem 4.1 when n =2" for some integer m. Lemma 4.3
implies that the cost function T(n) satisfies the recursion

T(1)=0, T2 =2T@* Y +c25" for k21

Therefore the cost function simplifies to
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T() =TQ2") =2TQ™" Y+ 271
=22T@™ Y +c 2712
=3T3 +c2m 3= - 22T + 2" Im

=c2"tm = c~§'log n,

proving our result.

Example 4.6. Let a(x) be the polynomial
a)y=5x8+ 3+ 33 +x¥-4x + 1,
a polynomial in Z4;[x]. Then a(x) is the same as
a@)=b@y) +xc(y)
where y =x?and
by)=5y°+y +1, c(y)=y*+3y - 4.
Thus, if we wish to evaluate a(x) at the 8 Fourier points
{1,14,-9,-3,-1,-14,9,3 }
then this would be the same as evaluating b(y) and c (y) at the 4 Fourier points
{1,-9,-1,9 }.
Writing b(y) as
b(y)=d(z) + ye(z)
where z = y? and
d(iz)=1, e(z)=5z+1,

we see that evaluating b(y) at the 4 Fourier points is the same as evaluating d(z) and e(z) at
the two points

{1,-1}.

A similar operation will be done when evaluating ¢ (y) at the 4 Fourier points. As a result,
we obtain

d(y=1,e(1)=6, => b(1)=7,b(-1)=-5,

d-1)=1,e(-1)=-4, = b(-9)=-4,b(©)=6.
In a similar manner we deduce that

e(=0, c(-1)=-2, c(-9)=9,c(9)=-19.

‘Thus we may now determine the components of the FFT of a(x). For example, we have
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aB)=>b(9) +3-c(9) =-10, and a(-3)=b(9) —3-c(9)=-19.
Calculating the other 6 components gives
A « FFT(8,14,a(x)) =(7,-1, 8,-19,7, -7, 18, -10).
[ J

Thus, as long as there exist n-th roots of unity in the coefficient field, we can transform
the coefficient domain to the modular domain in O(n-log n) operations, rather than the O(nz)
operations required before.

Algorithm 4.4, Fast Fourier Transform (FFT).
procedure FFT(N, w, a(x))

# Given N, a power of 2, ® a primitive N-th root of
# unity and a(x) a polynomial of degree < N—1, we calculate
# the N components of the Fourier transform of a(x).

if N=1 then Ay < a,

else {
N1 i N2-1 .
bx) e ¥ ayxic(x) e Y ayax
=0 i=0

B « FFT(N/2,0%,b(x)); C « FFT(N/2, 0% c(x))
for i fromOtoN/2-1do{
A; « B; + o*C;
Aypi < B -/ C; })
retul‘n( (Ao, Al’ ... ’AN—X))

end

4.6. THE INVERSE FOURIER TRANSFORM
Consider now the problem of transforming from the modular domain back to a coeffi-
cient domain. Thus, for a set of points {xg, ..., x,,_;} we are looking for

-1
To. ... 50y -

Since the matrix of the linear transformation T, x,_,) With respect to the standard basis is

the Vandermonde matrix



4. Arithmetic of Polynomials 129

f % - (xo),.-l |
1y - ™!

V(XO, s x,,_l) =

Ly + @)™t

the problem is the same as finding the inverse of this # X matrix. Using Gaussian elimina-
tion such an inverse can be determined in O(n>) operations.

However, the Vandermonde matrix is a highly structured matrix, and hence it comes as
no surprise that such a matrix can be inverted in less than o(3) operations. Indeed, the prob-
lem of wransforming from the modular domain to the coefficient domain is really a problem
of polynomial interpolation. That is, we are given a set of n points (gq, . .., g,—;) and we

are looking for a polynomial a (x) of degree at most n—1 such that
di=alx;)=gq;, for i=0,1,..., n-1.

Thus, this problem can be solved using either Lagrange interpolation or Newton interpolation
(cf. Chapter 5) at the reduced cost of O(n?) operations, an improvement of one order of mag-
nitude. However, as mentioned in Section 4.4, converting from a coefficient domain to a
modular domain to take advantage of the efficient multiplication in a modular domain, and
then converting back again, is only useful when both transforms can be done with less than
O(n?) operations. Hence we seek a faster inverse transform. Again primitive roots of unity
and the corresponding Fourier points provide the correct mechanism via the DFT.

We note that transforming problems from one domain to a second (simpler) domain and
then back again is a common technique in mathematics and its related disciplines. Indeed, a
standard technique in engineering, low level image processing, makes use of the Fourier
transform to convert from the time domain to the frequency domain and back again. The
advantage of such a transformation is that the frequency domain represents a more natural
environment for formulating and solving problems.

To solve the problem of inverting our DFT, consider what happens in the case of invert-
ing the continuous Fourier transform used in engineering. The analytic Fourier transform of
a continuous function f(x) is defined by

Fis)= [ f(x)-e?™i=ax. (4.15)

—oo

Notice that, if the function f(x) is defined by a discrete (i.e. finite) set of samples,

fon - . .+ fny, rather than a continuous sample, then the discrete version of (4.15) becomes
n—1 sk n—1
F.\'= Efk'e Titskin _ Efk(w:)k (4.16)
k=0 k=0
2niin

where w=¢ . Since ® is a primitive n-th root of unity over the complex numbers, the
discrete version of (4.15) given by (4.16) is precisely the forward DFT of the preceding sec-
non. This explains how our discrete Fourier transform gets its name. 1t will also help us in
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inverting our transform.

In the continuous analytic case, the inverse Fourier ransform problem is similar to the
Fourier transform problem. If F(s) given in (4.15) is the Fourier transform of f(x), then the
inverse Fourier transform is given by

fo)= 317; [ F(sy-e2mis=gs, @.17)

The discrete transform corresponding to (4.17) is given by

1! omijink nl N
fi=—"XFyle ) =1ln Y Fy (o)
n o= k=0

where © = ¢2™*/* is a primitive n-th root of unity over the field of complex numbers.

Definition 4.2. The inverse discrete Fourier transform (IDFT) for a Fourier set of points
4.12)is
S(]' ..., m"")(qO' D] qn—l) = (501 sy qn—l)

where
_ 1 n—1 ik
gi=n"Y g (@),
k=0
and o is a primitive n-th root of unity.

Theorem 4.2. The DFT and the IDFT transform are inverses of each other,
Proof: Let 0 < p < n. Then

@)Y'="P =1, and (0°)=1,
since ® is a primitive n-th root of unity. Since
=== D424 x4 ])
«” must be a root of the second factor, that is
0=(P) '+ (0P 2+ - +(@)+ 1. (4.18)

By multiplying through by @ b, it is also possible to see that equation (4.18) is true for
—n < p <0. Of course, when p =0 the right hand side of equation (4.18) will be n rather
than 0.

The simple observations of the previous paragraph provide the tools necessary for a
proof of Theorem 4.2. Suppose that

T(],(l) '''' mn—l)' (ao, ey an_l) = ((fo, ey d\n_x)

that is,
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n-1 .
4;= Y a;@%, for i=0,1,..., n-1.
j=0

For any integer k we have

1 n-1 i L n-1 n-1 YT,
n- Z da; o =n_-z Zajw”-w
i= =0 j=0

n-1 n-1 .. i
=Y aq ¥ o'

j=0 i=0
n-1 n-1 .
_ i—k
=n’-2aj(2w(’ ¥y=a,
=0 =0

since the inside summation works out to 0 in the cases when j— k # 0, and n in the case
where j = k. Using Definition 4.2, we obtain

S(L ..., wn—l)‘(aAo, ey én—l) = (ao, ey an_l)

showing that Sy ey is theinverseof Ty o1y This proves Theorem 4.2.
®

In terms of our matrix interpretation for the interpolation, Theorem 4.2 gives the
inverse of the Vandermonde matrix as

11 -1

1 ot - a D
V(l,o,..., oY1 =4t
1 gD . D
=V, o, ..., 0 D),

Example 4.7. Let the field be Z;; with w =4, a primitive 4-th root of unity. Then the
inverse transform S 41613y is @ linear transformation from (Z17)* to itself having as its

matrix with respect to the standard basis

1111 13 13 13 13
11316 4 13 16 4 1
116 1 16| |13 4 13 4
1416 4 131 4 16

This is easily checked to be the inverse of the matrix (4.14) of Example 4.4,
®
The significance of Theorem 4.2 is that both the forward and inverse transformations
are Fourier transforms. Thus the transformation from coefficient domain to modular domain
1s via the calculation of
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T(l,m ,,,,, o~yP=4q

while the transformation from the modular domain to the coefficient domain is via the calcu-
lation of

-1,
n T(l,m"

.....

The complexity in either case is O(n-log n), which is faster than o).

4.7. FAST POLYNOMIAL MULTIPLICATION

Let us now return to our original goal, that of multiplying two polynomials a(x) and
b(x). If our polynomials are of degree m and n, and our coefficient field F has a required
N-th root of unity where N is the first power of 2 greater than the sum of the two degrees,
then a fast multiplication algorithm is given by Algorithm 4.5.

Algorithm 4.5, Fast Fourier Polynomial Multiplication.

procedure FFT_Multiply(a (x), b(x), m, n)

# Given polynomials a(x) and b(x) of degree m and n
# calculate c(x) = a(x)-b(x) using FFT’s.

N & first power of 2 greater than m+n
® ¢ primitive N~th root of unity

A « FFT(N,m,a(x))

B « FFT(N,®,b(x))

for i from 0 to N—1 do C; = A;-B;

¢ « NV FFT(V, 0™, C(x))

N-1
c)ye ¥ gx

i=0
return(c(x))

end

The fast multiplication algorithm above has a complexity of O((m+n)-log (m+n)) com-
pared with O(m-n), the complexity of the classical method, a considerable improvement. Of
course, this does not take into consideration the constants of proportionality of each method.
In practice, depending on the method of recursion used, the fast method is better than the
classical method approximately when m + n 2 600 (cf. Moenck [9]).
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Example 4.8. Multiply the two polynomials
a()=3x+x2~4x +1, bx)=x>+2x2+5x -3
in the field Z,;. Use 14 as a primitive 8-th root of unity for this problem. From the previous
section we have
A « FFT(8,14,a(x))=(1,9,-19, -18, 3, 16, 19, -3)
and
B « FFT(8,14,b(x)) = (5, 5, 0, 14, =7, -6, -10, 16).
Multiplying these together gives
C «(54,0,-6,20,-14, 15,-7)
which is the FFT of c(x) = a(x)-b(x). To obtain c(x) from C we do
¢ « 8 VFFT(8,3,~7x" + 15x° — 14x° + 20x* — 6x> +4x + 5)
=(-3,17,20,-11,13,7,3,0);
hence the product is

co) =3x8 +7x° + 13x* - 113 + 2002 + 17x - 3.

4.8. COMPUTING PRIMITIVE N-th ROOTS OF UNITY
When applying the FFT for polynomial multiplication over a given field F, we are
faced with the problem of finding a primitive n-th root of unity in F. When F is the field of
complex numbers there is no problem with determining a primitive n-th root of unity for a
given integer n. A simple example of such a primitive root is
W= eZm'/n‘
l-or example,
e = (3 + )2
is a primitive 12-th root of unity over the complex numbers. When dealing with other fields,
for example, the finite fields Z,, the situation is not as simple. In this section we discuss the
practical problem of finding primitive n-th roots of unity for finite fields.
Theorem 4.3. The finite field Zp has a primitive n-th root of unity if and only if » divides
p -1
Proof: If @ is a primitive n-th root of unity in Z,,, then the set of Fourier points
(Lo,..., 0"}

torms a (cyclic) subgroup of the multiplicative group of Z,,. Since this multiplicative group

has p—1 elements while the subgroup has n elements, Lagrange’s theorem from group theory
1t Herstein |4]) implies that n must divide p - 1.
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Conversely, we know from finite field theory that the multiplicative group of the field
Z, is a cyclic group (this is true in general for all finite fields of order p* for some integer k).

Let o be any generator of this multiplicative group, that is
Z,=(1,0,0% ..., "%} with o' =1.
Let n be an integer which divides p — 1. 1f we set
w=of " (4.19)
then
w'=orl=1;
$0, W is an n-th root of unity. For 0 < k < n, we have the inequality (p—1)k/n < (p—1), so
wf =@ DR o (4.20)

Equation (4.20) implies that ® is a primitive n-th root of unity, completing our proof.
[ ]

Example 4.9. In Z,; we have 8| (41 — 1) so that there are primitive 8-th roots of unity in
Z,;. Indeed, the element 14 is a primitive 8-th root of unity in Z,;.

[ J

The problem we now face is that, although we may know when a primitive n-th root of

unity exists in Z,, we have no way of determining what that primitive n-th root might be.

One approach is to check each w in Z, and stop when there is one satisfying w" =1 and

o* # 1 for k < n. This is a very costly procedure however (as could well be imagined). A
better approach would be to find the particular o that generates the multiplicative group and
then use equation (4.19) to define w.

In our case, we are actually interested in primes p and integers n of the form n =2, for
which there is a primitive n-th root of unity in Z,. By Theorem 4.3, Z,, has such a root if

and only if 2" divides p~—1, that is, if and only if p is a prime of the form
p=2"k+1
for some odd integer k. Such primes are called Fourier primes. In the case of Fourier

primes, the brute force method mentioned in the last paragraph does have some merit. This
is because there are a large number of primitive elements in Z, in this case. To see how

many, we quote a fundamental result from analytic number theory.

Theorem 4.4. Let a and b be two relatively prime integers. Then the number of primes < x
in the arithmetic progression

ak +b, k=12,...
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is approximately where ¢(a) is the Euler phi function (i.e. the number of integers

T S
log x-¢(a)
less than and relatively prime to a).

[ J

Since all odd integers less than 2" are relatively prime to 2", and these account for approxi-
mately half the total number of integers, we have $(2") = 2"~'. Theorem 4.4 then tells us that
there are approximately

—_—r

log x-2"!

Fourier primes less than a given integer x.

Example 4.10. Let x =2°!, which represents the usual size required for single precision
integers in most computers. When r = 20 there are approximately

231
31 19, ~ 130
log(27)¢(2™)
primes of the form 2°-k + 1 with e 220 in the interval 2%° to 23. Any such Fourier prime

could be used to compute FFT’s of size 220,
[ ]

Even though we know that we can use brute force to find our primitive generators of
the multiplicative group of Z, (and correspondingly our primitive roots of unity), we still

need a simple way to recognize that a given element is a primitive generator. For this we
have

Theorem 4.5. An element a is a generator of the multiplicative group of Z,, iff
a® V421 mod p
for every prime factor, g, of the integerp — 1.

Proof: This is a simple consequence of Lagrange’s theorem from group theory.
[ J

Theorem 4.5 allows for a probabilistic algorithm to determine a generating element of
7.,,. First factor p — 1. Note that this is tractable for p = 231 and besides this only needs to

be done a single time with the factors stored in a table in the program. Choose an integer a at
random from 2, ..., p—1. Then for every prime factor g, of p—1, calculate

el
a .

It this quantity is not 1, then it is a generating element.

Fxample 4.11. Since 41 — 1 = 40 =25, an element of Z,, is a generator of the multiplica-
tive group if and only if it is not the identity when taken to either the 8-th or 20-th powers.
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Choose a random element of Z,;, say 15. Then, modulo 41 we have
158=18#1, and 15¥0=-1#1;

hence 15 is a primitive 40-th root of unity.
[ J
How lucky do we need to be for this probabilistic procedure to work? From finite group
theory the number of primitive generators in Z,, is just ¢(p—1) and so the percentage of prim-
itive elements will be ¢§(p—1)/(p—1). Number theory tells us that this quantity is, on average,
3/m2. Thus we would be expected on average to find a primitive generator with probability
= (.3, 1.c. a success rate of about one in every three attempts, an acceptable ratio.

4.9. NEWTON’S METHOD FOR POWER SERIES DIVISION
In the previous sections we presented an algorithm that (over certain coefficient fields)
multiplied two polynomials of degrees m and n, respectively, with an asymptotic complexity
of O((m+n)log(m+n)), rather than O(m-n), the complexity of the classical polynomial mul-
tiplication. It is a natural question to ask whether the same speedup may be applied to divi-
sion of two polynomials. That is, given two polynomials a(x) and b(x) is it possible to find
polynomials g(x) and r(x) such that
a0 _ oy + L8

b(x) q b0o) with deg(r(x)) < deg(b(x)) (4.21)

and such that the number of operations is less than the number of operations in the classical
method?
Let

a’(y=x"a(l/x), b*x)=x"b(1l/x) (4.22)

where m and n are the degrees of a(x) and b(x), respectively. The a*(x) and b*(x) defined
as in (4.22) are called reciprocal polynomials of a(x) and b(x), respectively. They are the
same polynomials as a(x) and b(x), except with the coefficients in reversed order. Thus, for
example, if

a(x)=3 —x%4+4x3
then

a"(0)=x>(3 - (-)1:)2 + 4(%)3) = 3231 + 4.
Equation (4.21) can be rewritten as

a’(x)
b"(x)

=q*(x)+x"“"+"-—r_(x) with A21,
b (x)

and hence to find the quotient ¢(x) in (4.21) it is sufficient to find the first m—n+I terms of
the quotient power series defined by a*(x)/b'(x). This formulation of the problem can in
turn be stated as finding the first m—n+1 terms of the power series for b*(x)™' and multiply-
ing the result by a”(x). Thus to find a fast division algorithm, we look for a fast algorithm
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for calculating the truncated power series for 1/p (x), with p(x) a polynomial.

A fast technique for calculating the terms in a power series expansion is based on the
well known Newton’s iteration scheme for solving a nonlinear equation

fx)y=0. (4.23)
Newton’s method assumes the existence of a point x;, ‘‘near’’ the correct answer. It then
approximates the graph of the function about this point by the tangent line to the graph at the
point (xg.f (xo)), that is

f&)=Tx)=f g + f'(xo)(x ~x).
Equation (4.23) is therefore approximated by the linear equation

T(x)=0. (4.24)

The solution to equation (4.24) is the point where the tangent line crosses the x-axis. This
point, x;, becomes the next approximation to the root. Solving for x; in equation (4.24) gives

o flxg)
0 fxp) )

The process is then repeated with x; representing the new point ‘‘near’’ the correct solution

of (4.23). With a good initial point x, and a suitably well-behaved function f(x), the itera-

tion does indeed converge to the correct root of the nonlinear equation. Furthermore, at least
in the case where the solution is a simple root, the convergence is quadratic. Let ¢, be the

X = (4.25)

error at the k-th step of Newton’s iteration. Then quadratic convergence means that there
exists a constant C with

Ien+1| SC'I enl 2

for all n. In the context of nonlinear equations this is roughly the statement that there is an
integer N such that the number of correct digits in the approximations doubles every N itera-
tions. The fact that Newton’s method converges quadratically in the case of a simple root
follows from considering the Taylor series expansion of f from which the linear term has
been cancelled by the choice of x,,, 1.

Newton’s method for solving a nonlinear equation has been used previously to deter-
mine approximations to ‘‘reciprocals’. In the early days of computers, division was often
not implemented in hardware. Rather Newton’s method was used to find floating-point
representations of reciprocals of integers. For example, to find the floating-point representa-
tion of 1/7 is the same as finding the solution to the nonlinear equation

foy=7-L=0.
p s

In this case, Newton’s iteration formula simplifies to
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7-1/x,, 2
Xpo1 =Xy — T =2x, —Tx,
n

which requires no division. If we use as our initial point xy=0.1, then the subsequent

approximations are

x1=0.13, x,=0.1417, x;=0.14284777, x,=0.1428571423,....

The last approximation is correct to 9 decimal places. Notice that from x; to x; there is 1
extra correct digit, from x, to x5 there are 2 more correct digits, and from x; to x4 there are at
least 4 more correct digits. This provides a good example of quadratic convergence.

It is the fact that Newton’s method is primarily an algebraic algorithm, rather than an
analytic algorithm, that enables us to use it to solve problems in algebraic computation.
However, to use such an algorithm, we must make clear the notions of convergence in the
domain of power series F[[x]].

Definition 4.3. A power series y(x) is an order n approximation of y(x) if
y&) =yx) + O(x™). (4.26)
[ J
Thus y(x) is an order n approximation to y(x) if the two power series have the same
first n terms. A sequence of power series will then converge to a given power series if the
sequence approximates the power series to higher and higher terms. In this context, qua-
dratic convergence will mean that there are twice as many terms that are correct than at a pre-

vious step as we iterate.

<

In a polynomial or power series domain F[x] or F[[x]], we can do ‘‘mod x** arith-
metic. A polynomial or power series modulo x* is just the remainder after dividing by the
polynomial x*. In this form equation (4.26) becomes

yo)=y@x) mod x*1,
providing an alternate description of an order n approximation,

Consider now the special case of finding the power series of the reciprocal of a polyno-
mial a(x) with a(0) # 0. One can of course solve this directly as in Chapter 2 by

ax)  =dg+ dyx +doxt+

where dj; = L and
a4

di =do'(di_1'l11 + .- +do-a,-) for i 2 1.
Unfortunately, the cost of determining the first n terms of the reciprocal satisfies the
recurrence relation

T(1)=0, and T(n)=T(n-1)+c¢(n-1)

for some constant ¢. Solving this recurrence in the same way as carlier in the chapter gives
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T(n) =C-n?,
that is, the cost of determining the first n terms of the power series is o(n?).

Suppose that we use Newton’s method instead, in a manner similar to the case of com-
puting the floating-point representation of 1/7. Finding the reciprocal power series is the
same as solving the equation

f)=a) -+ =0,
y

Newton’s iteration scheme in this case will be stated as

FOn)
o)
The mod operation is there because we will be finding only the first 27! terms of our

reciprocal power series per iteration. In this case, as was the case where we worked out 1/7,
Newton’s iteration simplifies to

a(-x) - l/y s+l sl
yn+1=yn——l,yz—"mod xF =y, 2~y ax)) mod x¥.
n

Yua1 =Vn — { mod ' }. 4.27)

Since

f(aL) =a(x)—ap=0 mod x (4.28)
0

we can let

1

Yo= a

and so obtain a starting value. Equation (4.28) can be thought of as representing a solution
that has the first ‘‘decimal’’ of the answer correct.

Example 4.12. Let
a)=1-2x+3x2+x* -+ 28 +x7+ - € Z,[[x]1].
I'hen, using the iteration scheme above gives the approximations
a(Jc)“1 modx =1,
ax) 'modx?=1+2x,
a(x)y modx*=1+2x +x24303,
a(x)” mod x® =1 +2x +x24+ 3x3 + 2* +x0 4228447,

A\ before, it is easy to see the quadratic convergence to the reciprocal in this case in the con-
1ext of power series convergence.
[ J
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Algorithm 4.6. Newton’s Method for Power Series Inversion.
procedure FastNewtonInversion(a (x),n)

# Given a power series a(x) in x with a(0) =ay # 0,

# find the first 2" terms of the power series 1/a(x).

y & l/ao

for k from O to n—1 do
k+1
y & y(2—y-a(x)) mod x*
return(y)

end

There are some observations that are useful when considering the cost of Newton’s
method for finding reciprocals. Notice that

2-ya(x)=1+00)

which, combined with the knowledge that y, is a polynomial of degree at most 2¥, means that
the cost of determining y,;, given that y, is known, is the same as the cost of multiplying

two polynomials of degree 2%, Thus, using Newton’s method to invert a power series gives a
recurrence relation

TR =T%) + e M2Y) (4.29)
where M(2*) is the cost of multiplying two polynomials of degree 2X.

Theorem 4.6. Let F be a field. If F supports fast Fourier multiplication then the cost of
finding the first » terms of the power series of the reciprocal of a polynomial is O(n'log n).
Otherwise the cost is O(nz).

Proof: Let n =2”. From equation (4.29) we obtain

TQ™) =TQ™ Y +c2" - (m-1) (4.30)
since M(2™ 1) = 2’"_1-10g @™ = 2'"-1,(,,,_1)_ We will show by induction that
TE™ < c-2™m (4.31)

for all m. This will prove Theorem 4.6.

Certainly (4.31) holds for m =0, hence we may assume that m > 0 and that the result is
true for m—1. Since the result holds for m—1, equation (4.30) implies

TE™ <2V m=1)+ 2" L (m-1) = ¢ 2" (m=1) < ¢ 2™ m.

Thus equation (4.31) holds for all m by the induction hypothesis.
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Returning to the initial query from the beginning of this section that motivated this
search, we have

Corollary 4.7. Let F be a field that supports fast Fourier multiplication. Let a(x) and b(x)
be two polynomials in F[x] of degrees m and n, respectively, with m > n. Then the quotient
and remainder of a(x)/b(x) can be calculated in O(n-log n) operations when n = m/2.

Proof: Corollary 4.7 follows directly from Theorem 4.6 and the discussion at the start
of this section.
[ J

Generalizing Newton’s Method For Solving P(y) =0

Just as Newton’s method in the real setting is developed in a setting more general than
just finding floating-point approximations of reciprocals, we will formulate Newton’s
method for power series as a general problem of solving algebraic equations involving power
series. To this end, recall that for a field F, the set F<x> denotes the field of extended power
series over F with indeterminate x. Then

Definition 4.4. An extended power series y(x) in F<x> is called an algebraic function over
the field F<x> if it satisfies a polynomial equation

P(y)=0 4.32)

where P (y) is a polynomial in y with coefficients from the field F<x>.
[ J

Example 4.13. The Legendre polynomials

L) =1, Lie)=t, L) =22, Ly =231, .

have a generating function

G(tx)=(1-2mx +x5712,
that is,

G(tx)= Y L;(1)x'.

i=0

o find all the Legendre polynomials is therefore the same problem as finding the power
scries expansion in x of a function y satisfying

PO)=(1-2tx +x2)yt-1=0.
Notice that P(y) is a polynomial in y with coefficients from the field F<x>. F in wrn is Q(¢),
the quotient field of Q[¢], the ring of polynomials over the rationals with indeterminate z.
I'he solution, y(x), will also have coefficients which are not just rationals, but polynomials in

Qltl. Thus y(x) s in QJz]|]x|] which in turn is a subset of Q(¢)<x>. Here Q[¢][[x]] is the
Jomain of power series in x with coefficients that are polynomials with rational coefficients,
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while Q(z)<x> is the domain of extended power series in x having rational functions over Q

as the coefficients.
[ J

The notion of convergence in a power series domains has been presented in the previ-
ous section. To complete our generalization of Newton’s iteration procedure to algebraic
functions over power series domains, we need to describe a starting point for the iteration
process. Thus, we must obtain an initial approximation y,. This initial approximation is

obtained by solving the simpler equation
P(y)=0 mod x. (4.33)

At the k-th step of the iteration we wish to have the first 2 terms of the power series; hence
11
we need only calculate our iteration up to x%. Therefore the power series generalization of
equation (4.25) is given by
NI ('
n+l n Pl(yn)

Example 4.14. Let us solve the first two steps of Newton’s method as applied to the previ-
ous example. The initial value y, is determined by solving the equation (4.33), which in our

mod x2™" ] (434

example is just the equation
yr-1=0.

One solution is given by y, =1, hence
Poo)=(1-2tx+x2)y¢ -1=0 mod x

and so is an order one approximation to the exact power series answer. This gives a starting
point for the iteration.

Equation (4.34) with n =0 and yp=1is

P'(1)
_ 2
=1- L"’x)z mod x2
2(1 - 2tx +x%)
=1- [—tx+%(]—4t2)'x2+ -++ mod x2]=1+tx.

Simple algebra verifies that P(y;) =0 mod x2.
Equation (4.34) withn =land y; =1+ tx is

P(1+1x)

A RELT N 4
P+ m9F)

y2=(1+wx)—(
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(1-3x2 + =283 + 24

=(1+tx)—( mod x*)
2-2x+ (1222 + o3
= PP I N QW S I S A B 4
=1+o) - (G -+ (G - S0)x + mod x*)
- yp (320,253 _3,,3
—1+tx+(2t 2)x +(2t 2t)Jc.
Again, a simple check shows that P(y,) =0 mod x*.
Hence our approximations are

ymod x =1,

y mod 2 =1+,

y mod P=l+ux +(it2—l)x2+(it3—lt)x3

2 2 2 2

which demonstrates the notion of quadratic convergence of our approximations.
o

Example 4.15. Newton’s method gives a very good method for determining r-th roots of a
power series. For example, to calculate the square root of

a@)=4+x+22+33+ -
means finding a power series y in x satisfying y2 = q(x), thatis
PO =y?—a(x)=0.
Newton’s iteration scheme becomes
2
Yo' —ax) -
2" mod x¥

. (4.35)

Int1=¥n —

The initial point of the iteration process is the solution of

0=P(y) mod x =y*-4
which in this case gives one solution as y; =2. To determine y;, we use equation (4.35) to
abtain

_4-a)

n=2 mod x2=2+%x.

Notice that (2 + %x)2 mod x%= 4 +x).
To determine y, we calculate

@+x+ 1/16x3) - a(x)
4+ 1/2x
31 353 3

1 2 4
- +_ + _ +— e
2 R X 512x + mod x ]

y2=2+%x—— [ mod x4]
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1 31

=2+ + 383

S 02
64x +512x.

Notice that
31 353

1,31 2 353 32 4 _ 2 3
(2+4x+641 +5121) mod x*=(4+x+ 2x“+ 3x°).

Continuing in this manner, we obtain solutions to our algebraic equation modulo xs, x16, e

Algorithm 4.7, Newton’s Method for Solving P(y) =0.

procedure NewtonSolve(P (y), yg, n)
# Given P (y) € F[[x]][y], and a point y, satisfying
# P(yp)=0 mod x and P’(yp) # 0, we determine the first
# 2" terms of a solution to P (y)=0 via Newton’s method.

Yy <X
for k from O to n—1 do
y &y~ (POYP'5) modx?")
return(y)
end

Theorem 4.8. Let P(y) € F[[x]][y] be a polynomial with power series coefficients. Let yg
be an O(x) approximation to the correct solution y. If

P(yp)=0 mod x, and P(yp) #0 mod x

then the iteration given by (4.34) converges quadratically, that is, if ¥ is the exact solution of
(4.32) then

%=y + 0G2),
Proof: We prove Theorem 4.8 by induction on k.

Clearly, by our choice of y,, the theorem is true for kK =0. Thus assume that our result

is true for Kk = n, and we wish to show that it is true for kK = n+1. From Theorem 2.8 (with
x =y, and y =y-y,) we can expand P(¥) in its Taylor expansion as

POY)=POp) + P00 = ) + QU= 0 = 3 (436)
where Q is a polynomial in y, and y —y,. Since
P’(y,) mod x = P’(y, mod x)=P’(y, mod x) =P’(yg) mod x

we obtain P’(y,) # 0. Using this, along with the fact that ¥ solves (4.32) exactly, we may
transform equation (4.36) into
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P(ys) QUnY~Yn)

0=—"—+(-y)+— O -y
PO T TRy U
This in turn can be rewritten as
P()’,,) Q(me_y ) n
- @ -y,) (4.37)

= y - ’ ’
" PO P'(y)
By definition we have

P(y,)
P'(yy)

Ynt1 = ¥n—

mod x%' ]

while our induction hypothesis gives
Y=y, mod x%,
hence
¢ -y,*=0 mod x*",
and equation (4.37) becomes

141
)9=yn+l mod x2 .

Since the result is true for k = n+1, Theorem 4.8 follows by induction.

Exercises

I.  Determine recurrence relations for the cost of the following arithmetic operations. Then
determine the complexity of the operations in each case.

(a) The arithmetic operation of addition of two multiprecision integers of length m
and n.

(b) The arithmetic operation of multiplication of two muitiprecision integers of length
m and n.

(c) The arithmetic operation of division with remainder of two polynomials of
degrees m and n.

(d) The arithmetic operation of binary powering in Z ..

[£%2

Show that the extended Euclidean algorithm applied to two n-bit integers has a com-
plexity of O(n?). Show also that the worst case occurs when taking the GCD of two
consecutive Fibonacci numbers (cf. Chapter 2).

! Modify the power series powering algorithm of this chapter to determine ¢** for a
given power series satisfying a(0) = 0.
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10.

13.
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Modify the power series powering operation B(x) =A(x)’ to allow for the case where
A(0)=0.

Determine a recurrence relation for the cost of power series powering. What is the com-
plexity of calculating the first n terms of the power series for A (x)’ when A(0) = 1?

Apply the reversion algorithm of this chapter twice to see that the process does indeed
return to its original power series.

Apply the reversion algorithm to the polynomial a(x) =x — x°.

Determine a recurrence relation for the cost of reversion using Lagrange’s inversion
formula and our power series powering algorithm. What is the complexity of calculat-
ing the first n terms of the power series for this case?

Let a(x) and b(x) be the polynomials
a() =x* -2 +3x -3, b(x)=x2+2x+3
from the domain Z;[x].

(a) Multiply the two polynomials by using the modular algorithm.
(b) Determine if b(x) divides a(x) by using the trial division algorithm.
(¢) Repeat part (b) with b(x) =x>+x + 3.

Develop a trial division algorithm for division of integers by performing divisions in Z,
for primes p.

What are the storage requirements of Karatsuba’s algorithm for muitiplying two mul-
tiprecision integers of length n? How do the space requirements compare to those

required by the grade school method?

Develop a Karatsuba algorithm for the fast multiplication of two polynomials.

The following divide-and-conquer approach to matrix multiplication is due to V.
Strassen [13]. Note the similarity of ideas with Karatsuba’s algorithm. To compute the

matrix product
ai a2 | [bu biz
T a2 ax| b1 by

[011 ‘12
first compute the following products:

C21 €22

my = (a13-ap)(bytby), my = (a1 +ay)b thy),
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14.

15.

16,

(@1+a12)by,

my = (ay—ax)(by+b12), my

ag(ba1—b11),

ay11(b12-b37), mg

ms
my = (ay+axn)by;.
Then compute the ¢;; by
Ciy =my+myg—my+mg Cip=my+ms,
€y = Mg+ my, Coy = My — mz + ms —my.

Analyze the performance of this algorithm. We mention in passing that Strassen’s
algorithm was the first known method of multiplying two nxn matrices with a com-
plexity less than O(n3). The result was very surprising and has spawned numerous
similar approaches to reduce the complexity of matrix multiplication even further (cf.
Pan [10] or Coppersmith and Winograd [3]). The last named reference gives the lowest
known exponent (2.375477) at the time of writing.

Let
a@)=-x>+3x+1, b)=2* -3 -2 +x +1

be polynomials from Z4[x]. Determine the FFT of both a(x) and b(x). Use this to cal-
culate the product of the two polynomials.

Let a(x) be a polynomial of degree 3"-1.
(a) Show that a(x) can be decomposed into
a(@) =b@®) +xc(x®) +x2d (x>
where b, ¢, and d are polynomials of degree at most 3”1 — 1.

(b) Determine a symmetry condition similar to that found in Lemma 4.1 which will
allow a(x) to be evaluated at 3" points, by evaluating 3 polynomials at 31
points.

(¢) Show that if @ is a primitive 3"-th root of unity in a field F, then the points

Lao,. .. o satisfy the symmetry condition determined in part (b).
(d) What is the cost of evaluating a(x) at the 3" points given in part (c)?

(e) Use parts (a) to (d) develop a 3-ary FFT algorithm. Notice that a similar approach
can be used to develop a b-ary FFT algorithm for any positive integer b.

Use Newton’s method to find the first 8 terms of the reciprocal of

a@)=2 -2+ v axt - 50 x4 o
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17.

18.

19.

20.
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Calculate the first 8 terms of

L)

(1-x)

using Newton’s iteration on the equation
Py)=(1-x)y*-1=0.

Determine an algorithm to find the p-th root of a power series @(x) based on Newton’s
method.

y(x) = [

This question determines the cost of Newton’s iteration
, _ st
Yns1=Yn —( P(yn)P (Yn) ! mod x2 )
in the case where P (y) is an arbitrary polynomial over F[[x]] of degree m.

(a) For a polynomial P(y) and a point y, show that there are polynomials Q(y) and
R(y) such that

Py) = 0 -y +P0),
Q) = 0 - VIR +PO).

(b) Using part (a), show that P(¥) and P’(¥) can be calculated with 2m — 1 multiplica-
tions.

(¢) Show that Newton’s iteration requires O(m-M(n)) operations to compute the first
n terms of the power series for a solution of P(y)=0 where M(n) is the cost of
multiplying two polynomials in F[[x]] of degree n.

(d) Deduce that if F is a field supporting the FFT, then Newton’s method applied to
an algebraic equation of degree m requires O(m-n-log n) operations to determine
the first n terms of the power series expansion of the root.

Determine an algorithm for power series reversion using Newton’s iteration procedure.
Use this algorithm to determine the first 8§ terms of arctan(x).
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CHAPTER 5

HOMOMORPHISMS AND

CHINESE REMAINDER ALGORITHMS

5.1. INTRODUCTION

In the previous three chapters we have introduced the general mathematical framework
for computer algebra systems. In Chapter 2 we discussed the algebraic domains which we
will be working with. In Chapter 3 we concemed ourselves with the representations of these
algebraic domains in a computer environment. In Chapter 4 we discussed algorithms for per-
forming the basic arithmetic operations in these algebraic domains.

In this and subsequent chapters we will be concerned with various algorithms which are
fundamental for computer algebra systems. These include factorization algorithms, GCD
algorithms, and algorithms for solving equations. We will see that there are fundamental
differences between algorithms required for computer algebra systems versus those required
for systems supporting only floating-point arithmetic. We must deal with the problem of
intermediate expression swell, where it is not uncommon for the coefficients involved in
intermediate steps to grow exponentially in size. In addition, we must concern ourseives
with the special properties of the computer environment in which we are working. Thus we
realize that computing with coefficients which are single-precision integers (that is, integers
which fit inside one computer word) is considerably more efficient than computing with mul-
tiprecision coefficients. At the same time, we realize that computer algebra systems require
cxact rather than approximate answers. Thus having multiprecision coefficients in a solution
to a given problem will be the norm, rather than the exception.

5.2. INTERMEDIATE EXPRESSION SWELL: AN EXAMPLE

Consider the simple problem of solving a system of linear equations with integer coeffi-
cients, for example the system

22x + 4y + T4z
15x + 14y - 10z
-25x — 28y + 20z

1,
-2,
34.
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If we wish to solve this system using only integer arithmetic, then a variation of Gaussian
elimination may be applied. Thus, to eliminate the x term from the second equation we sim-
ply multiply equation one by 15, equation two by 22 and take the difference. The system of
equations, without the x term in equations two and three, will then be

2+ 4y + Tdz= 1,
—352y — 1330z =59,
484y + 2290z =773.
Continuing in this manner until we isolate x, y and z gives the ‘‘reduced’’ system
1257315840x =7543895040,
—57150720y =314328960,
162360z = 243540,

which gives our solutions as
- 7543895040 _
1257315840
— 314328960 -
-57150720

- 243540
162360

=)

—
—

Notice the growth in the size of the coefficients. Indeed it is easy to see that if each
coefficient in a linear system having n equations and n unknowns requires w computer
words of storage, then each coefficient of the reduced linear system may well need 2l
computer words of storage. That is, this method suffers from exponential growth in the size
of the coefficients. Notice that the same method may also be applied to linear systems hav-
ing polynomials, rather than integers, as coefficients. We would then have both exponential
growth in the size of the numerical coefficients of the polynomials, and exponential growth
in the degrees of the polynomials themselves.

Although our method in the previous example may suffer from exponential growth, our
final answer will always be of reasonable size. For, by Cramer’s rule we know that each
component of the solution to such a linear system is a ratio of two determinants, each of
which requires approximately n - @ computer words. Thus the simplification found in the
final form of the answer is the norm rather than the exception.

Of course we can always solve the system by reverting to rational arithmetic, but this
also involves a hidden cost. Each rational arithmetic operation requires GCD computations,
which are expensive when compared to ordinary operations such as addition or multiplica-
tion. (While this may not be so apparent with linear systems having integer coefficients, one
only need consider linear systems having polynomial coefficients.) In Chapter 9 we will give
a fraction-free method that closely resembles the method just described, but which has a con-
siderable improvement in efficiency while still avoiding quotient field computation. We
remark that the problem of exponential intermediate coefficient growth is not unigque to
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linear systems. It appears in numerous other calculations, most notably in polynomial GCD
calculations (cf. Chapter 7).

In this chapter we describe one approach, commonly called the modular or multiple
homomorphism approach, to solving problems such as our previous example. This method
involves breaking down a problem posed in one algebraic domain into a similar problem in a
number of (much simpler) algebraic domains. Thus in our example, rather than solving our
system over Z we solve the linear system over Zp, for a number of primes p. These domains

are simpler in that they are fields, and so allow for the normal use of the Gaussian elimina-
tion method. In addition, since the coefficient domains are finite fields, the coefficients that
arise during the solution are all of fixed size. Thus we avoid the problem of exponential
coefficient growth that plagues us in numerous applications. In some sense we may think of
ourselves as working in a number of fixed-precision domains.

Of course, we still must know how to piece together the solutions from these
“‘homomorphic images’’ of our original problem. This is the subject of the Chinese
remainder algorithm (in both integer and polynomial forms) which provides the central focus
of this chapter. Along the way we must also deal with such problems as determining which
domains are most suitable for our reductions, and deciding how many such homomorphic
reductions are needed to piece together a final solution.

5.3. RING MORPHISMS

In this section we introduce the concept of mapping an algebraic system onto a simpler
“‘model”’ of itself and, alternatively, the concept of embedding an algebraic system into a
larger algebraic system. A related concept is that of an isomorphism between two algebraic
systems which we have already encountered in Chapter 2. It is convenient to adopt the ter-
minology of universal algebra when discussing these concepts.

Subalgebras

By an algebra (or algebraic system) we understand a set S together with a collection of
operations defined on S. Specifically for our purposes, by an algebra we shall mean any one
of the following types of rings:

commutative ring

integral domain

unique factorization domain (UFD)
Euclidean domain

field .



154 Algorithms for Computer Algebra

Thus the operations in the algebras we are considering are the binary operations of addition
and multiplication, the unary operation of negation, and the nullary operations of “‘select 0’
and “‘select 1.5 In addition, if the algebra is a field then there is also the unary operation of
inversion which maps each element (except 0) onto its multiplicative inverse. When the col-
lection of operations is implied by context, we often refer to the algebra S when what we
mean is the algebra consisting of the set S together with the operations defined on S.

Definition 5.1. Let S be an algebra. A subset S’ of the set S is called a subalgebra if §' is
closed under the operations defined on S.
[ J

We use the following terminology for subalgebras of the specific algebras listed above.
If S is a (commutative) ring then a subalgebra of S is called a subring. If S is an integral
domain, UFD, or a Euclidean domain then a subalgebra of S is called a subdomain. If S is a
field then a subalgebra of S is called a subfield. For any algebra S, it is clear that if a subset
S’ is closed under all of the operations defined on S then all of the axioms which hold in S
are automatically inherited by the subalgebra S’. In particular, a subring of a commutative
ring is itself a commutative ring, a subdomain of an integral domain (UFD, Euclidean
domain) is itself an integral domain (UFD, Euclidean domain), and a subfield of a field is
itself a field.

Example 5.1. In Figure 2.2 of Chapter 2, if two domains S and R are related by the notation
S — R then S is a subdomain of R. For example, D[x] and D[[x]] are subdomains of
Fp((x)). Also, D(x) and D((x)) are subfields of Fp((x)).

[ J

Morphisms

In discussing mappings between two rings R and R’ we will adopt the convention of
using the same notation to denote the operations in R and in R” Thus + will denote addition
in R or in R’, depending on context, multiplication in both R and R’ will be denoted by juxta-
position without any operator symbol, and 0 and 1 will denote (respectively) the additive and
multiplicative identities in R or R’, depending on context. This convention is particularly
appropriate in the common situation where one of R, R’ is a subring of the other.

6. A binary operation takes two operands and a unary operation takes one operand. Similarly, a nullary operation takes no operands
and is simply a selection function — in our case, the operations of selecting the additive idenity 0 and the multiplicative identury 1.
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Definition 5.2. LetR and R’ be two rings. Then a mapping ¢ : R — R’ is called a ring mor-
phism if

(i) o(@+b)=0() +¢(k) forallab € R;
(i) ¢(ab) =d(a) 6(b) forall a,b € R;
(i) 1) =1.
[ J

The general (universal algebra) concept of a morphism between two algebras is that of a
mapping which preserves all of the operations defined on the algebras. In Definition 5.2,
note that properties (i) - (iii) ensure that three of the ring operations are preserved but that no
mention has been made of the unary operation of negation and the nullary operation *‘select
0’’. This is because the two additional properties:

$(0)=0;
0(—a)=—9(a) forallae R

are simple consequences of the ring axioms and properties (i) - (iii). Similarly, if R and R’
are fields with the additional unary operation of inversion then the ring morphism of Defini-
tion 5.2 is in fact a field morphism because the additional property:

0@ =[¢@@)]™! foralla e R-{0}

1s a consequence of the field axioms and properties (i) - (iii). Therefore in the sequel when
we refer to a morphism it will be understood that we are referring to a ring morphism as
defined in Definition 5.2.

Morphisms are classified according to their properties as functions. If $: R > R’ is a
morphism then it is called a monomorphism if the function ¢ is injective (i.e. one-to-one), an
epimorphism if the function ¢ is surjective (i.e. onto), and an isomorphism if the function ¢ is
bijective (i.e. one-to-one and onto). The classical term homomorphism in its most general
usage is simply a synonym for the more modern term ‘‘morphism’’ used in the context of
umversal algebra. However in common usage the term ‘‘homomorphism’” is most often
identified with an epimorphism and in particular if ¢ : R — R’ is an epimorphism then R’ is
called a homomorphic image of R.

A monomorphism ¢ : R — R’ is called an embedding of R into R’ since clearly the
mapping ¢ : R — ¢(R) onto the image set

oR) = {r’ e R ¢(r)=r" forsomer € R}

i» an isomorphism — i.e. the ring R’ contains R (more correctly, an isomorphic copy of R) as
« subring. An epimorphism ¢ : R — R’ is called a projection of R onto the homomorphic
image R’ In this terminology, it is clear that for any morphism ¢ : R — R’ the image set
®(R) is a homomorphic image of R. An important property of morphisms is that a
homomorphic image of a (commutative) ring is itself a (commutative) ring. However, a
homomorphic image of an integral domain is not necessarily an integral domain (see Exam-
ple S.4).
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Example 5.2. Several instances of isomorphic algebras were encountered in Chapter 2. For
any commutative ring R, the polynomial domains R[x,y], R[x]{y], and Rly]{x] are iso-
morphic; for example, the natural mapping
¢ :Rlx,y] = R[x]ly]
defined by
m n i . n m . .
oY X aix'y)=3 (X azx)y
i=0 j=0 j=0 i=0
is an isomorphism. Similarly, for any integral domain D with quotient field Fp, the fields of
rational functions D(x) and Fp(x) are isomorphic with a natural mapping between them.

Also, for any field F the fields F((x)) and F<x> are isomorphic with a natural mapping from
the canonical form of a power series rational function in F((x)) onto an extended power
series in F<xr>,

[ J

Example 5.3. Let D be an integral domain and let Fy, be its quotient field. The mapping
60:D-oFp

defined by
o(@)=[a/l] foralla € D

is a monomorphism. Thus ¢ is an embedding of D into Fp, and we call Fy an extension of D

(the smallest extension of the integral domain D into a field).
[ J

Example 5.4. Let Z be the integers and let Z; be the set of integers modulo 6. Let
¢ : Z — Zg be the mapping defined by

¢(a) =rem(a,6) forallae Z

where the remainder function ‘‘rem”” is as defined in Chapter 2. Then ¢ is an epimorphism
and thus ¢ is a projection of Z onto the homomorphic image Z,. Z4 is a commutative ring
because Z is a commutative ring. Z; is not an integral domain (see Exercise 2.3) even

though Z is an integral domain.
[ J

Example 5.5. Let R and R’ be commutative rings with R a subring of R’. Let R[x] be the
commutative ring of univariate polynomials over R and let

¢:R[x] >R’
be the mapping defined by
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d(a(x)) = a(er)

for some fixed element 0. € R’ (i.e. the image of a(x) is obtained by evaluating a(x) at the
value x = o). Then ¢ is a morphism of rings.
[ J

Modular and Evaluation Homomorphisms

In the sequel the morphisms of interest to us will be projections of a ring R onto
(simpler) homomorphic images of R. In keeping with common usage we will use the term
‘‘homomorphism’ for such projections. We now consider two particular classes of
homomorphisms which have many practical applications in algorithms for symbolic compu-
tation.

The first homomorphism of interest is a generalization of the projection of the integers
considered in Example 5.4. Formally, a modular homomorphism

O Zlxy, . ... x,] > Z[x ..., %]
is a homomorphism defined for a fixed integer m € Z by the rules:
0n(x)=x;, for 1<i<yv;

¢,,(a) =rem(a,m), for all coefficients a € Z.

In other words, a modular homomorphism ¢, is a projection of Zixy,..., x,] onto
Z,[x,...,x,] obtained by simply replacing every coefficient of a polynomial
a(x)e Z[x,, ..., x,] by its ““modulo m*’ representation. Of course ¢, remains well-defined

in the case v = 0 in which case it is simply a projection of Z onto Z,,,.

Example 5.6. In Z[x.y} let a(x,y) and b(x,y) be the polynomials
a(e,y) =3x%?% - x%y + 5x% + xy* - 3xy; (5.1
b(x,y)=2xy + Tx +y* -2, (5.2)

The modular homomorphism ¢5 maps these two polynomials onto the following polynomials
in the domain Zs[x,y]:

ds(@(x.y)) = 3x2y2 + dxy + xy® + 2xy;
¢5(b(x.)’)) = ny + Zx +y2+3'

Similarly, the modular homomorphism ¢ maps (5.1) - (5.2) onto the following polynomials
in the domain Z,[x,y]:

Os(@(x,y)) = 3xy? + 6x2y + 5x? + xy? + dxy;

Py(b(x.y)) = 2xy +y2 +5.
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The second homomorphism of interest is a special case of the ring morphism con-
sidered in Example 5.5 applied in the context of a multivariate polynomial domain
D[xy, ..., x,]. In the notation of Example 5.5, we identify x with a partficular indeterminate
x; and we choose

R=R'=D[x;, ..., %_1, %1, .-, %1
so that
Rlx]=DIx;, ..., x,].
Formally, an evaluation homomorphism
Ora:Dlxy, ..., x,1 > Dlxy, oo, X X1 - - -5 X1

is a homomorphism defined for a particular indeterminate x; and a fixed element o € D such

that for any polynomial a(xy, . .., x,) € Dlx;, ..., x,],

Oralaley ..., X)) =a@y, ... X, O Xy, oo, X))
In other words, an evaluation homomorphism ¢, _ is a projection of Dix;, ..., x,] onto
Dlxq, ..., Xi_1, X4, - - . » X, ] Obtained by simply substituting the value o € D for the j-th

indeterminate x;. Thus the notation ¢, _ can be read “‘substitute « for x;”’. (The particular
choice of notation ¢, , for an evaluation homomorphism is such that the subscript x;—o
corresponds to the subscript m in the notation ¢,, for a modular homomorphism. The reason
for this correspondence of notation will become clear in a later section.)

Compositions of modular and evaluation homomorphisms will be used frequently in
later chapters for projecting the multivariate polynomial domain Z[x, . .., x,] onto simpler

homomorphic images of itself. In most such applications a modular homomorphism ¢,,
where p is a positive prime integer, will be chosen to project Z[xy, ..., x,] onto
Zp[xl, ..., X,} where the coefficient domain Zp is now a field. A sequence of evaluation

homomorphisms (one for each indeterminate) can then be applied to project the multivariate
polynomial domain Zp[xl, ...,X,] onto a2 homomorphic image of the form Zp [x] (@

Euclidean domain) or, if desired, onto a homomorphic image of the form Zp (a field). It will
be seen in later chapters that for the problem of GCD computation in Z[x;, . . ., x,], and also
for the problem of polynomial factorization in Z[xy, . . ., X,], very efficient algorithms can
be obtained by projecting to homomorphic images of the form Z,[x,] where the ordinary

Euclidean algorithm applies. The following example considers the more elementary problem
of polynomial multiplication in which case projections onto fields Z,, are appropriate.
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Example 5.7. In the domain Z[x] let
a(x)=7x+5 and b(x)=2x-3.
Suppose we wish to determine the product polynomial
c(x)=ax)bx).

Rather than directly multiplying these polynomials in the domain Z[x] we could choose to
project Zfx] onto homomorphic images Z, and perform the (simpler) multiplications in the
fields Zp. For example, the composite homomorphism

0, 00s5:Zx] > Zs

maps a(x) and b(x) as follows:

05 Oz0
a(x)>2x - 0;
¢S ¢x-0

bx)>2x+2-5 2.

Thus the product in this particular homomorphic image Zs is 0+ 2=0. Using standard
congruence notation for ““mod p’’ arithmetic we represent this as follows:

¢(0) =0 (mod 5).

Similarly, applying the composite homomorphism ¢,_; ¢5 yields:

¢S ¢1—1
ax)-> 2 > 2;
0s Ox-(

b(x)>2x+2 > 4.

This times the product in Z5 is 2 - 4 = 3. Thus,
c(1)=3 (mod 5).

Similarly, we find
c(2)=4(mod 5)

by applying the composite homomorphism ¢,_, ¢s. If in addition we apply the triple of com-
posite homomorphisms:

0075 Gr1975 G2y
each of which projects Z[x] onto Z-, we get
¢(0) =6(mod 7);
c(1)=2(mod 7);
¢(2)=5(mod 7).
The above process is only useful if we can ‘invert’ the homomorphisms to reconstruct
the polynomial ¢(x) € Z[x|, given information about the images of c(x) in fields Zp. The

iverse process involves the concepts of interpolation and Chinese remaindering which will
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be discussed later in this chapter. Briefly, since we know that deg(c(x)) = deg(a(x)) +
deg(b(x)) = 2, the polynomial c(x) is completely specified by its values at 3 points. Using
the above information, we obtain by interpolation:

clx)= 4x% + ax (mod 5);
c(x)=3x+6(mod 7).

Thus we know the images of ¢(x) in Zs[x] and in Z,[x]. Finally, we can determine
c(®) = cx?+cx +cpe Zlx]

by a process known as Chinese remaindering. For example, since we know that
¢;=4(mod 5) and ¢, =0(mod 7)

we can determine that
¢, = 14 (mod 35)

(where 35=15-7). We eventually get:
c(x)=14x* - 11x - 15 € Z[x].

5.4. CHARACTERIZATION OF MORPHISMS

Ideals

A ring morphism ¢ : R — R’ can be conveniently characterized in terms of its action on
particular subsets of R known as ideals.

Definition 5.3. Let R be a commutative ring. A nonempty subset I of R is called an ideal if
(i) a-b el foralla,b el
Gi) arel foralla e Iandforallr € R.

Two very special ideals in any commutative ring R are the subsets {0} and R since pro-
perties (i) and (ii) of Definition 5.3 are clearly satisfied by these two subsets. We call {0}
the zero ideal and R the universal ideal. By a proper ideal we mean any ideal I such that I =
{0} and I # R. Note that the subset {0} is not a subring of R according to Definition 5.1
since it is not closed under the nullary operation ‘‘select 1’’ defined on R (i.e. {0} does not
contain the multiplicative identity of R). This is a characteristic property of ideals which we
formulate as the following theorem.

Theorem 5.1. Every proper ideal I in a commutative ring R is closed under all of the ring
operations defined on R except that I is not closed under the nullary operation ‘‘select 1"
(ie. 1€ 1),
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Proof: It is easy to verify that property (i) of Definition 5.3 guarantees that I is closed
under the operations + (binary), — (unary), and ‘‘select 0"* (nullary). (Indeed property (i) is
used precisely because it is sufficient to guarantee closure with respect to these three
“‘group’’ operations.) It is also trivial to see that property (ii) guarantees that I is closed
under multiplication. As for the nullary operation ‘‘select 1°°, if 1 € I then by property (ii)
r e Iforallre R—ie. I =R sothatIis not a proper ideal.

[ J

The crucial property of an ideal I, apart from the closure properties of Theorem 5.1, is
the ‘“‘extended closure’’ property (ii) of Definition 5.3 which guarantees that I is closed under
multiplication by any element of the ring R.

Example 5.8. In the integral domain Z of integers, the subset
<m>={mr:r=0,%1,%2, ...}

for some fixed integer m € Z is an ideal called the ideal generated by m. For example, the
ideal <4> is the set

<4>=(0,14, 18, +12,...}.

Example 5.9. In the polynomial domain Q[x], the subset

<p@)> ={pxrax):a e Qlx]}
for some fixed polynomial p(x) € Q[x}] is an ideal called the ideal generated by p(x). For
example, the ideal <x — a> for some fixed o € Q is the set of all polynomials over Q which

have x — « as a factor (i.e. polynomials a(x) such that a(a) =0).
[ ]

Example 5.10. In the bivariate polynomial domain Z[x,y], the subset
(P1(x,y) a1(x,y) + pa(x ) ax(x,y) : ay(x.y), ax(x.y) € Zlx,y1}

for some fixed polynomials p,(x,y), p>(x,y) € Z[x,y] is an ideal called the ideal generated by
pi(x,y) and p,(x.y). We use the notation <p;(x,y), po(x,y)> for this ideal. For example, the

ideal <x,y> is the set of all bivariate polynomials over Z with constant term zero. Also note
that <y — o> for some fixed o € Z is an ideal in Z[x,y] consisting of all bivariate polynomi-
als over Z which have y — o as a factor (i.e. polynomials a(x,y) such that a(x,a) = 0). Simi-
larly <m> for some fixed integer m € Z is an ideal in Z[x,y] consisting of all bivariate poly-
nomials whose integer coefficients are multiples of m.

[ J

The fact that an ideal I in a commutative ring R is closed under addition and is closed
under multiplication by any element of R, implies that if I contains the n elements
ty, .. .. a, then it must contain the set of all linear combinations of these elements, defined
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by:

<ay,...,a,>={ay+ - +a,r,:r; € R}.
On the other hand, it is easy to verify that for any given elements g, . .., a, € R, the set
<ay, ..., a,> of all linear combinations of these elements is an ideal in R. The ideal
<ay, ..., a,>is called the ideal with basis a, .. ., a,.

Definition 5.4. An ideal I in a commutative ring R is called an ideal with finite basis if I can
be expressed as the set < aqy, . .., a,> of all linear combinations of a finite number n of ele-

ments @y, ..., a, € R.
[ J

Definition 5.5. An ideal I in a commutative ring R is called a principal ideal if 1 can be

expressed as the set < a> of all multiples of a single element a € R.
[ J

Domains with Special Ideals

Definition 5.6. An integral domain D is called a Noetherian integral domain if every ideal

in D is an ideal with finite basis.
[ ]

Definition 5.7. An integral domain D is called a principal ideal domain if every ideal in D is
a principal ideal.
[ J

It can be proved that every Euclidean domain is a principal ideal domain and therefore
the domains Z and Qfx] considered in Examples 5.8 and 5.9 are principal ideal domains.
The polynomial domain Z[x,y] considered in Example 5.10 is an example of an integral
domain that is not a principal ideal domain since it is not possible to generate the ideal
<x,y >, for example, by a single element. However it can be proved that if D is a Noeth-
erian integral domain then so is the domain D[x], which implies by induction that Z[x, y] and
indeed any multivariate polynomial domain over Z or over a field is a Noetherian integral
domain.

In the hierarchy of domains given in Table 2.3 of Chapter 2, the principal ideal domain
lies between the unique factorization domain (UFD) and the Euclidean domain (i.e. every
Euclidean domain is a principal ideal domain and every principal ideal domain is a UFD).
However the multivariate polynomial domains considered in this book are Noetherian
integral domains but are not principal ideal domains. The abstract concept of a Noetherian
integral domain, unlike a principal ideal domain, is not simply a UFD which satisfies addi-
tional axioms. (For example, the integral domain
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S={a+bV=5: a,be Z)
considered in Exercises 2.10 and 2.11 is a Noetherian integral domain but is not a UFD.)

In the sequel we will require the concepts of the sum and product of two ideals and also
the concept of an integral power of an ideal. These concepts are defined in the following
definition in the context of an arbitrary Noetherian integral domain. Before proceeding to
the definition let us note the following generalization of our notation for specifying ideals in
a Noetherian integral domain D. If I and J are two ideals in D then by the notation <I,J> we

understand the ideal <ay, ..., a,,by,..., b,,> where a, ..., a, € D forms a basis for I
and where by,..., b, € D forms a basis for J (that is, I = <ay,...,a,> and J =
<by, ..., by>). The notation <I, b> or <b, I> where b € D and [ is an ideal in D is simi-

larly defined —i.e. <I, b> =<I, <b>>.

Definition 5.8. Let I and J be two ideals in a Noetherian integral domain D and suppose
I=<ay...,a,>,J=<by, ..., b,>forelementsa; e D(1<i<n),b;e D(1<j<m).

(i) The sum of the ideals T and J in D is the ideal defined by <I, I> =
<ay, ..., a,by ..., b,> Note that the ideal <I, I> consists of all possible sums
a+bwhereae landb e J.

(i) The product 1 - J of the ideals I and J in D is the ideal generated by all elements a; b;
such that g; is a basis element for I and b; is a basis element for J. Thus the product of I
and J can be expressed as

II=<aiby, ..., by, aby, ..., a0by,, ..., a,b1,..., a,b,>.

(iii) The i-th power of the ideal I in D (for i a positive integer) is defined recursively in
terms of products of ideals as follows:

F=1-T1! fori22.
[ ]

The application of Definition 5.8 to the case of principal ideals should be noted in par-
ticular, For the product of two principal ideals < a> and <b> in D it follows from Defini-
tion 5.8 that

<a> <b>=<ab>.
Similarly for the i-th power of the ideal < @a> in D we have
<a>'=<a'> forizl.

‘The sum of the ideals < a> and <b> in D is simply the ideal <a,b> which may not be a
principal ideal. However if D is a principal ideal domain then the sum <a,b> must be a
principal ideal. It can be proved that in any principal ideal domain,
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<a,b>=<GCD(a,b)>.

(Note that since D is a principal ideal domain it is also a UFD and therefore the GCD exists
by Theorem 2.1.)

The Characterization Theorem
Definition 5.9. Let R and R’ be commutative rings and let ¢ : R = R’ be a morphism. The
kernel K of the morphism ¢ is the set defined by:
K =¢"1(0) = {a:ae R and ¢(a) =0}.
[ ]

Theorem 5.2. Let R and R’ be commutative rings. The kemel K of a morphism ¢ : R > R’
is an ideal in R.

Proof: The set K is not empty since ¢(0) =0. If a,b € K then
0@ -b)=(a) - ¢(5)=0-0=0
so that g —b e K, proving property (i) of Definition 5.3. Similarly property (ii) holds
because if a € Kand r € R then
®ar)=¢@)p(r)=0-¢() =0

so that ar € K.
[ ]

There is a direct connection between the homomorphic images of a commutative ring R
and the set of ideals in R. Recall that every morphism ¢:R — R’ determines a
homomorphic image ¢(R) of the ring R. We see from Theorem 5.2 that to each morphism
¢ : R — R’ there corresponds an ideal in R which is the kernel K of ¢. Conversely, we shall
see in the next section that to each ideal 1in R there corresponds a homomorphic image R’ of
R such that I is the kernel of the corresponding morphism ¢: R — R’. We first prove that a
homomorphic image of R is completely determined (up to isomorphism) by the ideal of ele-
ments mapped onto zero.

Theorem 5.3 (Characterization Theorem). Let R be a commutative ring and let K be an
ideal in R. If ¢;: R — R’ and ¢,: R = R" are two morphisms both having kernel K then the

correspondence between the two homomorphic images ¢;(R) and ¢,(R) defined by
01(@) & 92(a)
is an isomorphism.
Proof: Suppose ¢, and ¢, have kemnel K. The correspondence mentioned above can be

formally specified as follows. For any element € ¢,(R) the set of pre-images of a is the
set
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071(@) = {ae R: ¢;(a)=a).
We define the mapping
V: 01(R) = 92(R)
by
v (@) = do(¢7 (@) for all e ¢y(R) (5.3)

where we claim first that the image under ¢, of the set ¢1‘1(a) is a single element in §,(R).
To see this, note that if @, b € R are two elements in the set ¢; l(ot) then @ — b € K (the ker-
nel of ¢;) since

91(@a —b)=01(a) - ¢;(b) =~ =0.
Hence,

02(a —b) = 2(a) - $2(b) =0
(because K is also the kernel of ¢,) yielding

92(a) = ¢5(b).

Thus (5.3) defines a valid mapping of ¢;(R) into ¢,(R) and clearly y specifies the correspon-
dence mentioned above. We may calculate (5.3) by letting a € ¢; (o) be any particular
pre-image of & and setting y (o) = ¢,(a).

We now claim that y is an isomorphism. Properties (i) - (iii) of Definition 5.2 are satis-
fied by y because they are satisfied by the morphisms ¢, and ¢,. To see this, for any

o,Be 0;(R)leta e o7 (o) and b € ¢7'(B) be particular pre-images of & and P, respectively.
Then a particular pre-image of & + 3 € ¢,(R) is the element ¢ + b € R since
b1(a +b) = §y(a) + ¢;(b) = o+ [;
similarly, ab € R is a particular pre-image of off € ¢;(R). Thus,
¥ @+ B) = d2(07 (e + B)) = dy(a+h) = 02(@) + 0(b) = y (00) + y (B)
and
v (@B) = (91 ' (@B)) = 9x(ab) = d5(a) d2(b) = ¥ (@) y (B)

verifying properties (i) and (ii). To verify property (iii), note that 1 € R is a particular pre-
image of 1 € ¢,(R) because ¢,(1) = 1 (i.e. ¢; is a morphism) and therefore

y (1) = 0,07 (1) = p(1) =1

(because ¢, is a morphism). We have thus proved that y is a morphism. It is easy to see that
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the mapping  is surjective since the mappings
¢: R > ¢;(R) and ¢,:R — $»(R)

are surjective. To see that y is injective, let o, B € ¢;(R) have particular pre-images a,b € R
(i.e. o0 = ¢y(a) and B = ¢;(b)) and suppose that y (o) = y (B). Then we have

92(01"(@) = 0007 (B
= 9y(@) = 9(b)
=>a—b e K (the kernel of ¢,)
=> 0y(a) = §;(b) (because K is the kernel of ¢;)
=a=0
Hence the mapping y is injective and y defines an isomorphism between ¢;(R) and ¢,(R).
[ ]

Corollary to Theorem 5.3.

Let ¢ : R > R’ be a morphism between commutative rings R and R". I K denotes the
kernel of ¢ then:

@) K = {0} if and only if ¢ is injective (i.e. ¢(R) = R in the sense of isomor-
phism);
(ii) K =R ifand only if p(R) = {0}.
Proof:

(1) If ¢ is injective then K = {0} because ¢(0) = 0. In the other direction, sup-
pose K = {0}. Then since the identity mapping ® : R — R is also a mor-
phism with kernel {0}, we have from Theorem 5.3 that the mapping
¢ : R - ¢(R) is an isomorphism; i.e. ¢ is injective.

(ii) By definition of the kemel K, if ¢(R) = {0} then K = R and if K=R then
®R)={0}.

[ ]

By Theorem 5.3, we can specify a homomorphic image of a commutative ring R by
simply specifying the ideal of elements which is mapped onto zero. The above corollary
specifies the two ‘‘degenerate’’ cases corresponding to the two choices of ideals which are
not proper ideals. By a proper homomorphic image of a commutative ring R we mean a
homomorphic image specified by a morphism ¢ whose kernel is a proper ideal in R.
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5.5. HOMOMORPHIC IMAGES

Quotient Rings

If R is a commutative ring and if [ is any ideal in R, we now show how to construct a
homomorphic image ¢(R) such that I is the kernel of the morphism ¢. Note that if ¢ : R —
R’ is to be a morphism with kernel I then we must have

¢@@)=¢p)ifandonlyifa-b e L
We therefore define the following congruence relation on R:
a=bifandonlyifa-bel 5.4

It is readily verified that the congruence relation = is an equivalence relation on R and it
therefore divides R into equivalence classes, called residue classes. For any elementg € R,
it is easy to prove that every element in the set

a+l={a+c:cel)

belongs to the same residue class with respect to the congruence relation =, that ae a + 1,
and moreover that if b is in the same residue class as a (i.e. if b=a) then b € a + 1. Thus
the residue class containing a is precisely the seta + L.

The set of all residue classes with respect to the congruence relation = defined by (5.4)
is called a quotient set, denoted by

RAI={a+l: a e R}

(read ‘‘R modulo the ideal I’’). Note that if @ and b are in the same residue class (i.e. if
a=b) thenag + [ and b + I are two representatives for the same element in the quotient set
R/I. We define the operations of addition and multiplication on the quotient set R/1, in terms
of the operations defined on R, as follows:

@+D+b+D=@+b)+; (5.5)
@+hp+bhH=(@)+1L (5.6)

Using the fact that I is an ideal, it can be verified that the operations of addition and multipli-
cation on residue classes in R/I are well-defined by (5.5) - (5.6) in the sense that the defini-
tions are independent of the particular representatives used for the residue classes. (Note that
the terminology being used here is very similar to the terminology used in Chapter 2 for
defining the quotient field of an integral domain.) The following theorem proves that the
quotient set R/l with the operations (5.5) - (5.6) is a commutative ring, and R/I is called the
quotient ring of R modulo the ideal I. Moreover, the theorem specifies a ‘‘natural’’
homomorphism ¢ : R — R/I such that I is the kernel of ¢ and the quotient ring R/ is the
desired homomorphic image of R.
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Theorem 5.4. Let R be a commutative ring and let I be an ideal in R. The quotient set R/1is
a commutative ring under the operations (5.5) - (5.6) and the mapping ¢ : R — R/I defined
by

¢@@)=a +1 foralla e R
is an epimorphism with kernel L.

Proof: First note that the residue classes 0 + I and 1 + I act as the zero and identity
(respectively) in R/I since from (5.5) - (5.6) we have:

(@+D+@O+I)=a+1 foranya+Ie R/,
@+ (Q+I)=a+1 foranya+1e R/
Now consider the mapping ¢ : R — R/l defined by
¢@)=a+1 forallae R.
It follows immediately from (5.5) - (5.6) that for any a, b € R,
da+b)y=(@+b)+I=(@+D+ (b +1)=0)+ pb)
and
¢(ab)=(ab) +I1=(@+D®+D =¢@a) ¢b).
Also,
o(H=1+1

by definition of ¢. Thus ¢ is a morphism according to Definition 5.2. But ¢ is surjective by
the definition of R/, so ¢ is an epimorphism. The fact that R/I is a homomorphic image of R
implies that R/I is a commutative ring. Finally, we can prove that the kernel of ¢ is precisely
I as follows:

ael = ¢a)=a+1=0+1
and

¢@)=0+1 = a+I=0+1 = a-0el = acl
[ ]
Example 5.11. In the integral domain Z of integers, we noted in Example 5.8 that <m> is
an ideal, for some fixed m € Z. Thus the quotient ring Z/< m> is a homomorphic image of

Z and <m> is the kernel of the natural homomorphism ¢ : Z — Z/<m>. Assuming that m
is positive, the elements of Z/< m> are given by:

Zi<m> = {0+t<m>,14<m>, ..., m=-1+ <m>}.

We usually denote Z/<m> by Z,, (the ring of integers modulo m) and we may denote its

elements simply by {0,1, ..., m—1}. The natural homomorphism is precisely the modular
homomorphism ¢,, : Z — Z,,, defined in Section 5.3.
[ ]
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Example 5.12. In the polynomial domain Q[x], we noted in Example 5.9 that < p(x)> is an
ideal for a fixed polynomial p(x)e Q[x]. Thus the quotient ring Q[xl/<p(x)> is a
homomorphic image of Q[x]and <p(x)> is the kernel of the natural homomorphism
¢ : Qlx] —» QIxV/<p(x)>. Two polynomials a(x), b(x) € Q[x] are in the same residue class
if they have the same remainder after division by p(x). In particular if p (x) = x — o for some
constant o € Q then

Qlxll<x—a>={r+<x—-a>: re Q).

In this case we may identify Q[x]/<x — o> with Q and the natural homomorphism is pre-
cisely the evaluation homomorphism ¢,_: Q[x] — Q defined in Section 5.3. (See Exercise

5.14.)
[ ]

Example 5.13. In the bivariate polynomial domain Z[x,y], we noted in Example 5.10 that
<m> is an ideal for some fixed integer m € Z. The quotient ring Z[x,y]/< m > can be iden-
tified with the ring Z,[x,y] and the natural homomorphism is precisely the modular
homomorphism ¢,, : Z[x,y] — Z,,[x,y] defined in Section 5.3. We also noted in Example
5.10 that <y —a> is an ideal in Z[x,y], for some fixed ae Z. The quotient ring
Z[x,yl/<y —o> can be identified with the ring Z[x] (see Example 5.12) and the natural
homomorphism is the evaluation homomorphism 0¢,_q: Z[x,y] — Z[x] defined in Section

5.3. (See Exercise 5.15.)
[ ]

1deal Notation for Homomorphisms

The choice of notation used for the modular and evaluation homomorphisms defined in
Section 5.3 and used in the above examples can now be justified. In general if R is a com-
mutative ring then any ideal I in R determines a homomorphic image R/I and we use the
notation ¢; to denote the corresponding natural homomorphism from R to R/I. Thus if

R =Z[x, ..., x] and if I=<m> for some fixed integer m € Z then ¢, (or simply ¢,,)
denotes the modular homomorphism which projects Z[xy, ..., x,] onto the quotient ring
Zlvy, ..., x,li<m>=Z,[xq, ..., x,]. Similarly for the evaluation homomorphism we have
R = Dlx,, ..., x,] for some coefficient domain D (usually D will be a field Zp in practical
tpplications), and if | = <x; — o> for some fixed @ € D then ¢, _q. (or simply ¢,._q)
denotes  the  evaluation  homomorphism  which  projects D[x;, ..., x,] onto
Div, ..o, x <x;—a>=D[x;, ..., x;i_, %0, ..., X1

As we have noted previously, modular and evaluation homomorphisms will be used in
practice to project the multivariate polynomial domain Zf[x;, ..., x,] onto a Euclidean

domain Z,|x)| or else onto a field Z,. For example the projection of a polynomial domain
Dy, ..., x| onto its coefficient domain D can be accomplished by a composite homomor-

phism of the form
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¢11—(11 ¢xz—042 T ¢X-v—‘ly
where o; € D, 1 <i <v. It is convenient to express such a composite homomorphism as a

single homomorphism ¢; but in order to do so we must specify the kernel I of the composite

homomorphism. The following theorem proves that under special conditions (which are
satisfied in the cases of interest here) the kernel of a composite homomorphism is simply the
sum of the individual kernels, where the ‘‘sum’’ of two ideals was defined in Definition 5.8.

Theorem 5.5. Let D[xy, ..., x,] be a polynomial domain over a UFD D. Let ¢, _, be an
evaluation homomorphism defined on D[x,, ..., x,] with kernel <x; —a;> and let ¢; be
another homomorphism defined on D[x, .. ., x,] with kernel I. Suppose that the homomor-
phism ¢ is independent of the homomorphism ¢, _g, in the sense that the composite map-
pings ¢, _q, ¢12and ¢y ¢, _, are valid homomorphisms defined on Dix;, . . ., x,] and more-

over the composition of these two homomorphisms is commutative (i.e.
Oy o, $1=0; 05 _o)- Then the kernel of the composite homomorphism is the sum

< x; —o;,I> of the two kernels. Notationally,
¢x, -y 4= ¢<x,.—a;, b

Proof: We must prove that for any polynomial @ € Dlxy, ..., x,], ¢y, _o ¢1(@) =0 if

andonlyifa e <x; — o, I>.
“if”:

Suppose @ € <x; — o;, I>. Then @ =p +r for some polynomials p € <x; -o;> and
r € 1. Hence

O, o, O1 (a)= Ox, —a, 91 )+ ¢x,~—a, ¢ (1)
=0y, -q, 91 (p) because r € 1
= ¢ Oy, —q, (P) by commutativity

=0 becausep € <x; —o;>.

“‘only if*’:

Suppose ¢,,_q, ¢; (@) =0 for a polynomial a € D[xy, ..., x,]. Consider the polyno-
mial domain D[x,, ..., x,] as the univariate domain C[x;] over the coefficient domain
C=Dlxy, ..., x;_1,X;41, . . ., X,]. Then since C[x;] is a UFD the pseudo-division property

holds and applying it to the polynomials a and (x; - &;), we can write
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a=@x-o)g+r 5.7

for some polynomials g, r € Clx;] with either r =0 or deg;(r) < deg;(x; — o;) = 1. (Note that

in applying the pseudo-division property to obtain (5.7) we have used the fact that the lead-
ing coefficient of the ‘‘divisor’” x; — o; is 1.) Hence a can be expressed as the sum (5.7)

where the first term of the sum is clearly a member of the ideal <x; — ;> and it remains
only to prove that r € I. We will then have the desired resuit thata € <x; — a;, I>.

To prove that r € I, apply the composite homomorphism ¢, _¢, ¢y to equation (5.7).
Then since by supposition ¢,._, ¢;(a) =0 we get

0=0; g O (O — ) @)+ 0y g, 01 (1)
=01 9y, —q, (r) by commutativity
= ¢; (r) because either r =0 or deg;(r)=0

(where in the last step we have used the fact that the evaluation homomorphism ¢, _,
clearly acts as the identity mapping on any polynomial r which is independent of x;). But

¢; (r) =0 implies that r € 1.
[ ]

From Theorem 5.5 we see that if ¢, _, and ¢, o (j #1) are two distinct evaluation

homomorphisms defined on a polynomial domain D[x;, ..., x,] (where D is a UFD) then

¢x,—a,— ¢x,—u, ¢<x,—u.,x,»—a,»>~

By repeated application of Theorem 5.5 we have the more general result that for any n dis-
tinct evaluation homomorphisms ¢, _o....,0, _o defined on Dlxy,..., x,], where

| €£n <y,
¢x;—a1 ¢12—Uq e ¢x,,—a,. =¢<xl—a1 ..... Xy — Q>

Thus the notation ¢, _q, x.—a,> can be read ‘‘substitute o; for x;, 1 i <n’’ and we

vall this a multivariate evaluation homomorphism. (Note that the order in which the substitu-
tions are performed is irrelevant.)

1t also follows from Theorem 5.5 that if
6p: Zlxy, ..., 0] > Z0xy, ..., x,]
15 a modular homomorphism (with p a prime integer) and if
O o Lplxy, o) DIy, X Xy, e X))

' an cvaluation homomorphism (with o; € Z,)) then
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Ox,-a, ¢p =bax, ~a,p>
Again by repeated application of Theorem 5.5 we can generalize this result to show that

o1 Op = 9<1p>
if I is the kernel of a multivariate evaluation homomorphism. In practical applications the
most commonly used homomorphisms will be of the form

¢< I,p>: Z[xl' Cee xv] _)Zp[xll
where I = <xy~-0y, ..., x,—,> with o; € Z, (251 <v). For implementation purposes a
composite homomorphism ¢y, where p is a prime integer and I is the kernel of a mul-
tivariate evaluation homomorphism will be viewed as the composition of precisely two map-
pings, namely a modular homomorphism

Op: Zlxy, ..., 5,1 D Zlxy, ..., x,]
followed by a multivariate evaluation homomorphism

br:Zplxy, ... 5,1 2 Zlxy, .. X)) /L

The notation ¢ ,,, Will be freely used for this pair of mappings but for computational effi-
ciency it will be important that the order of application of the mappings is as specified above,
namely ¢< Lp>= ¢I ¢p .

Congruence Arithmetic

It is useful to formally specify a congruence notation that is used when performing
arithmetic on residue classes in a homomorphic image R/I of a ring R. Recall that if I is an
ideal in a commutative ring R then the residue classes (i.e. equivalence classes) which form
the quotient ring R/ are determined by the congruence relation = defined on R by

a=b ifandonlyif a-be L
We read this relation as “‘a is congruent to b modulo I’” and we write
a =b(modI).

In the particular case where I is a principal ideal < g> for some fixed element g € R, we
write (mod ¢) rather than (mod <g>). (This notation was already seen briefly in Example
5.7 for the particular case of ‘‘modulo p’’ arithmetic in the quotientring Z/ < p>=1Z,.)

We will have occasion to solve certain equations involving the congruence relation =,
so let us note some useful properties of = in addition to the standard properties of an
equivalence relation. For any commutative ring R and I an ideal in R we have the following
relationships. For any a,b,c,d € R, if a =b (mod I) and ¢ =d (mod I) then

a+c=b+d (modl); (5.8)
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a-c=b-d(modl) 5.9)
ac = bd (mod I). (5.10)
For (5.8) and (5.9) it is easy to see that
(@ate)-brtd)y=@-b)t(c-d)e L
The proof of (5.10) is only slightly less obvious, namely
ac-bd=c(a-b)+b(c—-d)el

We will need another property which will allow us to solve a congruence equation of
the form

ax = b (mod I)

for x if @ and b are given. Clearly if there is an element, say a'l, such that aa 1= 1 (mod I)
then by (5.10) it follows that aa~'b = b (mod I) so that choosing x = a’'b yields a solution to
the given congruence equation. Since an element in an arbitrary commutative ring does not
necessarily have a multiplicative inverse, the property which will allow us to solve
congruence equations in the above sense will be less general than properties (5.8) - (5.10).

In order to obtain the desired property we will restrict attention to the case where the
ring R is a Euclidean domain D. As we noted in Section 5.4, every ideal I in a Euclidean
domain D is a principal ideal so I = <g> for some fixed element ¢ € D. The following
theorem states a condition under which an element @ € D has an inverse modulo < g>. The
proof of the theorem is constructive — i.e. it gives an algorithm for computing inverses
modulo < g>.

Theorem 5.6. Let < g> be an ideal in a Euclidean domain D and let a € D be relatively
prime to ¢ (i.e. GCD(a,q) = 1). Then there exists an element a! € D such that

aa”' =1 (mod gq).
This is equivalent to saying that in the homomorphic image D/< ¢> the element ¢,(a) has a
multiplicative inverse.

Proof: Since D is a Euclidean domain we can apply the extended Euclidean algorithm

{Algorithm 2.2) to a,q € D yielding elements s, € D such that

sa+tqg=1,
where we have used the fact that GCD(a,g) = 1. Then sa — 1€ <¢>, or sa =1 (mod g).
T'hus @' =5 is the desired inverse.

To show the equivalence of the last statement in the theorem, first suppose that
aa ''=1(mod q). Then aa™' — 1€ <g>, 50 ¢,(aa™" —1) = 0 which yields ¢,(a) ¢,(a™") = 1
ie. q)q(a_l) is the multiplicative inverse of ¢,(a) in D/< g>. In the other direction, sup-

pose 0, (a) has a multiplicative inverse beDi< q>. Then there is an element b € D such
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that ¢q(b)=1;. We have ¢q(a)¢q(b) = 1 which implies that ¢q(ab—1) =0, or
ab—1e <g>,orab=1(mod g).
[ ]

Finally we are able to state the property of congruence relations that we have been seek-
ing. For any Euclidean domain D and < g> the ideal generated by a fixed element ¢ € D the
following property holds:

For any a,b € D with a relatively prime to g there is an element a”' e D which is the
inverse (mod g) of a and any element x € D such that

x=a'b (mod q) (5.11)
is a solution of the congruence equation

ax =b (mod q).

5.6. THE INTEGER CHINESE REMAINDER ALGORITHM

We now turn to the development of algorithms for inverting homomorphisms. The
basic tenet of these ‘‘inversion’” algorithms is that under appropriate conditions an element a
in a ring R can be reconstructed if its images ¢y (a), i = 1,2,... are known in an ‘‘appropriate

number’’ of homomorphic images R/I; of R.

The Chinese Remainder Problem
Recall that for any fixed integer m € Z the modular homomorphism ¢,,: Z— Z,,
which projects the ring Z of integers onto the finite ring Z,, of ‘‘integers modulo m’’ is
specified by
¢,,(a) =rem(a,m) foralla € Z. (5.12)
Using congruence notation, if a € Z and if §,,(a) = d € Z,, then we write
a =d (mod m).
The classical mathematical problem known as the Chinese remainder problem can be
stated as follows:
Given moduli mg,my,...,m,€Z and given corresponding residues u; € Z,,,
0 <i <n,find an integer u € Z such that

u=u; (mod m), 0<i<n.

(This problem, in a less general form, was considered by the ancient Chinese and by the
ancient Greeks about 2000 years ago.) Note that an algorithm for solving the Chinese
remainder problem will be an algorithm for ‘‘inverting’’ the modular homomorphism, since
if we know the images (residues) u; = ¢,, (#) of an integer u, for several modular homomor-

phisms ¢,,, then such an algorithm will reconstruct the integer . (More correctly, the latter
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statement will be true once we have determined conditions such that there exists a unique
integer u which solves the problem.) The following theorem specifies conditions under
which there exists a unique solution to the Chinese remainder problem.

Theorem 5.7 (Chinese Remainder Theorem). Let mg, my, ..., m, € Z be integers which are

pairwise relatively prime — i.e.
GCD(m;, m;) =1 for i+,

and let y;€ Z,,,i=0,1,..., n be n + 1 specified residues. For any fixed integer a € Z
there exists a unique integer u € Z which satisfies the following conditions:
n
a<u<a+m, where m=][[m;; (5.13)
i=0
u=u;(modm;), 0<i<n (5.14)
Proof:
Uniqueness:

Let u,v € Z be two integers satisfying conditions (5.13) and (5.14). Then using the fact
that = is an equivalence relation, it follows from condition (5.14) that

=y (modm;), fori=0,1,...,n

= u-ve<m> fori=0,1,...,n

n
= u-ve<m> wherem=1[m
i=0

where in the last step we have used the fact that since the moduli mgy, m;, ..., m, are pair-
wise relatively prime, an integer which is a multiple of each m; must also be a multiple of the
product m. But from condition (5.13) it follows that

|u-v|<m

and hence u — v =0 since 0 is the only element of the ideal <m> which has absolute value
less than m. Thusu =v.

I wistence:

Let u run through the m distinct integer values in the range specified by condition
¢5.13) and consider the corresponding (1 + 1)-tuples (¢, (), ¢y, (W), . . ., ¢y, (1)), Where ¢,

15 the modular homomorphism defined by (5.12). By the uniqueness proof above, no two of
these (n + 1)-tuples can be identical and hence the (n + 1)-tuples also take on m distinct
vilues. But since the finite ring Z,, contains precisely m; elements there are exactly

n
m = Il m; distinct (n + 1)-tuples (Vp, vy, ..., v,) such that v; € Z,, . Hence each possible
10 !

tn + D)-tuple occurs exactly once and therefore there must be one value of « in the given
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range such that
(O m@)s O (1), - - - G (WD) = (g g, - . -, Uhy)
[ ]

It is important to note the sense in which the solution to the Chinese remainder problem
is unique. If we are given n + 1 residues ; € Z,, (0 <i <n) corresponding to n + | moduli
m; (0 <i <n) (assumed to be pairwise relatively prime) then the Chinese remainder problem

has an infinite set of integer solutions, but by property (5.13) of Theorem 5.7 (choosing
a = () we see that the solution is unique if we restrict it to the range 0 <u < m. Thus we say
that the solution is unique modulo m. In other words, given &; € Z,, (0 <i <n) the system

of congruences (5.14) does not have a unique solution in the ring Z but it does have a unique
n

solution in the ring Z,,,, where m = Ilm;.
i=0

Different choices of values for the arbitrary integer a in Theorem 5.7 correspond to dif-
ferent representations for the ring Z,,. The choice a = 0 corresponds to the familiar positive

representation of Z,, as
Z,.={0,1,..., m-1)}

(where we are assuming that m is positive). In practical applications all of the moduli
mo,my, . .., m, and m will be odd positive integers and another useful representation will be

the symmetric representation of Z,, as

m—1
w5

m—1

-1,0,1,...,
’ 2

Zm ={- }
The choice of value for the integer @ in Theorem 5.7 which corresponds to the symmetric
representation of Z,, is clearly

m—1

2

The proof given above for Theorem 5.7 is not a constructive proof since it would be
highly impractical to determine the solution u by simply trying each element of the ring Z,,

when m is a large integer. We will now proceed to develop an efficient algorithm for solving
the Chinese remainder problem.

Garner’s Algorithm

The algorithm which is generally used to solve the Chinese remainder problem is
named after H. L. Garner who developed a version of the algorithm in the late 1950°s
(cf.[2]). Given positive moduli m; € Z (0 <i <n) which are pairwise relatively prime and
given corresponding residues u; € Z,, (0 <i <n), we wish to compute the unique u € Z,

n
(where m = [1m;) which satisfies the system of congruences (5.14). The key to Garner’s
i=0



5. Homomorphisms and Chinese Remainder Algorithms 177

algorithm is to express the solution u € Z,, in the mixed radix representation
n-1
u =vg+vi(mo) + volmom) + <~ +v,([Tm)) (5.15)
i=0
where v, € Z,, fork=0,1,..., n.
The mixed radix representation (5.15) is not meaningful in the full generality stated

above since the addition and multiplication operations appearing in (5.15) are to be per-
formed in the ring Z,, but each mixed radix coefficient v, lies in a different ring Z,, . In

order to make (5.15) meaningful, we will require that the rings Z,, (0 <k <n) and Z,, be

represented in one of the following two consistent representations:

@A) Each ring Z,, (0<k<n)and Z,, is represented in its positive representa-
tion; or
(ii) Each ring Z,, (0 <k <n)and Z,, is represented in its symmetric representa-

tion (where we assume that each m,, is odd).

Then the natural identification of elements in a ring Z,,, with elements in the larger ring Z,,
gives the desired interpretation of (5.15). It can be proved that any u € Z,, can be

represented in the form (5.15) and if one of the consistent representations (i) or (i) is used
then the coefficients v; (0 <k <n) are uniquely determined. It should be noted that in the

case when the positive consistent representation (i) is used, (5.15) is a straightforward gen-
eralization of the familiar fact the any integer u in the range 0 S u < B"+1 (.e.ue ZB,..I), for

a positive integer B > 1, can be uniquely represented in the radix B representation:
u =v0+v1B+v2B2+ co +y, B

where 0 v, < B (ie. v € Zp).

lixample 5.14. Let my=3,m; = 5, and m =myn; = 15. Using the positive consistent

representation, the integer 4 = 11 € Z5 has the unique mixed radix representation
1l =vg+v{(3)

with vg =2 € Z; and v; = 3 € Zs. Using the symmetric consistent representation, the integer

u =—4 € Z,5 has the unique mixed radix representation
-4 =vy+v1(3)

with y,=-1 € Zyand v; =—1 € Zs. Note that 4 = 11 and ¥ =—4 are simply two different
representations for the same element in Zq5 but that the comresponding coefficients v, and v;
are not simply two different representations for the same element in Zs.

[ ]
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Writing the solution u of the system of congruences (5.14) in the mixed radix represen-
tation (5.15), it is easy to determine formulas for the coefficients v, (0 < k < n) appearing in

(5.15). 1t is obvious from (5.15) that

u = vy (mod mgp)
and therefore the case i = 0 of the system of congruences (5.14) will be satisfied if v is
chosen such that

Vg = Ug (mod myg). (5.16)
In general for k£ > 1, if coefficients vo, vy, . .., v;_; have been determined then noting from

(5.15) that

k-1
u=vy+vi(mg) + - -+ + v ([m;) (mod my),
i=0

we can satisfy the case i = k of the system of congruences (5.14) by choosing v, such that

k-1
vot+vilmg)+ -+ + v (l‘([)m,-) = u;, (mod my).
1=

Using properties (5.8) - (5.11) to solve this congruence equation for v, we get for k > 1:

) k-1 !
Vi = |ug = [vo+ vilmg) + - -+ v (TTmy)] ] [ m,-] (mod my) (5.17)
i=0 i=0
k-1

where the inverse appearing here is valid because .I;lom,- is relatively prime to my. Finally we
i

note that once a consistent representation has been chosen, there is a unique integer v, € Z,,,o
satisfying (5.16) (namely vy =ug € Z,,) and similarly for k=1,2, ..., n there is a unique
integer v, € Z,,, satisfying (5.17).

Implementation Details for Garner’s Algorithm

Garner’s algorithm is presented formally as Algorithm 5.1. Some details about the
implementation of this algorithm need further discussion. It is important to note that in the
usual applications of Garner’s algorithm the moduli m; (0 <i <n) are single-precision
integers (typically, large single-precision integers) and therefore the residues u; (0 <i <n)
are also single-precision integers. The integer u being computed will be a multiprecision
integer and indeed the list of residues (ug,u,, . .., U,) can be viewed simply as a different
representation for the multiprecision integer u (see Chapter 4). Algorithm 5.1 is organized
so that in this typical situation operations on multiprecision integers are completely avoided
until the last step. In particular we use the notation ¢, in Algorithm 5.1 in a manner that is

consistent with its mathematical meaning as a modular homomorphism but we give it the fol-
lowing more precise algorithmic specification:
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&, (expression) means ‘‘evaluate expression inthering Z,,”’.

More specifically, it means that when expression is decomposed into a sequence of binary
operations, the intermediate result of each binary operation is to be reduced modulo my

before proceeding with the evaluation of expression. In this way we are guaranteed that
every variable (except of course u) appearing in Algorithm 5.1 is a single-precision variable
and moreover that every operation appearing in step 1 and step 2 is an operation on single-
precision integers. (Note however that if a and b are single-precision integers then the
operation ¢y, (a - b), for example, is usually performed by an ordinary integer multiplication

a - b yielding a double-precision integer, say ¢, followed by an integer division operation to
compute rem(c, m;).)

For k =1,2,..., n the integer v; satisfying (5.17) is computed in step 2 of Algorithm
5.1 by evaluating the right hand side of (5.17) in the ring Z,,. The inverses appearing in
(5.17):

k—1
Y = (l'lmi)‘1 (mod my), fork=1,2,...,n
i=0

are all computed in step 1. Note that a method for implementing the procedure
reciprocal(a, g)

to compute a~'(mod q) for relatively prime a and g, is given in the proof of Theorem 5.6;
namely, apply the extended Euclidean algorithm (Algorithm 2.2) to a,q € Z yielding
integers s and ¢ such that

sa+1qg=1
and then ¢4(s) =rem(s,q) is the desired inverse in the ring Z,. The computation of the
mverses {Y;} was purposely separated from the rest of the computation in Algorithm 5.1
because {7y, ) depend only on the moduli {m;}. For typical applications of Garner’s algo-

rithm in a system using the modular representation for multiprecision integers, the moduli
{m,} would be fixed so that step 1 would be removed from Algorithm 5.1 and the inverses

Y} would be given to the algorithm as precomputed constants. It is also worth noting that

there are situations when both step 1 and step 3 would be removed from Algorithm 5.1, For
cvample, in the above-mentioned setting if it is desired to compare two multiprecision
mitcgers a and b represented in their modular representations then it is sufficient to compute
their (single-precision) mixed radix coefficients and compare them (cf. Knuth [3]).

Finally, step 3 needs some justification. We have stated that if consistent representa-
tons are used for Z,, (0<k <n) and Z,, then the mixed radix representation (5.15) for
u« Z, is unique. However we have not shown that if the operations in (5.15) are performed
i the ring Z rather than in the ring Z,,,, we will still obtain the unique u € Z,, as desired —

1o in step 3 of Algorithm 5.1 there is no need to write the for-loop statement as
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Algorithm 5.1, Garner’s Chinese Remainder Algorithm.

procedure IntegerCRA((mg, . .., m, ), (g, . .., u,))
# Given positive moduli m; € Z (0 £i < n) which are pairwise
# relatively prime and given corresponding residues u; € Z,,,
# compute the unique integer u € Z,, (Where m = [[m;) such that

# u=suy;(modm;), i=0,1,...,n

# Step 1: Compute the required inverses using a procedure
# reciprocal(a,q) which computes a’! (mod q).
for k from 1 ton do {
product < ¢y, (Mg)
fori from 1 tok —1do
product « ¢, (product - m;)

Y, < reciprocal(product,m;) }

# Step 2: Compute the mixed radix coeffs {v;}.

Vg € Uy
for k from 1 ton do {
temp  vi_y
for j fromk —2to0 by -1 do
temp « ¢, (temp - m; + vj)

Vi «— q)m‘ ((uk - temp) . Yk) }

# Step 3. Convert from mixed radix representation
# to standard representation.

Uy,
fork fromn — 1to 0 by -1 do
Ue—u-m+v
return(u)
end
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u &« q),,,(u my + Vk).

To justify this, note from (5.15) that if | v| < (my — 1)/2 for k=0, 1, ..., n (i.e. if the sym-
metric consistent representation is used) then
< my— 1 my— 1 -1 n1
| ul €=+ —5—mo) + 7 (Im)
<l
<7 (Hm ) — 11
proving that u lies in the correct range. Similarly if 0 <v, <m;—1fork=0,1,..., n (ie. if

the positive consistent representation is used) then clearly « > 0 and, proceeding as above,
n
usS(Im) -1
i=0
proving again that u lies in the correct range. Finally, step 3 performs the evaluation of

(5.15) using the method of nested multiplication:

u=vy+movy+mvp+ - My gV +mu_1(V,)) )

Example 5.15. Suppose that the single-precision integers on a particular computer are res-
tricted to the range —100 < @ < 100 (i.e. two-digit integers). Consider as moduli the three
largest single-precision integers which are odd and pairwise relatively prime:

my=99; m =97, my=95.
‘Then m =mgymim, =912285. Using the symmetric consistent representation, the range of
integers in Zgyoogs is —456142 < u < 456142.

Now consider the problem of determining & given that:
u= 49 (mod 99);
u=-21 (mod 97);.
u =-30 (mod 95)

Applying Algorithm 5.1, we compute in step 1 the following inverses:
¥, =mg ! (mod m;) = 997! (mod 97) = 27! (mod 97) = - 48;
¥, = (mgm,)"! (mod my,) = 871 (mod 95) = 12.

Carrying out the computation of step 2, we get the following mixed radix coefficients for u:
v =49; v =-35; v,=-28.

At this point we have the following mixed radix representation for u:

u =49 - 35(99) — 28 (99) (97).
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Finally, carrying out the conversion of step 3 using ‘‘multiprecision’” arithmetic we find
u =-272300.
[ ]
Let us return to the example in the introduction of this chapter. We may look at our
linear system over the domains Z,, for various primes p. However, piecing together the

solutions using the CRA will give us integer values for x, y and z, which we know happens
infrequently. Rather, if we let

1 44 74 22 1 74
xy=det| -2 14 =10, y,=det| 15 =2 -10
343 —28 20 -25 34 20

[ 22 44 1 22 44 74
zy=det| 15 14 =2, d =det| 15 14 -10
|25 —28 34 -25 28 20

then we know that x;, y;, z; and d will be integers and that

X Y1 2

= — y: I =——

d’ d’ d
However, for a given domain Zp we need not calculate these determinants. Rather we find
the modular solutions
x (mod p), y (mod p), z (mod p), and d (mod p),
via the usual efficient Gaussian elimination method, and use
x1=xd(modp), y =yd(modp), z;=z-d(modp).
In this way we obtain modular representations for x; , y;, z;, and d. Using the integer

CRA gives integer representations for these four quantities, and hence rational number
answers for xy, y;, and z.

For example, working over Z; the system becomes

x+2y =3z=1,
X -3z=-2,
3x -z=-1,

Gaussian elimination gives
x=-1(mod7), y=-2(mod7), z=-2(mod7) and d =-2 (mod 7).

Similarly, working over the domains Z1;, Z3, Z7 and Zg gives
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x==5(mod 11), y;= 0(mod 11), z;=-4 (mod 11), d= 1 (mod 11),
x=-2(mod 13), y;= 4 (mod 13), z;= 6 (mod 13), d= 4 (mod 13),
x = 5(mod 17), y;=—6(mod 17), z;=-3 (mod 17), d =-2 (mod 17),
x= 9(mod19), y;= 6(mod 19), z;= 7 (mod 19), d=-8 (mod 19).
Thus, for example the ‘“modular representations’” for x; and d are
n=2,-5,-2,5,9) and d=(-2,1,4,-2,-8)
with respect to the moduli 7, 11, 13, 17 and 19.
Using Garner’s algorithm, we find that corresponding integer representations are then

Xy =—44280 and d =-7380

giving
_ w0 _
7380 0
Similarly, we obtain
40590 _ 11 _ 11070 _ 3
=m0~ 2 M I T2

We will return to the topic of modular methods for solving linear systems in Chapter 9.

5.7. THE POLYNOMIAL INTERPOLATION ALGORITHM

We now consider the corresponding inversion process for evaluation homomorphisms.
Recall that we are primarily interested in homomorphisms ¢y, which project the multivariate

polynomial domain Z[x, ..., x,] onto the Euclidean domain Zp [x,] (or perhaps onto the
field Z,). In the notation ¢y ,, p denotes a prime integer, I denotes the kemel of a mul-
tivariate evaluation homomorphism, and ¢ P> denotes the composite homomorphism ¢; o,

with domains of definition indicated by:

Ot Zixy -y 2] DLy, 7] (5.18)
and

Or: Zylxy, ..y x, ] o Z[xq] (5.19

tor the homomorphic image in (5.19) could as well be Zp). The inversion process for

homomorphisms of the form (5.18) is the Chinese remainder algorithm of the preceding sec-
tion. (Note that Garner’s Chinese remainder algorithm can be applied coefficient-by-
coefficient in the polynomial case, with the polynomials expressed in expanded canonical
form.) The inversion process for homomorphisms of the form (5.19) is the problem of poly-
nomial interpolation.
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The Polynomial Interpolation Problem

The inversion of multivariate evaluation homomorphisms of the form (5.19) will be
accomplished one indeterminate at a time, viewing ¢y in the natural way as a composition of
univariate evaluation homomorphisms. Therefore it is sufficient to consider the inversion of
univariate evaluation homomorphisms of the form

t_q :DIx]>D

where D is (in general) a multivariate polynomial domain over a field Zp and where o; € Z,,.
It will be important computationally that a; lies in the field Z,,.

The development of an algorithm for polynomial interpolation will directly parallel the
development of Garner’s algorithm for the integer Chinese remainder problem. Indeed it
should become clear that the two processes are identical if one takes an appropriately abstract
(ring-theoretic) point of view. In particular, by paraphrasing the statement of the integer
Chinese remainder problem we get the following statement of the polynomial interpolation
problem:

Let D be a domain of polynomials (in zero or more indeterminates other than x) over a

coefficient field Z,. Given moduli x — 0g,x — @y, ..., x — @, whereo; € Z,,0<i <n,
and given corresponding residues u; € D,0<i <n, find a polynomial u(x) € D[x]
such that

u@x)sw;(modx - q;),0<i<n. (5.20)

Note that in this case the congruences (5.20) are usually stated in the following equivalent
form:

ue)=u;,0<i<n (5.21)

and the elements a; € Z, (0 <i <n) are usually called evaluation points or interpolation

points. As in the case of the integer Chinese remainder problem, in order to guarantee that a
solution exists we must impose the additional condition that the moduli {x — «;} be pairwise

relatively prime. But clearly
GCDG@ - o4, x —a;)=1 ifand only if o; #a;
so the additional condition reduces to the rather obvious condition that the moduli {x — o;}
must be distinct (i.. the evaluation points {o;} must be distinct). Also as in the integer
Chinese remainder problem, the solution to the polynomial interpolation problem is only
n

unique modulo ~ll)()c —o;), which is to say that the solution is unique if we restrict it to be of
!

degree less than n+1.

The following theorem proves the above existence and uniqueness results in a more
general setting where the domain D is an arbitrary integral domain and the evaluation points
{o;} are arbitrary distinct points in D. However this theorem allows the solution u(x) 10 lie

in Fplx| rather than in Dix|, where Fj, denotes the quotient field of the integral domain D,
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We will then proceed to develop an efficient algorithm for solving the polynomial interpola-
tion problem and it will be obvious that in the particular setting presented above, the solution
u(x) will hie in D[x] because the only divisions required will be divisions in the coefficient
field Z,,.

Theorem 5.8. Let D be an arbitrary integral domain, leta; € D,i=0,1, ..., n be n+1 dis-
tinct elements in D, and letu; € D,i=0,1, ..., n be n+1 specified values in D. There exists
a unique polynomial u(x) € Fplx] (where Fp is the quotient field of D) which satisfies the
following conditions:

() degux))sn;

(i) wo)=u; 0<i<n

Proof: By condition (i) we may write u(x) in the form

u@)=ag+ax+ - +ax"

where the coefficients a; € Fp (0 <i <n) are to be determined. Condition (ii) then becomes

the following linear system of order (r+1):

Va=u
where V is the Vandermonde matrix with (i j)-th entry a,j (,j=0,1,..., n),uis the vector
with [-th entry u; ({1 =0,1,..., n), and a is the vector of unknowns with i-th entry
a; (i =0,1,..., n). From elementary linear algebra, this linear system can be solved in the

field Fp and the solution is unique if det(V) #0. Employing the classical formula for the
Vandermonde determinant:

det (V)= T[ (o —a),
0<i<ksn

we see that det(V) # 0 because the elements o, .y, . . ., o, € D are distinct.

‘I'he Newton Interpolation Algorithm

The proof of Theorem 5.8 is a constructive proof since we can solve linear equations
over the quotient field of an integral domain (see Chapter 9). However the solution to the
mterpolation problem can be computed by an algorithm requiring much less work than solv-
ing a system of linear equations (cf. Exercise 5.22). The algorithm we will develop for poly-
nomial interpolation dates back to Newton in the 17th century. As with Gamer’s algorithm,
the key to the development is to express the solution u(x) € Fp[x] in the following mixed

radix representation (sometimes called the Newton form or the divided-difference form):
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n-1
u(xX)=vg+vi(x —0g) + V(x —o)x — o)+ +v,[[&x — o) 5.22)
i=0

where the Newton coefficients v; € Fp (0 <k <n) are to be determined. The justification for
this mixed radix representation is the fact from elementary linear algebra that any set of poly-
nomials m(x) € Fp[x], k=0,1,..., n with deg(m,(x))=k forms a valid basis for polyno-

mials of degree n» in x over the field Fp; in this case we are choosing
k-1

mo(x) =1, m(x) = ~l_'IO(Jc —o)fork=12,...,n
=

The Newton interpolation algorithm can be developed for the general setting of
Theorem 5.8 in which case the Newton coefficients {v;} in (5.22) will be quotients of ele-

ments in D (called divided-differences ). However we will develop the algorithm for the case
of practical interest to us, namely the setting indicated in the preamble to (5.20). In this case
no quotients of elements (polynomials) in D will arise since the only divisions which arise
will be divisions (i.e. multiplications by inverses) in the coefficient field Z, of the polyno-

mial domain D.
Writing the solution u(x) in the Newton form (5.22) we apply the conditions (5.21) to
obtain formulas for the Newton coefficients v, (0 < k < n). It is obvious from (5.22) that
u(og) =vp

and therefore the case i=0 of the conditions (5.21) will be satisfied if v; is chosen to be

Vo=l . 5.23)
In general for k£ 2 1, if the Newton coefficients vg, vy, ..., v,_; have been determined then
noting from (5.22) that

k-1
u(ak) =Vg+ vl(ak - ao) + -+ vk]_[(ak - (l,'),
=0

the case i=k of the conditions (5.21) will be satisfied if v, is chosen such that
k-1
V0+ Vl(ak - ao) + - + Vkl_[(ak - a,-) = Ug-
=0

Now since o; € Zp (0 <i < n) we can compute in the field Zp the inverse of the nonzero ele-
k-1

ment ‘I_'Io(ak ~a;)e Z,, using once again the extended Euclidean algorithm since any
=

nonzero integer in Zp is relatively prime (in Z) to the prime integer p. Solving for v,, we get

fork 2 1:

k-2 k
Vi = U — [V0+ M +Vk_1l_[(ak - a‘)] ]
=0

_ -1
l(ak - a,-)] . 5.29)
i=0

1t is important to note that i, and v, (0 Sk < n) will be, in general, multivariate polynomials

in a domain D with coefficients lying in a field Z,, and all coefficient arithmetic arising in
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equation (5.24) will be performed in the field Zp.

The Newton interpolation algorithm is presented formally as Algorithm 5.2. Comparing
with Algorithm 5.1 it can be seen that the two algorithms are statement-by-statement identi-
cal except for computational details. As with Garner’s algorithm, the Newton interpolation
algorithm is divided into three steps. Step 1 again could be removed and precomputed if the
evaluation points {a;} are fixed, although in the multivariate case the computational cost of

step | will be insignificant compared with step 2 (because step 1 involves only operations on
integers in Z, while step 2 involves operations on polynomials in Z,[y]). The notation ¢,

has an algorithmic specification as before:
0, (expression) means ‘‘evaluate expression with all operations on integers being per-
formed modulo p”’.

Note that in Algorithm 5.2 all coefficient arithmetic is to be performed modulo p (i.e. in the
field Z,).

Example 5.16. Let us determine the polynomial u(x,y) € Zgy[x,y] of maximum degree 2 in
x and maximum degree 1 in y specified by the following values in the field Zg;:
u(0,00=-21; u(0,1)=-30;
u(1,00=20; u(l,D=17,
u2,0)=-36; u(2,1)=-31,
Let us first reconstruct the image of u(x,y) in Zg[x,yl/< x - 0> (i.e. the case x =0). In
the notation of Algorithm 5.2 we have D=Zgy;, 0= 0,0y = 1,15 =—-21,u; =30, and we are
computing a polynomial u(0,y) € Zg,[y] (i.e. the indeterminate x in Algorithm 5.2 is y for

now). Step 1 is in this case trivial:
¥, = (0 — o)~ (mod 97) = 17! (mod 97) = 1.
Step 2 computes the following Newton coefficients for u(0,y):
vo=-21; v;=-9
and therefore in step 3 we find
u0,y)=—21-9( -0)=-9y - 21.
Similarly, reconstructing the images of u(x,y) in Zg[x,yl/< x — 1> and Zg,[x,yl/<x —2> we
tind
u(l,y)=-3y + 20;
u(2,y)=>5y - 36.
Now for the multivariate step, we apply Algorithm 5.2 with D = Zg[y],

g =00 =10y =2, wy=u, y).u; =u(l,y)u; =u(2,y), and we compute the polynomial

utv,y)e D] =7Zyglv]la]. Step 1nthis case computes the following inverses:
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Algorithm 5.2. Newton Interpolation Algorithm.

procedure NewtonInterp((oyg, . . ., o,),(4g, - . ., %))

# Let D =Z,[y] denote a domain of polynomials in v 2 0

# indeterminates y = (y, .. ., ¥,) over a finite field Z,

# (D= Zp in case v =0). Given distinct evaluation points «; € Zp
# (0 <i <nr)and given corresponding values u; € D (0 < <n),

# compute the unique polynomial u(x) € D[x] such that deg(u(x)) <n
# andu(oy)=u;, i =0,1,..., n

# Step 1: Compute the required inverses using a procedure
# reciprocal(a,q) which computes ™! (mod q)
for k from 1 ton do {
product « ¢, (o, —0g)
forifrom1tok—1do
product « ¢, (product - (0 — @.;))
Y, ¢ reciprocal(product.p) }

# Step 2: Compute the Newton coefficients {v; }

Vo ¢ Up
for k from 1 tonr do {
temp « vy
for j from k —2 to O by -1 do
temp « ¢, (temp - (04 — o) + ;)
Vi ¢ 8, (uy — temp) - y,) " }

# Step 3: Convert from Newton form to standard form

Uy,

for k fromn — 1to0 by -1 do
u b, (x—o)+vy)

return{u(x))

end
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1 = (01 — 0g) ™! (mod 97) = 17! (mod 97) = 1;
Y2 = [(arg = 0tg)(0y — )] ™! (mod 97) = 27! (mod 97) = -48.

Step 2 computes the following Newton coefficients:

vo=-9 —-21;
v =6y +41;
V=Y.

Finally in step 3 we find
u@E,y) =9 -21)+ 6y +4Dx - 0) +yx -0)x -1)
=x% + Sxy +41x -9y - 21

which is the desired polynomial in the domain Zgy,[x,y].

5.8. FURTHER DISCUSSION OF THE TWO ALGORITHMS

Integer and Polynomial Representations

It is important in some circumstances to recognize that in each of Algorithms 5.1 and
5.2, three different representations arise for the same object. In the polynomial case (Algo-
rithm 5.2), the polynomial u(x) € D[x] is initially represented uniquely by its » + 1 values

(residues) {ug, Uy, ..., u,} corresponding to the n+1 distinct evaluation points
{og, &¢p, ..., &, ). At the end of step 2, the polynomial #(x) is represented uniquely in New-
ton form by its n + 1 Newton coefficients {vq, v;, ..., v, } with respect to the basis polyno-
mials

n—-1
L, (x—0g),(x —ag)x—ay), ..., [TCx—o).
i=0

In step 3 the Newton form of u(x) is converted to standard polynomial form, which can be

characterized as uniquely representing u(x) by its n + 1 coefficients {ag,ay, ..., a,} with
respect to the standard basis polynomials 1,x,x% ..., x". Similarly in the integer Chinese
remainder case (Algorithm 5,1), the initial representation for the integer u is by its n + 1 resi-
dues {up,uy, ..., u,} with respect to the n+1 moduli {mg,m,,..., m,}. The second
representation is the mixed radix representation {vy, vy, ..., v,} with respect to the mixed
radices

n-1

l,mo,mo,m1 ey ]"[m,-.
i=0

The final step converts the mixed radix representation to the more familiar radix  represen-
tation where the base B depends on the representation being used for multiprecision integers
(see Chapter 3),
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Residue representations of integers and of polynomials arise (by the application of
homomorphisms) because some operations are easier to perform in this representation. For
example, multiplication of integers or of polynomials is a simpler operation when residue
representations are used than when standard representations are used. The conversion
processes of Algorithms 5.1 and 5.2 are required not only because the human computer user
will generally want to see his answers presented in the more standard representations of
objects but also because some required operations cannot be performed directly on the resi-
due representations. For example, the result of the comparison “‘Is u < v ?°” where u and v
are integers cannot be determined directly from knowledge of the residue representations of
u and v, but as previously noted the result of such a comparison can be directly determined
by comparing the mixed radix coefficients of ¥ and v. As another example, if a polynomial
u(x) is to be evaluated for arbitrary values of x then the residue representation of u(x) is not
appropriate, but u(x) can be evaluated in the Newton form as well as in standard polynomial
form. These two examples indicate circumstances where conversions from residue represen-
tations are required but where step 3 of the algorithms may be considered to be unnecessary
extra computations. However in the context of applying Algorithms 5.1 and 5.2 to the inver-
sion of composite modular/evaluation homomorphisms on the polynomial domain
Z[x,, ..., x,] (which is the context of primary interest in this book), step 3 of the algorithms

will always be applied. The reason for this in the polynomial case (i.e. Algorithm 5.2) will
be explained shortly. In the integer case (i.e. Algorithm 5.1) the reason is simply that subse-
quent operations on the integer coefficients (whether output operations or arithmetic opera-
tions) will require the standard integer representation. For output this is a user requirement,
while for arithmetic operations there is no practical advantage in requiring a system to sup-
port arithmetic operations on integers in more than one representation. (Of course it is con-
ceivable to have a system in which the ‘‘standard’’ integer representation is not a radix
representation but all of the present-day systems of interest to us use a radix B representation
for integers.)

Another issue which arises in the practical application of modular and evaluation
homomorphisms and their corresponding inversion algorithms is to determine the number of
moduli (evaluation points) needed to uniquely represent an unknown integer (polynomial).
In the polynomial case, the information needed is an upper bound D for the degree of the
result since then D+1 moduli (evaluation points) are sufficient to uniquely represent the
polynomial result. Similarly in the integer case, if an upper bound M for the magnitude of the
integer result is known then by choosing enough moduli {m;} such that

n
m=1]m; >2M,
i=0
we are guaranteed that the ring Z,, is large enough to represent the integer result. In other

words, the result determined by Algorithm 5.1 lies in the ring Z,, and this result will be the

same (when expressed in the symmetric representation) as the desired result in Z, since
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m-—1

with

2 M. Such polynomial degree bounds and integer magnitude bounds can usually

be calculated with little effort for practical problems, although it is quite common for easily-
calculated bounds to be very pessimistic (i.e. much larger than necessary). An alternate
computational approach is available in situations where it is easy to verify the correctness of
the result. This alternate approach is based on the observation that the mixed radix coeffi-
cients (or Newton coefficients) {v,} will be zero for k > K if the moduli mg, my, . .., mg (or
X —0g,Xx —Q, ..., X — Og) are sufficient to uniquely represent the result. The computation
therefore can be halted once vg,; =0 for some K (on the assumption that v; =0 for all

k > K) as long as the result is later verified to be correct.

A Generalization of Garner’s Algorithm

There is a slight generalization of Garner’s Chinese remainder algorithm which is use-
ful in the applications of interest to us. Recall that we wish to invert composite homomor-
phisms ¢, > = ¢1,9,, where

U

O 2y, ..., x> Lylxy, ., %L i=01,. 0 (5.25)

is a sequence of modular homomorphisms for some chosen prime moduli pg, py, - - . , Py, and

for each i there is a corresponding sequence of some N multivariate evaluation homomor-
phisms

¢Iuj N Zp'[xi, P xv] - Zp,[xll,j = 1,2, ey N (526)
with kernels of the form Ij; = <x; — 0, . . ., X, — O,;;>. In this notation, for a fixed i the
vvaluation points Wiy - oy Oy all lie in the field Zp' and the number N of different kemels

1,; is determined by the degree of the solution in each indeterminate. Now suppose that Algo-
rithm 5.2 is applied (as in Example 5.16) to invert the evaluation homomorphisms (5.26) and
suppose that the n+1 polynomials which arise are w(x)e Z,[xy,...,x,], for
1 =0,1,..., n. If the polynomials u;(x) are all expressed in expanded canonical form then
Atgorithm 5.1 can be applied coefficient-by-coefficient to reconstruct the coefficients of the
desired solution u(x) € Z[xy, . . ., x,] (i.e. to invert the modular homomorphisms (5.25)).
The desired generalization of Garner’s algorithm is obtained by simply noting that
Algorithm 5.1 can be applied directly to the polynomials u;(x) to reconstruct u(x), rather than
being applied many times separately for each coefficient of the polynomial u(x). To see this,

suppose u(x) is the polynomial

u(x)= Y x e Z|x|

wath images
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wi(X)=Yue;x € Z,[x],i=0,1,...,n
e

where u,; = ¢,,(i). If Algorithm 5.1 is applied separately for each coefficient u,, it calcu-

lates (in step 2) each integer u, in its mixed radix representation
n k-1
Ue = Z Ve k HP j
k=0 =0

where v, € ZP‘,OSk < n. But since the same mixed radices appear in the mixed radix

representations for each different coefficient u,, we may express the polynomial u(x) as fol-

lows:

n k—1
ux)=Yy, Zve,k[/ pj] x®

e (k=0 j=0

n k—1
= Ve .k x¢ D ;i
k=0]e j=0

The latter expression for the polynomial u(x) is called a ﬁ)olynomial mixed radix representa-
e

tion with respect to the mixed radices 1, po, popy, - - . . I11p;, and its general form is
j=0

n—1
u(x) = vo(x) + vi)Pe) + v Pop) + * - +v,(X) LHP; ]
j=0

where vi(x) € Zpk[x] for k=0,1,..., n. It can be seen that step 2 of Algorithm 5.1 will

directly generate the polynomial u(x) in its polynomial mixed radix representation if we sim-
ply change the specification of Algorithm 5.1 to allow the residues to be polynomials
u;(x) € Zp'[x] (0 <i <n). Note that step 3 of Algorithm 5.1 also remains valid to convert the

polynomial to its standard representation as a polynomial with integer coefficients. The vali-
dity of this generalized Garner's algorithm follows immediately from the fact that the opera-
tions of multiplying a polynomial by a constant and of adding two polynomials are by defini-
tion coefficient-by-coefficient operations. This generalization can be viewed simply as a
method for computing ‘‘in parallel’’ the separate Chinese remainder processes for each coef-
ficient of the polynomial solution u(x).

The generalized Garner’s algorithm is only valid if all of the polynomial residues
u;(x),0 <i <n are expressed in expanded canonical form for only then can we be assured
that the operations in the algorithm are the correct coefficient-by-coefficient operations.
Since the given polynomial residues u;(x) € Z, [x] will usually result from a previous inter-

polation step, it is worth noting in particular why the polynomials cannot be left in Newton
form. The reason is that the basis polynomials for the Newton form of one polynomial resi-
due u;(x) € Z, [x] involve evaluation points lying in the field Z, while the basis polynomials

for the Newton form of a different polynomial residue u,(x) € 7.,, Ix| involve cevaluation
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points lying in the different field Z, . There is in general no consistent interpretation of these

various polynomial residues as images of the solution u(x) unless each polynomial residue
u;(x) € Z, [x] is first converted to expanded canonical form in its own domain Z, [x]. The

basis polynomials for the expanded canonical form are independent of the evaluation points.
This explains why step 3 of Algorithm 5.2 is an essential step of the Newton interpolation
algorithm in the context of inverting composite modular/evaluation homomorphisms.

Example 5.17. Let us complete the details of the process of inverting the homomorphisms
used in Example 5.7 at the end of Section 5.3. The problem was to determine the product
polynomial

cx)=a@x)bx)=>0x+52x -3) e Z[x].

To determine the number of evaluation homomorphisms to use, note that deg(c(x)) =
deg(a(x)) + deg(b(x)) = 2 so that three evaluation points will be sufficient. For a bound on
the magnitudes of the integers in the product c(x), it is easy to see that the product of two
linear polynomials a(x) and b (x) will have coefficients bounded in magnitude by

M=2|al..|5].
where| a|.. and|| b].. are the magnitudes of the largest coefficients in a(x) and b(x) respec-

tively. Thus M = 42 in this example so it will be sufficient to use moduli such that

n
m= Hm,- > 84.
i=0

In Example 5.7 it was seen that the three composite homomorphisms

Or-0,95: Z[x] > Zs, where 0g=0, 0y =1,0,=2

yield the following images in the field Z5 (when converted to the symmetric representation):
c®=0,c()=-2,c2)=-1.

Applying Algorithm 5.2 to this interpolation problem yields
cx) = x*-xe Zs[x].

Next the three composite homomorphisms
Or-q,07:Z[x] 5Z; whereop=0,0y =1, 0, =2

led to the following images in the field Z:
c(0)=-1; c(1)=2; c(2)=-2.

Applying Algorithm 5.2 to this interpolation problem yields
c(x)=3x-1€ Z;[x].

Now since the moduli p, = 5 and p; =7 do not satisfy pyp; > 84, let us choose also p; = 3.

Then pypp; =105 > 84 so these moduli will be sufficient. The three composite
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homomorphisms
Oy —q,03 1 Z[x] > Z;, where ag=0, 0y = 1, @y = -1
yield the following images in the field Zs:
¢c(0)=0; c(1)=0; c(~1)=1.
Applying Algorithm 5.2 to this interpolation problem yields
c(x) =—x*+x € Zy[x].

Now let us apply the generalized Garner’s algorithm to invert the three modular
homomorphisms:
B, : Zx]— Zp'[x], wherepy=5,p;=7,p,=3.
The given residues are
ug(x) = =<2 —x; u(x) =3x - 1; up(x) = x4+ x.
The inverses computed in step 1 are:
Y1=p¢ " (mod p;) = 5} (mod 7) = 3;
2= Pop1) ! (mod py) = (-1)7 (mod 3) = -1.
In step 2 the following polynomial mixed radix coefficients are computed:
vp(x) = —x%—x; vi(x)= 3x%—2x - 3; vy(x)=0.
Finally in step 3 we find
u(x) = (~x* =~ x) + (3x* = 2x = 3)(5) + (O)(5)()
=14x% - 11x = 15 € Zyslx].
Note that the last polynomial mixed radix coefficient v,(x) is zero which implies that the two

moduli py=5 and p; =7 would have been sufficient for this problem. In other words, the

bound M = 42 on the magnitudes of the integer coefficients in the result is a large overesti-
mate. In any case, we are guaranteed that u(x) is the desired result - i.e.

c(x) =14x% - 11x — 15 € Zx].

A Homomorphism Diagram

Finally in this chapter, Figure 5.1 presents a homomorphism diagram which is a con-
venient way to visualize the computational ‘‘route’” to the solution of a problem when
homomorphism methods are used. The particular homomorphism diagram expressed in Fig-
ure 5.1 is for the case of applying composite modular/evaluation homomorphisms as in
(5.25) - (5.26) to project the multivariate polynomial domain Z|x,, ..., x,| onto Euclidean

domains Z,,’[xll. Of course, the same diagram is valid if Z,1x] is replaced by Z, which
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would express the case of Example 5.17. Note that for the particular problem considered in
Example 5.17 the homomorphism method in fact requires much more work than a ‘‘direct
method’’ (i.e. ordinary polynomial multiplication), which can be expressed in the diagram of
Figure 5.1 by drawing an arrow from the ‘‘Given problem’” box directly to the ‘‘Desired
solution’” box. However for problems such as multivariate GCD computation and multivari-
ate polynomial factorization, the ‘‘long route’’ of homomorphism methods can yield sub-
stantial decreases in total computational cost in many cases as we shall see in later chapters.

Given problem in Solution in
Zixy, ..., x,] Zixy, ..., x,]
0, for
i=0,.,n CRA
One problem in One solution image
Z,[x,.... %] inZ,[xy, ..., x1]
fori=0,.,n fori=0,...,n
Orp oo Oy, Interpolation
fori=0,..,n Algorithm

Several problems
in Z, [x,] for each

i=0,.,n

Several solution
images in Zp‘ [x]

fori=0,...,n

Solve problem in Zp,-[x1]

fori=0,..,n

Figure 5.1. Homomorphism diagram for Chinese remainder
and interpolation algorithms.
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Exercises

I @ LetR and R’ be two rings and let ¢ : R — R’ be a ring morphism as defined by
Definition 5.2. Properties (i) - (iii) of Definition 5.2 guarantee that ¢ preserves
three of the ring operations. Using properties (i) - (iii) and the fact that R and R’

are rings, prove that the other two ring operations are also preserved — i.e. prove
that

$(0)=0;
¢(—a)=-9(a) foralla e R.

(b) Suppose that the rings R and R’ in part (a) are fields. Prove that the operation of
inversion is also preserved by any ring morphism ¢ : R » R’ —i.e. prove that

0@ =[0@)]" foralla e R-{0}.

(c) Suppose that the ring R is commutative. Prove that if R" is a homomorphic image
of R then R’ is also commutative.

2. (2) In the integral domain Z, give a complete description of each of the following
ideals: < 3>, < 3>, <4, 6>, <4, 7>.

(b) In the polynomial domain Q[x] let oo € Q be a fixed constant. The subset
I={a(x):a(a) =0} is an ideal in Q[x] (see Example 5.9). Consider the subset
J={a(x): a(o) = 1}. Prove or disprove that J is an ideal in Q[x].

3. In any integral domain D, prove that <a> = < b> if and only if a and b are associates

in D.

4.  In the bivariate polynomial domain Z[x, y] consider the ideals I = <x,y> and J = <x>.

The subset relationships between I, J and Z[x, y] can be specified as follows:

JclcZ[x,y].

The ideal I can be described as the set of all bivariate polynomials over Z with no con-
stant term and the ideal J can be described as the set of all polynomials in I which have
no constant term when expressed as univariate polynomials in x — i.e. when expressed
as elements of the domain Z[y][x].

(a) Express in the usual notation for ideals the following three ideals: the sum <1, J>,
the product I - J, and the power 2

(b) Specify the subset relationships between <I, J>,1-J, and 2

(c) Given a description (in the sense of the descriptions of I and J given above) of
each of the ideals <I, J>,I-J, and I2.

5. Let D be a Euclidean domain and let a,b € D be any two elements. Use Theorem 2.2
(i.e. the extended Euclidean algorithm) to prove that the ideal < a,b> generated by
these two elements is a principal ideal. More specifically, prove that
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<a,b>=<g>

where g = GCD(a,b). (Remark: A proof that every Euclidean domain is a principal
ideal domain can be based on this result.)

(2)

(b

Let D be a principal ideal domain and let a,b € D be any two elements. Then the
ideal < a, b > generated by these two elements must be a principal ideal, say

<a,b>=<g>
for some element g € D. Prove that g is a greatest common divisor of a and b.

Use the result of part (a) to prove that the extended Euclidean property of
Theorem 2.2 holds in any principal ideal domain.

Show that the domain Z[x] is not a principal ideal domain by exhibiting an ideal in
Z[x] which is not a principal ideal.

(a)

(b)
(@

(b)

(a)

®)

©

Determine all of the ideals in Zs. Thus determine all of the homomorphic images
of Z5.

Prove that a field has no proper homomorphic images.

Determine all of the ideals in Z4. Thus determine all of the homomorphic images
of Z6'
Determine all of the ideals in Z,,, for every integer m. Thus determine all of the
homomorphic images of Z,,,.
Prove that the only proper homomorphic images of the ring Z are rings of the
form Z,,. (Hint: Z is a principal ideal domain.)
Prove that the quotient ring Z, = Z/< p > of the ring Z is an integral domain if and
only if p is a prime integer. (Hint: A fundamental step in the proof is to deduce
that if p is a prime integer then

abe <p>=ae€ <p> or be <p>.)
Prove that if p is a prime integer then the integral domain Z, of part (b) is in fact a
field. (Hint: Use Theorem 5.6.)

Generalize Exercise 10 (a), (b), and (c) to the case where the Euclidean domain Z is
replaced by the Euclidean domain F[x] of univariate polynomials over a field F.

(a)

(b)

In the integral domain Q[{x]] of power series over Q, describe the ideal < x®>
where e is a fixed positive integer.

Consider the natural homomorphism
Oy QllxIT = QlIx1/<x%>.

Describe the elements in the homomorphic image Q[[x])/< x>. Describe a prac-
tical representation for the elements in this homomorphic image. (cf. Chapter 3.)
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13. For extended power series in Q< x>, what is the ideal < x®> where ¢ is a fixed integer?
Does Q< x> have a homomorphic image comparable to the case of ordinary power
series considered in the preceding problem?

14. (@) Let p(x)e Q[x] be a fixed polynomial and consider the quotient ring

QlxV/< p(x)>. Prove that two polynomials a(x),b(x) € Q[x] lie in the same resi-
due class in this quotient ring if and only if

rem(a(x), p(x)) = rem(b(x),p(x)).
Thus deduce a practical representation for the elements in the homomorphic
image Q[xl/<p(x)>.
(b) Let the polynomial p(x) in part (a) be the linear polynomial
px)=x—a for somefixedae Q.
Prove that the evaluation homomorphism
0o :Qlx] - Q
as defined in Section 5.3 can be defined equivalently by
O, _glax)) = rem(ax),x —a) forall a(x)e Q[x].
Thus deduce that the evaluation homomorphism ¢,_ is indeed the natural
homomorphism with kernel < x — a> which projects Q[x] onto the homomorphic

image Q[xl/< x — a>.

15. Generalize the preceding problem to the case of a multivariate polynomial domain

Dlxy, ..., x,] over an arbitrary UFD D, as follows.

(a) Let p(x;) € D[x;] be a monic univariate polynomial over D in the particular
indeterminate x; and consider the quotient ring D[xy, .. ., x,1/< p(x;)>. Prove that
two polynomials a(xy,..., x,),b(x;, ..., x,) € Dlx;, ..., x,] lie in the same
residue class in this quotient ring if and only if

prem(a(xy, ..., x,), p(x;) = prem(b(xy, ..., x,), p(x;)),

where the prem operation is performed in the (univariate) polynomial domain
Dlxy, ..., X1, Xi4qs - - -0 %, ][x;]. (Note that since p(x;) is assumed to be monic,

the operation of pseudo-division is in fact just ordinary polynomial division.)
Thus deduce a practical representation for the elements in the homomorphic
image Dlxy, . . ., x, /< p(x;)>.

(b) Let the polynomial p(x;) in part (a) be the linear polynomial

p(x;) =x; — o for some fixed a € D.
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l6.

17.

(@)

(b

(©)

@)

(b

(©)

(a)

(b)

Prove that the evaluation homomorphism
Op—a:Dlxy ..., 5] 2 Dlxy, .o, X Xy, - X,
as defined in Section 5.3 can be defined equivalently by
Or —ola(xy, ..., x,)) = prem(a(xy, ..., X,),x - )
foralla(xy,...,x,)e Dlx,, ..., x]

Thus deduce that the evaluation homomorphism ¢, _, is indeed the natural
homomorphism with kernel <x; —a> which projects D[x, ..., x,] onto the
homomorphic image D[xy, ..., x,V/<x;—o>.

Describe a practical representation for the elements in the quotient ring

Q[x]/<x2+ 1>. (cf. Exercise 14(a).) Prove that this quotient ring is a field. (cf.
Exercise 11.)

In part (a) suppose that the coefficient field Q is changed to R (the real numbers).
What is the field R[x)/< x2+1>?

Is the quotient ring Z[x]/< x%+1> a field? Is it an integral domain? What is the
relationship between this quotient ring and the domain G of Gaussian integers
defined in Exercise 2.97
In the congruence notation defined in Section 5.5, what is the meaning of
a =b (mod 0)?
In the integral domain Z, compute the inverse of 173 modulo 945 — i.e. solve the
following congruence equation for x € Z:
173 x = 1 (mod 945).
Use the method given in the proof of Theorem 5.6.
In the polynomial domain Q[x], solve the following congruence equation for u(x):
x+ D +2)ux) = x(mod x(x — 1)(x —2)).
Be sure to reduce the solution modulo x(x — 1)(x — 2).
Suppose that the single-precision integers on a particular computer are restricted
to the range —100 < a < 100 (i.e. two-digit integers). Determine the ten largest

such single-precision integers which are odd and pairwise relatively prime. (Note
that Example 5.15 uses the three largest such integers.)

What range of integers can be represented in a modular representation using as
moduli the ten integers determined in part (a)? In particular, how many decimal
digits long must an integer be in order that it not be representable?
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19,

20.

21.

22.

@

(b)
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Using the positive consistent representation, express the integer u = 102156 in
mixed radix representation with respect to the moduli my=99,

my =97, and m, = 95.

Repeat part (a) using the symmetric consistent representation.

Apply Algorithm 5.1 by hand to solve the following Chinese remainder problems for
the integer u:

@

(®)

©

(@

®

@ u= 1(mod5); u

~3(mod 7); u

~2 (mod 9).

® u 1(mod5); u =-2(mod7); u = ~4(mod?9).

Step 2 of Algorithm 5.1 is based on formulas (5.16) - (5.17) with the computation
of the required inverses performed in step 1. Show that an alternate method to
compute the same mixed radix coefficient v, (0 <k <n) can be based on formula

(5.16) and the following rearrangement of formula (5.17) for k 2 1:
vi=( o (g — vo)mo~1 - vl)ml'1 - - vk_l)mk'_ll (mod my).
Note that the inverses appearing in this formula are inverses modulo m;.

If step 2 of Algorithm 5.1 were based on the altemate formula of part (a), what set
of inverses would have to be computed in step 1? In particular, how many
inverses are now required?

Compare the computational efficiency of Algorithm 5.1 with the alternate algo-
rithm proposed above. Consider the case where the set {m;} of moduli is fixed

(i.e. the case where the computation of inverses in step 1 would be removed from
the algorithm and pre-computed) and also consider the case where no pre-
computation is possible.

The proof of Theorem 5.8 outlines a method for solving the polynomial interpola-
tion problem by solving a system of linear equations. For the specific problem
described in the preamble of Algorithm 5.2 (in particular, D = Zp[y] and

o; € Z,, 0 <i S n) the linear system of Theorem 5.8 can be solved by an algo-

rithm based on the familiar Gaussian elimination method and the only divisions
required are divisions in the field Z,,. In this case the solution u(x) will lie in the

domain D[x] and not in the larger domain Fp[x] of Theorem 5.8. Give an algo-

rithmic description of such a method for solving the polynomial interpolation
problem.

Compare the computational cost of the algorithm of part (a) with the cost of Algo-
rithm 5.2.
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23,

24,

Use Algorithm 5.2 (by hand) to determine the polynomial u(x,y,z) € Zs[x,y, z] with

maximum degrees 2 in x, 1 in y, and 1 in z specified by the following values in the

field Z5!

u0,0,0) = 1;
u©0,1,0) =-1,
u(1,0,0) = 0;
u(l,1,0) = 2;
u(2,0,0) = 1;
u2,1,0) = G

u(0,0,1) = 2;
u@0,1,1) = 0
u(l,0,1) = 2;
u(l,1,1) =-2;
u2,0,1) = 2;
u2,1,1) = 0.

Express the result in expanded canonical form.

Consider the problem of inverting composite modular/evaluation homomorphisms of

the form

Or_o0p, : ZIX] = Z,.

Suppose that the polynomial u(x) € Z[x] to be determined is known to be of degree 3
with coefficients not exceeding 17 in magnitude, and suppose that the following images
of u(x) have been determined.

(a) Verify that the image of u(x) in Zs[x] is

a;

Ox ~ g, 0p, (4 ()

0
1
2

\l\l\l\lmmmml.'s
{
B = O

}
—

and that the image of u(x) in Z,[x] is

1

O O N =

Do

Uo(x) = 1—2x(x ~ 1)+ 2x(x - D(x — 2) € Zs[x]

u(x) = =2x +2x(x - 1) + 3x(x - 1)(x — 2) € Z4[x].

Note that these interpolating polynomials have been left in Newton (mixed radix)

form.

(b) To complete the inversion process, we must solve the following Chinese

remainder problem:

u(x) = uy(x) (modS5);

u(x) = u)(x) (mod7).
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25.

©

()
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Suppose that this Chinese remainder problem is solved by leaving the polynomials
ug(x) and u;(x) of part (a) in Newton form, yielding the result in the Newton form

ux) = cgteox +cpx(x — N+ c3x(x — D(x - 2).
Calculate the values of cg, ¢y, ¢, and c3 that would result.
Determine the polynomial u(x) € Z[x] by solving the Chinese remainder problem
of part (b) after expressing the polynomials uy(x) and u;(x) of part (a) in expanded

canonical form in their respective domains. Is the result the same as the result in
part (b)? Is there any relationship between the two results?

In the problem considered above, the set of evaluation points is the same for each
modulus pg =35 and p; =7. In many practical problems the set of evaluation points
will be different for different moduli. Does this affect the possibility of avoiding

the conversion from Newton form to expanded canonical form as contemplated in
part (b)?

There are other well-known techniques for solving the interpolating polynomial prob-
lem that differ from Newton’s method. Some of these methods provide other construc-
tive proofs of the Chinese remainder theorem. In particular consider the following
method.

(a)

(b)

()

()

(e)

Let my, ..., m; be pairwise relatively prime moduli. For each integer 0<{ <k
construct integers M; such that
1 mod m;

Mi=10 modm ifizj.
Using the integers from part (a) let

u =U{)'M0+ R uk'Mk.
Show that u satisfies the requirements of the integer Chinese remainder theorem
in the special case when a =0. What do we do for other values of a?

Use the above method to give a second solution for Example 5.15. Is there an
obvious drawback to this method compared to Newton’s method?

The corresponding technique for polynomial interpolation is called Lagrange’s
method. Give the parallels to parts (a) and (b) in this case.

Give a Lagrange construction in the case of the Chinese remainder theorem when
working over an arbitrary Euclidean domain.
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CHAPTER 6

NEWTON’S ITERATION AND

THE HENSEL CONSTRUCTION

6.1. INTRODUCTION

In this chapter we continue our discussion of techniques for inverting modular and
evaluation homomorphisms defined on the domain Z[x,, ..., x,]. The particular methods

developed in this chapter are based on Newton’s iteration for solving a polynomial equation.
Unlike the integer and polynomial Chinese remainder algorithms of the preceding chapter,
algorithms based on Newton’s iteration generally require only one image of the solution in a
domain of the form Zp[xl] from which to reconstruct the desired solution in the larger

domain Z[x,, ..., x,]. A particularly important case of Newton’s iteration to be discussed

here is the Hensel construction. Tt will be seen that multivariate polynomial computations
(such as GCD computation and factorization) can be performed much more efficiently (in
most cases) by methods based on the Hensel construction than by methods based on the
Chinese remainder algorithms of the preceding chapter.

6.2. P-ADIC AND IDEAL-ADIC REPRESENTATIONS

The reason for introducing homomorphism techniques is that a gain in efficiency can be
1ealized for many practical problems by solving several image problems in simpler domains
tsuch as Z, [x;] or Z,) rather than directly solving a given problem in a more complicated

domain (such as Zfxy, ..., x,1) (cf. Figure 5.1). However the particular homomorphism

iechniques discussed in Chapter 5 have the potentially serious drawback that the number of
image problems that have to be solved grows exponentially with the size of the solution
twhere by the ‘‘size’’ of the solution we mean some measure that takes into account the mag-
nitudes of the integer coefficients, the number of indeterminates, and the degree of the solu-
tion in each indeterminate). This fact can be seen by referring to the homomorphism
dragram of Figure 5.1 in which we see that the number of image problems that have to be
salved is (n+1)N, where n+1 is the number of moduli required for the residue representation
ot the integer coefficients that can appear in the solution and where N is the number of
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multivariate evaluation homomorphisms required. Noting that if the degree of the solution in
each of v indeterminates is d then N = (d+1)"‘1 (because d+1 evaluation points are required
for each of the v—1 indeterminates being eliminated), we see that the number of image prob-
lems is given by

(n+ D@+ 1!
which grows exponentially as the number of indeterminates increases.

There is a homomorphism technique of a rather different nature in which only ore
image problem is constructed and solved and then this image solution is ‘‘lifted”’ to the solu-
tion in the original domain by solving some nonlinear equations associated with the problem.
Because this method requires the solution of nonlinear equations, it can only be used for
specific problems where such equations are solvable. The specific problems where it is
applicable, however, include such important areas as GCD calculations and polynomial fac-
torization. In addition, nothing really comes for free and this new method can be viewed as
trading off a sharp decrease in the computational cost of solving image problems with a
sharp increase in the computational cost of *‘lifting’’ the image solution to the larger domain.
In other words, the new algorithm will be rather more complicated than the interpolation and
Chinese remainder algorithms which perform the corresponding ‘‘lifting”” process in the
diagram of Figure 5.1. However this new approach has been found to be significantly more
efficient for many practical problems. (Actually the efficiency of the new approach lies
mainly in its ability to take advantage of sparseness in the polynomial solution, and as we
noted in Chapter 3 polynomials which arise in practical problems involving several indeter-
minates will invariably be sparse.)

P-adic Representation and Approximation
Consider the problem of inverting the modular homomorphism o, Zix] > z, [x]. The

starting point in the development of the new algorithm is to consider yet another representa-
tion for integers and polynomials. Recall that, in applying Garner’s algorithm to solve the
Chinese remainder problem, the integer solution u is developed (in step 2 of Algorithm 5.1)
in its mixed radix representation:

n-1
u =vg+vi(mg) + vylmgmp) + -+ +v,([Tm)
i=0

n
where m; (0Si<n) are odd positve moduli such that _I='Iom,- >2|u| and
¥
Vi € Z,, (0<k <n). The new approach is based on developing an integer solution u in its
p-adic representation:
U=ug+u p+uppi+ o +u, pt 6.1)

where p is an odd positive prime integer, # is such that p™! > 2| 4|, and u; € Z,0<i<n).

As in the case of the mixed radix representation, the p-adic representation can be developed
using either the positive or the symmetric representation of Z,. Obviously if the positive

representation is used then (6.1) is simply the familiar radix p representation of the
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nonnegative integer u (and it is sufficient for n to be such that p”+1 > u). However as we
have seen, the symmetric representation is more useful in practice because then the integer u
is allowed to be negative.

There is a simple procedure for developing the p -adic representation for a given integer
u. Firstly we see from equation (6.1) that u = uy (mod p), so using the modular mapping

¢,(a) =rem(a,p) we have
U= ¢p (u) (62)

For the next p-adic coefficient u;, note that u — 1y must be divisible by p and from equation
(6.1) it follows that

u-—u et
=up+up+ o +up"
Hence as before, we have
u— Uy
Uy =¢p( )

p
Continuing in this manner, we get

u—[ug+up+-:-- +ui_,pi'1]

u; =0, i=1,...,n 6.3)

p

where the division by p’ is guaranteed to be an exact integer division. In formula (6.3) it is
important to note that the calculation is to be performed in the domain Z and then the modu-
lar mapping ¢, is applied (unlike the ‘‘algorithmic specification’” of the ¢, notation previ-
ously used).

Example 6.1. Let u =—272300 be the integer which arose as the solution in Example 5.15
where a mixed radix representation of 4 was developed. Let us develop the p-adic represen-
tation of u choosing p to be the largest two-digit prime, namely p = 97. The p-adic coeffi-
cients are

Uy=0,(u)=-21,

u - Uy
U =0, (——) =6,

u — [ug+ upl
“2=¢p("+lp)=—29.

If we try to compute another coefficient u3 we find that u — [+ up + ugpzl =0 so we are
finished. Thus the p-adic representation of # = -272300 whenp =97 is:

-272300 = 21 + 6 (97) — 29 (97)%.
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As in the case of a mixed radix representation, the concept of a p-adic representation
can be readily extended to polynomials. Consider the polynomial

u)=Yu, x° € Z[x]

n+1

and let p and n be chosen such that p™"" > 2u,,,, Where Uy, =max|u,|. If each integer
e

coefficient u, is expressed in its p-adic representation
n [ .
U, =Yu,;p" with u,; € Z,
i=0
then the polynomial u(x) can be expressed as

n R n .
u() = Y(Xu, ip)x® = 3 (Xu, i x)p".
e i=0 =0 e
The latter expression for the polynomial u(x) is called a polynomial p-adic representation
and its general form is
U0 =Uo(x) + ()P + 0P+ -+ + ()" (6.4)

where u;(x) € Zp [x]fori=0,1,..., n. Formulas (6.2) and (6.3) remain valid when 4 and

u; (0 <i < n) are polynomials.

Example 6.2. Letu(x)= 14x% - 11x — 15 € Z[x] be the polynomial which arose as the solu-
tion in Example 5.17 where a polynomial mixed radix representation of u(x) was developed.
Let us develop the polynomial p-adic representation of u(x) choosing p = 5. The polynomial
p-adic coefficients are:

U(x) = 0, (u(x)) = —x* = x,

u(x)= %(M) =-20%-2x +2,
Uy(x) = 9, ( H [uO(;? L2/ y=xt-1.

If we try to compute another coefficient u3(x) we find that u(x) = [ug(x) + u1(x) p + uy(x) pz]
= 0 so we are finished. Thus the polynomial p-adic representation of the given polynomial
u(x) € Z[x] whenp =5 is:
u@x)=(=x% - x)+(-2x* - 2x +2) 5 + (x> — 1) 5%,
)

It is useful to introduce a concept of approximation which is associated with a polyno-
mial p-adic representation. Recall that the congruence relation
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a(x)=b(x) (mod < g>)
defined on the domain Z[x] with respect to a principal ideal < g> in Z[x] has the meaning:
alx)~b(x)e <g>

(i.e. a(x) — b(x) is a multiple of g). Using this congruence notation, it is readily seen that the
following relations hold for the polynomials appearing in the polynomial p -adic representa-
tion (6.4):

u(x) = up(x) (mod p)
and more generally
u() = up(x) + u ()P + -+ () p*t (mod p*),

for 1 <k <n+ 1. We thus have a finite sequence of approximations to the polynomial u(x) in
the sense of the following definition.

Definition 6.1. Let a(x) € Z[x] be a given polynomial. A polynomial b(x) € Z[x] is called
an order n p-adic approximation to a(x) if

a(x)=b(x) (modp™).

The error in approximating a(x) by b(x) isa(x) — b(x) € Z[x].
o

Note the similarity of Definition 6.1 with order n approximations of power series used in
Chapter 4.

Multivariate Taylor Series Representation

We now consider a generalization of the p-adic representation which will lead to a new
technique for inverting a multivariate evaluation homomorphism

VAR Y AR (6.5)

with kernel I = <x;— 0, ..., x, —a,> for some specified values o; € Z, (2<i <v). As
before, the key to the development of the new algorithm is to choose an appropriate represen-
ation for the solution. In this case the ‘‘solution”” is a multivariate polynomial
w=uxy, ..., x)€ Lxy, ..., x] and the “first term” of 4 is a univariate polynomial
n'Ye Z,[x), where
1 .

u® = o). (6.6)

Note that

uD=u@x,ay ..., o)

Corresponding t0 the previous representation, suppose that we choose a representation
lo1 the solution i of the form
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d=uD 4 AU 4 AU® y A - 6.7

with the first term given by (6.6). In order to determine the remaining terms, consider the
“error”’ e = — ¥V and note that from (6.6) we clearly have ¢I(e(1)) =0 whence

eDel, 6.8)
Now any element of the ideal I can be expressed as a linear combination of the basis ele-

ments of I, so (6.8) can be expressed as

4
eW=3 c;(x; — o;), where ;€ Z,[xy, ..., x,]. (6.9)
=2

For the first “‘correction term’’ Au® in the representation (6.7), we choose the linear terms
in the error expression (6.9) defined by

AuV = zv: u;(xy) (x; — o) (6.10)
=2

where the coefficients u;(x;) € Z,[x;] are given by

u,-(xl)=¢1(ci), 2<i<y, (611)
Note that Au" € 1. At this point we have the ‘“approximation’” to &

4@ =y 4 AL,
defined by (6.6) and (6.10). Consider the new error term

@ = g — 4@ = W _ A,

Applying (6.9) and (6.10) we have

@_v
€7 =¥ (c; — u;(xp)) (O — o).
i=2
Now
c—u(x)el 2<i<y
because from (6.11) clearly ¢(c; — u;(x;)) = 0, which implies that
ePe 2 (6.12)
In order to understand the statement (6.12) (and similar statements in the sequel) let us
recall from Chapter 5 the definition of the i-th power of an ideal I with finite basis. Specifi-
cally, I2 is the ideal generated by all pairs of products of basis elements of L, I is the ideal
generated by all triples of products of basis elements of I, and so on. In our particular case
since the basis elements of I = <x, -0y, ..., x, — o> are linear terms, the basis elements
of I? will be multivariate terms of total degree 2 and, in general, the basis elements of I’ will

be multivariate terms of total degree i. As a clarification, consider the particular case where
v =3 in which case we have
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I=<xy—0y,x3 —03>;
P=<(n - )’ (5 - o)) (v — o), (43 — a3)*>;

13 =< (XZ bt a2)3, (XZ - a2)2 (X3 - (l3), (XZ bt az) (X3 - Qg)z, (XS - a3)3>;

F=<ty—ay), (- o) tm—og), ..., (3 —og)>.
The result (6.12) should now be evident. Expressing ¢@ e I? as a linear combination

of the basis elements of I? yields

v v
e(2)= Z Z Cl:]- (xi - (li)(xj - (lj), where C‘:i € Zp[xl, ey xv].
i=2 j=i
The next correction term in the representation (6.7) is the term Au® e 12 defined by
v v
AU =3 3wl (- o) (1 — ) (6.13)
i=2 j=i
where the coefficients u;(x;) € Z,[x{] are given by
u;(x) =(cy), 2<i<j<v.
We then have the ‘‘approximation’’ to &
u®=u® £ AU@ =y 4 Au® 4 AUP
defined by (6.6), (6.10), and (6.13). Continuing in this manner, we can show that
ePen

where ¢® =1 — u® and we can proceed to define the next correction term Au®® e I? in the
torm

v v v
3
MP=3 3 ¥ Ui Og) (g — 06) O — ) (o — )
i=2 j=i k=j
tor some coefficients u;(x;) € Z,[x;]. This process will eventually terminate because the
solution # is a polynomial. Specifically, if d denotes the total degree of 4 as an element of
the domain Zp[x][xy, . . ., x,] (i.e. as a polynomial in the indeterminates x,, . .., x,) then
with
W@ 2y L Ay 4 A@

we will have e = 7 — 4@+ = 0 50 that «@*1) is the desired polynomial. This must be so
because each correction term Au®) e 1 is of total degree k (with respect to x,, . . ., x,).

The representation (6.7) which we have just developed for a polynomial
oy, ., v € Zylxy, .., x] s called the mudtivariate Taylor series representation

with respectto theideal | - < -a,, L v, - o> and its peneral form is
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Uy, .-, X)) =un, 0., 0) + Zv: ui(x) (x; — o)

i=2
+ ZVZ Zv: (e O — o) (x; — o)
i=2 j=i
+TTY uy (xey) O = o) (0 — ) (o — 0¢)
i=2 j=i k=j
o (6.14)

The number of terms here will be finite with the last term containing d nested summations,
where d is the total degree of u(xy, . . ., x,) with respect to the indeterminates x,, . .., x,.

Ideal-adic Representation and Approximation
The multivariate Taylor series representation (6.14) for a polynomial u(x) € Zp [x] can

be viewed as a direct generalization of a polynomial p-adic representation. Recall that the
polynomial p-adic representation of a polynomial # =u(x) € Z[x) can be expressed in the
form

d=uD+ AU+ Au@ s - Au®
where
u® = uy(x) € Z[x]/ < p>;
Au(")=uk(x)p" € <p>", fork=1,2,...,n
Note here that Z[x]/<p> = Zp[x] and that < p>* = <p*>. We also have the property that

the coefficient u(x) in the expression for Au(¥) as a multiple of the basis element of the ideal

in which it lies satisfies
wy(x)e Z[xl/<p>, 1<k <n

In the p-adic case, we may define a sequence of order k+1 p-adic approximations
u Ve ZIx]1<p>¥! fork=1,2,...,n

where
2®D Z O L AL 4 L Ay,

In defining the k-th element of this sequence, we have an approximation u® e Z[x)/<p>*
and we define the new approximation u®*De Z[x]/<p>*"! by adding the term
Au® € <p>*. The addition

2D =y ® 4 A, ®

is an addition in the larger domain Z{x]/ < p>"+1 and is made valid by assuming the natural
embedding of the domain Z[x]/< p>k into the larger domain Z[x]/ < p>"“. Thus the suc-
cessive p-adic approximations uD,u@u® | toie Zix] licin a sequence of subdomains
of Z[x] of increasing size indicated by
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ZIx)/<p> < Z[x]/<p>* c Z[x)/<p>> c -+ < Z[x].

Noting that a polynomial # € Z[x] has a finite polynomial p-adic representation, it is clear
that for some k = n the subdomain Z[x]/ < p>"*! will be large enough to contain the polyno-
mial .

The multivariate Taylor series representation (6.14) for a polynomial & = u(x) € Z,[x]
can be viewed in an abstractly equivalent manner with the ideal I taking the place of the ideal
< p> above. The polynomial i was developed in the form

G u® 4 Au® + AU@ g -+ AU@D

where
u) =u(x, 0, ..., o) € Z[x]/L;
AP et fork=1,2,...,d
Here x=(x;,...,%x,),I=<x-0,...,x,—a,> and note that Zp[x]/l = Zp[xl].

Corresponding to the p-adic case, we have the additional property that for each k the coeffi-
cients in the expression for Au™® as a linear combination of the basis elements of the ideal I
all lie in the domain Z,[x1/1. (For example,

AP =3 3 ) (5= 04) (x5~ 01)
i=2 j=i

with u;(x)) € Z,[x]/1, 2<i <j<v.) It is therefore appropriate to speak of a sequence of
approximations (see Definition 6.2) to & defined by

utDe 7 [x]/ 17, fork=1,2,...,d
where

D — D LA D 4 A ®)
Again we must assume a natural embedding of domains and the sequence of approximations
WD u@u®  twoude Z,[x] lie in the following sequence of subdomains of Z,[x] of
increasing size:

Z,x1/1 c ZIX)/P c ZxI/B < -+ < Z,[x].
As in the p-adic case, since the multivariate Taylor series representation for # is finite there
s an index k = d such that the subdomain Z,[x]/ 1%+ s large enough to contain the polyno-
mial d.

In view of this close correspondence with the p-adic representation of a polynomial, the

multivariate Taylor series representation (6.14) of a polynomial u(x) € Zp[x] is also called
the ideal-adic representation of u(x) with respect to the ideal I = <x, -0, ..., x, —0,>.

[ he concept of approximation mentioned above is made precise by the following definition
which is an obvious abstraction of Definition 6.1.
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Definition 6.2. Let D be a Noetherian integral domain and let I be an ideal in D. For a given
clement a € D, the element b € D is called an order n ideal-adic approximation to a with
respect to the ideal I if

a=b mod I",

The error in approximating @ by b is the elementa —b € I" .
°

Recalling that  =b mod I” means that a — b € I”, it is clear from the development of
the ideal-adic representation (multivariate Taylor series representation) (6.14) for

ulxy, ..., x)e Zylxy, . .., x,] that u® is an order k ideal-adic approximation to
u(xy, ..., x,) with respect to the ideal [ = <xy—0ty, . . ., x, — 0, >, where
uO=u(x, 0 ..., )

u®D =y ® 4 Ay® fork=1,2,...,d;

with Au® defined to be the term in (6.14) of total degree k with respect to I (i.e. the term
represented by k£ nested summations). In connection with the concept of ideal-adic approxi-
mation it is useful to note the following computational definition of the homomorphism ¢

defined on the domain Zp[x], where I=<xy—0, ..., X, —a,> Since
O 2 ZpIx] = Z,[x] /"

denotes the homomorphism with kernel I", if the polynomial a(x) € Z,[x] is represented in
its ideal-adic representation with respect to the ideal I then ¢;» (@(x)) is precisely the order n

ideal-adic approximation to a(x) obtained by dropping all terms in the ideal-adic representa-
tion of a@(x) which have total degree equal to or exceeding n (with respect to I).

6.3. NEWTON’S ITERATION FOR F(u) = 0

Linear p-adic Iteration

We wish to develop a method corresponding to the Chinese remainder algorithm for
inverting the modular homomorphism ¢, : Z[x] = Z,[x]. In the new approach we assume

that we use only one prime p and that we know the image ugy(x) € Z,Ix] of the desired solu-
tion u(x) € Z[x]. In the terminology of the preceding section, uy(x) is an order 1 (or first-

order) p-adic approximation to u(x) and it is also the first term in the polynomial p-adic
representation of u(x). We will develop a method to compute successively the order k
approximation

Ug(X) + u (X)p + - - '+u,(_1(x)p"‘1 € Zpg[x],

fork=1,2,..., n+ 1. Then the order # + 1 approximation which lies in the domain Z,,..llx]

is the desired solution u#(x) € Z[x] (assuming that 1 was chosen large enough). This general
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process is called lifting the image ug(x) € Z,[x] to the solution #(x) in the larger domain
Z[x].

The lifting process clearly requires more information about the solution u#(x) than sim-
ply the single image ug(x). We will assume that the additional information can be specified

in the form of one or more equations (usually nonlinear) which #(x) must satisfy. For now,
let us assume that the solution u = u(x) is known to satisfy

Fu)=0 (6.15)

where F (u) € Z[x] [u] - i.e. F () is some polynomial expression in # with coefficients lying
in the domain Z[x]. The basic idea of the new approach is to have an iterative method which
will improve the given first-order p-adic approximation uy(X) into successively higher-order

p-adic approximations to the solution u(x) of (6.15). The iterative process will be finite if
(6.15) has a polynomial solution u(x) since, in the above notation, the order n + 1 p-adic
approximation to u(x) will be u(x) itself.

Recall again as in Chapter 4 the classical Newton’s iteration for solving a nonlinear
equation of the form (6.15) in the traditional analytic setting where F (1) is a differentiable
real-valued function of a real variable u. Letting u™® denote an approximation to a solution
i and expanding the function F(x) in a Taylor series about the point «*), we have

Fu)=Fu®) + F'u®) @ -u®) + %F”(u(")) -u®? 4.

Setting u =, the left hand side becomes zero and retaining only linear terms in the Taylor
series we have the approximate equality

0=Fu®) + F'@®) @@ -u®).

Solving for # and calling it the new approximation u®+D, we have Newton’s iterative for-
mula

0D ) _ Fu®)

F'u®)
twhere we need the assumption that F'(u®) = 0 ). The iteration must be started with an ini-
tinl guess u¥ and using techniques of real analysis it can be proved that if ¥ is “‘close
cnough’ to a solution # of F(u)=0 and if F'(4)+# 0 then the infinite iteration specified
above will converge (quadratically) to the solution #. We will develop a similar iterative for-
inula for our polynomial setting and it will have two significant computational advantages
over the traditional analytic case: (i) the first-order p-adic approximation will be sufficient to

pive guaranteed convergence, and (ii) the iteration will be finite.

We wish to solve the polynomial equation asswning that it has a polynomial solution
t = u(x) € Z|x|, given the first-order p-adic approximation uy(x) € Z,[x] to #. (Note that an
abitrary polynomial equation of the form (6.15) would not in general have a polynomial

sulution but we are assuming a context in which a polynomial solution is known to exist.)
Wiriting the solution in its polynomial p-adic representation
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0= ug(X) + ug (X)p + - - - +u, (X)p” (6.16)

we wish to determine the polynomial p-adic coefficients u;(x) & Z,[x] fori=1,2,...,n
(up(x) is given). Let us denote by u™® the order k p-adic approximation to # given by the first
k terms of (6.16). Thus M= ug(x) and in general

u® = Ug(X) + uy(X)p + -+ - +uk_1(x)pk“1, 1<k<n+1.

We would like an iteration formula which at step k£ is given the order & approximation u®)
and which computes the polynomial p-adic coefficient u, (x) € Z,[x] yielding the order k + 1

approximation

ub D =y ® 4y (x)pF, 1<k <n. (6.17)
By Theorem 2.8 of Chapter 2 applied to the polynomial F(u) € D[u] where D = Z[x], we
have the following ‘“Taylor series expansion’”:

Fu® +u(x)p*) = F (®) + F'u®) ug(0p* + G u®,,00p*) iy (01p?* 6.18)
for some polynomial G(u,w) € D[u,w].

At this point we need to use a property of congruences. Recall the congruence proper-
ties developed in Chapter 5 which show that congruences can be added, subtracted, and mul-
tiplied. As a direct consequence of these properties, it follows that if I is any ideal in a com-
mutative ring R and if A(x) € R[x] is any polynomial expression over R then for a, b € R

a=b (mod I) = h(a)=h(b) (mod I). 6.19)
Now since #® = 7 (mod p*), applying property (6.19) and the fact that F (if) = 0 yields

F (u(")) =0 (mod pk ).
Similarly,

F@® +u(p*) =0 (mod p¥*)
if (6.17) is to define the order k£ + 1 approximation u**D. Therefore we can divide by p* in
(6.18) yielding

Fu® +u,xp*)  Fu®)
k

pk

+ F U (0) + Gu® 1 0p*) [t (1%

Now applying the modular homomorphism ¢, and noting that the left hand side is still a
multiple of p, we find that the desired polynomial p-adic coefficient u,(x) € Z,[x] must
satisfy

Q)
F(uk ) ]+¢p(F’(u(")))uk(X) € Z,IxI.
p

0=,

Finally since u® = u(" (mod p) for all k > 1, it follows from property (6.19) that
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F'u®y = F' @) (mod p).

Therefore if the given first-order approximation u(! satisfies the condition
F'uy £ 0 (mod p)

then the desired polynomial p-adic coefficient is given by

F(u("))

(4 pk
uk(x) = —W € Zp [X] (620)

The division appearing in (6.20) must be an exact division in the polynomial domain Z,[x] if

equation (6.15) has a polynomial solution. The iteration formula (6.17) together with the
linear update formula (6.20) is known as the linear p-adic Newton's iteration. Note that in
formula (6.20) the calculation of F (%)) must be performed in the domain Z[x], followed by
an exact division by p* in Z[x], before the modular homomorphism ¢, is applied.

Example 6.3. Consider the problem of determining a polynomial u(x) € Z[x] which is a
square root of the polynomial

a(x) = 36x* - 180x> + 93x2 + 330x + 121 € Zx]

(assuming that a(x) is a perfect square). Then u(x) can be expressed as the solution of the
polynomial equation

Fw)=a(x)-u?=0.
Choosing p =35, the first-order p-adic approximation M= Uy(x) € Zs[x] must be a square
root of ¢5(a(x)) in Zs[x]. Now

ds(a () =x* - 2x2 + |
which clearly has the square root
uD= Ug(x) =xl-1le Zs[x].
Now to apply the linear p-adic Newton’s iteration, first note that

Os(F (D)) = o5(—2uD) =262 + 2.

Then
Fu® 35x* — 180x> + 95x% + 330x + 120
0Ty g BRI It
u(x)= 2 = >
(-2x“+2) (-2x“+2)
- —x2+x-1) _

2
x“+2r—2€ Zgx
(222 +2) U]

yiclding
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UP == 1)+ (22 + 2x —2)5 € Zys[x).

Similarly we get
(<223 + 2x)
x)=————F—=-x € Zq[x]
“ (-2x2+2) ;
yielding
u® =2 - 1)+ (2 + 2x =25+ (—x)5% € Zyps5lx].
If we proceed to calculate another polynomial p-adic coefficient u;(x) we find that

F(u(3)) =0 (in the domain Z[x]) so we are finished. The desired square root of a(x) is there-
fore

u@) =u®=6x2-15x - 11 e Z[x].

Quadratic p-adic Iteration

Newton’s iteration as specified by (6.17) and (6.20) increases the order of approxima-
tion by one per iteration. However it is possible to develop Newton’s iteration in such a way
that the order of approximation doubles per iteration and this corresponds to the concept of
quadratic convergence familiar in the analytic applications of Newton’s iteration. In the
quadratic version, at step £ we have the order n, = 251 approximation

u® = ug(X) + Uy (X)p + -+ + thy_y (P

to a solution & of F(u) =0 and we compute an update Au® such that
w0 L AL ® (6.21)
is an order 2n, = 2* approximation, namely

21
AuB =y, (O™ + - - + Uy ()P

-1
=pm un,,(x) +-+ uZn,—l(x)p"k ]

Corresponding to formula (6.18) we have from Theorem 2.8 of Chapter 2
Fu® + Aau®y = F@®) + F'@®) Au® + G u®,au®) [Au®P?

for some polynomial G (u,w). Noting from above that Au®) can be divided by p™ and using
arguments similar to the linear case, we get the following formula which must be satisfied by
the update Au®:

Au®)

p"t

where n, =21, As before we have the result that for all k > 1,

F(u(k))

T

0=¢,
P

]+ ¢p.,(F'(u“>)) € Z,Ix] (6.22)
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F'@®y=F'u®) (mod p).

This time this result does not yield a simplification of the derivative since the modular
homomorphism being applied to the derivative is now ¢ ,, rather than ¢,. However we again
p

wish to divide by the derivative term in (6.22) and the condition needed to guarantee that it is
nonzero is precisely as in the linear update formula

F'@y £0 (mod p),
since from above this guarantees that F'(u®) £ 0 (mod p) whence F'®) £ 0 (mod p™). (In

other words, if the derivative term in (6.22) is nonzero for £ =1 then it is nonzero for all
k > 1). Finally, solving for the update term in (6.22) yields the quadratic update formula

Fu®)
® p™ g
A _ L_—cz,x (6.23)
Pt e LFEBy) e
P

As in the case of the linear update formula, the division in (6.23) must be an exact division in
the polynomial domain Z , [X] if there exists a polynomial solution to the original problem.
p

Theorem 6.1 formally proves the quadratic convergence property of the p-adic
Newton’s iteration (6.21) with the quadratic update formula (6.23). There are cases where the
quadratic method has a significant advantage over the linear method (cf. Loos [3]). How-
ever, it is also the case that in many practical problems requiring a p-adic Newton’s iteration,
the linear iteration is used rather than the quadratic iteration. The quadratic iteration does
require fewer iteration steps but the cost of each iteration step beyond the first is significantly
higher than in the linear iteration because the domain Zp,l[x] in which the update formula

(6.23) must be computed becomes larger as k increases. Moreover, the derivative appearing
in the divisor in (6.23) must be recomputed at each iteration step while the divisor in the
linear update formula (6.20) is fixed for all iteration steps. For these reasons the linear itera-
tion is sometimes preferable to the quadratic iteration in terms of overall efficiency.

Theorem 6.1. Let F(u) € Z[x][u] be such that the polynomial equation F(u#)=0 has a
polynomial solution i = u(x) € Z[X]. Let up(X) € Z,[X] be a first-order p-adic approximation
1o the solution & so that

F(up(x)) =0 (mod p).
t-urther suppose that u(x) satisfies

F'(ug(x)) # 0 (mod p).
‘Then the sequence of iterates defined by

uh = uy(x);
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w® D = B Ay® f=1,2,3,. ..

where Au® is defined by the quadratic update formula (6.23), is such that u**D is an order
2* p-adic approximation to the solution 4.

Proof: The proof is by induction on k. The basis holds trivially: u( is an order 1
p-adic approximation to .

For the induction step, assume for k 2 1 that %) is an order n, = 2*~! p-adic approxi-

mation to #. This means that
i =u® (mod p™)
or, defining the error ¢® = i — u®) we have
e® =0 (mod p™).
Applying Theorem 2.8 of Chapter 2 yields
F® +e®) = Fu®) + Fu®) e® + Gu® ,e®) (D)
for some polynomial G (u,w). Now u® 1+ e® =i 50 the left hand side becomes zero and,
since F(u(")) and e® are multiples of p™, we have
*)
i Li)li"‘_) ’ p™ p™
Applying the modular homomorphism ¢ o then yields

®

F(u ))

0=¢,
P

k)
+¢ JF ) ¢ o [e ]
p

where we note that the last term vanishes because ¢ n‘k(e(")) =0. Now applying the definition
P

of the quadratic update formula (6.23), this becomes

® ®
0=-24" 4 ”—]ez,.[x].
ny p

A
ny *

p Polp

Hence
e®) — Ay®)

T

p

=0 [mod p™ ]
or
e® Ak =0 [mod p™ ]
Finally, since e® =7 — u®) we have
i=®+ A®y =0 [mod pb"’]

or
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u =u®h [mod pzn‘]

which proves that #**1) is an order 2m, = 2¥ p-adic approximation to .

[ ]
Ideal-adic Iteration
We now turn to the problem of inverting a multivariate evaluation homomorphism
¢I : Zp[x,, ce ey xv] 4 Zp[xl]
with kernel I=<x;, -0y, ..., x, —0,> for some specified values o; € Z, (2 <i <v). The

inversion process will be accomplished by an ideal-adic version of Newton’s iteration. We
are given the order 1 ideal-adic approximation

u) = () € Z,[x;1=Z,[x] /1
to the solution & € Zp[x] and, as before, let us assume for now that the additional informa-
tion about the solution # is that it satisfies a polynomial equation

Fu)=0
where F(u) € Zp [x][u]. We wish to define an iteration formula such that at step k the order

k ideal-adic approximation u(® is updated to the order k+1 ideal-adic approximation u®+D
by the addition of the correction term Au®’ € 1¥. By Theorem 2.8 of Chapter 2 applied to the
polynomial F () € Zp[x] [u], we have the following ‘“Taylor series expansion”’

Fu® + Au®y = F ™) + F'@®)Au® + G u®,au®) [au®? (6.24)

for some polynomial G (u,w). Now if u® + Au® is to be the order & + 1 ideal-adic approxi-
mation u**1 then using property (6.19) we deduce that

Fu® + Au®) e 1¥1,
Also since Au®) e I* it follows that

[Au(")]2 e 1%,
IHence applying the homomorphism ¢y to (6.24) yields the equation

0= 0pn(FU®)) + opaF @PNAU® € Z,[x]/ T (6.25)
which must be satisfied by the correction term Au(® e I*.

Consider iteration step k = 1. In this case the correction term Au(! € I takes the form

v
AuD = T (x)) (x; — o) (6.26)
i=2
where the coefficients u;(x) € Z,[x;] are to be determined. Using property (6.19) and the
tact that e =4 (mod 1), we deduce that F(u(l)) € | and therefore we can write
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Fa®y= ici(x,- -0, (6.27)
=2

for some coefficients c; € Z,[x],2<i Sy. Now the homomorphism being applied in equa-
tion (6.25) is ¢p when £ = 1 and since the effect of ¢p is to drop the ideal-adic terms of total
degree equal to or exceeding 2, it follows from (6.27) that

OpF D)) = F ;)% - )

i=2

where the coefficients c;(x,) € Z,lx,] are defined from the coefficients ¢; € Z,[x] appearing
in (6.27) by

ci(x) =0(c), 2 <i <.

Equation (6.25) is now

0= ﬁc,.(xl)(x,- - o) + opF D)) [2 w(x)x—o) | € Z,[x1/ 2 (6.28)

i=2 i=2

Now the ideal-adic representation of ¢p(F “@1)) can be written in the form
\4
Op(F @) = o(F ) + 3 di(x1)(x; — o)
i=2

for some coefficients d;(x,) € Zp [x4], 2 <i <v. Putting this form into equation (6.28) yields

0= ZV:Ci @D = o) + o F @®y) [i w; () x~0y) | € Z,[x1/ I2 (6.29)

=2 i=2

where we have noted that

lﬁd;(xl)(xi — o)

i=2

[iui(xl)(xi - a,-)] el
i=2
Equating coefficients on the left and right in equation (6.29) yields finally
__alxy)
NG
Equation (6.30) is the desired update formula which defines the correction term (6.26) and

the division appearing in (6.30) must be an exact division in the univariate polynomial
domain Z,[x,] if the given equation F(u) = () has a polynomial solution. Note that the coeffi-

u;(x)) = € Zp[xI], 2<ig, (6.30)

cients c;(x;) appearing in (6.30) are simply the coefficients of the linear terms in the ideal-
adic representation of F(u),

Turning now to the general iteration step, the k-th correction term Au® e T* is the term
of total degree k in the ideal-adic representation of the solution # = u(xy, ..., x,) and its
general form consists of k£ nested summations as follows
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\4 \4 k
Au® = )IREEED> ui(xx)l—l(xi, ‘“i,) (6.31)
=2 i j=t
where the subscript i denotes the vector of indices i=(iy,..., iy). The coefficients

uj(x,) € Z,[x] are to be determined. We are given the order £ ideal-adic approximation u®

and the correction term Au®) must satisfy equation (6.25). As before, we deduce that
F(u®)y e I* from which it follows that

o FUON=3 - 3 ci(xl)ﬁa,-,—a,-,)
=2 i j=1

for some coefficients ci(x;) € Zp [x;]. Also, the term Qpu(F '(u("))) in equation (6.25) can be
replaced by ¢;(F '(u("))) because just as in the case k = 1, the terms of order greater than 1 in
the ideal-adic representation of ¢pa(F (u®y) disappear when multiplied by Au® e 1 (since
the multiplication is in the domain Z,[x] / **'). But for all k > 1, u® = 4 (mod T) which
implies by property (6.19) that F "Wy =Fu®) (mod I); i.e.

0 F (u®) = oy(F ") for all k 2 1.

Equation (6.25) therefore becomes

v v k
0=y - X ci(xl)]"[(xil_ —ail.)
=]

i=2 =iy J
Dy | = i J £+l
+F’uONIY - T w)l T, - o) | € ZyIx] /T (6.32)
=2 i~ J=1
Finally, if the given first-order approximation u'D satisfies the condition
F'uW)y£0 (mod I) (6.33)

then by equating coefficients on the left and right in equation (6.32) we get the linear ideal-
adic Newtorn’s iteration:

2D = 6 4 AL B (6.34)
where Au® is the correction term (6.31) with coefficients defined by
¢i(xy)
T F i ©
O (F (™))

Once again, the division appearing in (6.35) must be an exact division in the univariate poly-
nomial domain Z, [x,] if the given equation F(u) = 0 has a polynomial solution. Note that the

ui(xl) = Zp[.xll. (635)

coefficients ¢;(x,) appearing in (6.35) are simply the coefficients of the terms of total degree
4 in the ideal-adic representation of F (u(")) and note further that F (u(")) has no terms of total
degree less than k (with respect to I).

The linear ideal-adic Newton's iteration (6.34) and (6.35) proceeds by computing in
iteration step k all ideal-adic terms in the solution & which have total degree £ (with respect
to D). It is possible 10 define a quadratic ideal-adic Newton's iteration just as in the p-adic
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case. Such an iteration would produce an order 2* ideal-adic approximation #**!) in iteration
step k. In other words, the quadratic iteration would compute in iteration step & all ideal-adic
terms in the solution # which have total degrees 2""1, 2%14 1, ..., 25~ 1. However as was
noted in the p-adic case, the quadratic iteration entails a cost per iteration which is higher
than that of linear iteration, so much so that in terms of overall efficiency the linear iteration
has been found to been superior in many practical problems.

Example 6.4. Consider the problem of determining a polynomial u(x,y,z) € Zs[x,y,z]

which is a square root of the polynomial
a(x,y,z) =x*+x*y? - xy* + xPyz + 2%z - 2% - 2%z + xy*z
2
z

_xyz_yz +yzz—yz +22-2z+1€¢ Zslx,y,z]

(assuming that a(x,y, z) is a perfect square). Then u(x, y,z) can be expressed as the solution
of the polynomial equation
Fw=a(x,y,z) ~u?=0.
Choosing the ideal I = <y, z> (i.e. choosing the evaluation points y =0 and z = 0), the first-
order ideal-adic approximation u®= u(x,0,0) € Zs[x] must be a square root of a(x,0,0) in
Zs[x]. Now
a(x,0,0)=x*-2x2+ 1
which clearly has the square root
uV=u(x,0,0)=x2 -1 e Zgx].
To apply the linear ideal-adic Newton’s iteration, first note that
oF (™)) = oy (-2uVy = -2 + 2.
It is convenient to express a(x, y, z) in its ideal-adic representation with respect to I, which is
a(x,y,z) = [ -2 )] + [(x2-2)z] + [(P=x)y? + P-1)yz + 2]
+ [z +y2 1+ [(Fy* + 20’z - 2L,
Now
Op(F ™M) = bp(ary.2) - (P=1)%) = (*-2)z € Zslx,y,z] / P
The first correction term is
AuD = uy(x)y + uy(x)z

where u,(x) = 0 (because the corresponding term in ¢p(F (uM)) is zero) and where
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a®)  @&x?-2)
22+2) (2%*+2)

uz(x) = =1e Zsx].

Hence
uP=uD s Ay = x> -1y +z € Zs[x,y,2] / I
For the next iteration, we have
Op(F @) = op(alx,y, 2) = [(P-1) + 21 = (=% + (= 1)yz
which lies in Zs[x, y, z] / . The new correction term is
Au? = u22(x)y2 + uxz(x)yz + u33(x)z2

where u33(x) = 0 (because the corresponding term in ¢ps(F (u(z))) is zero) and where

C22(x) o =x)
= = =2xeZ H
P Sy T TRy € Lslx]
2
) = ) (x?-1) =2 e Zgx]

22+2)  (2u%+2)
Hence

U =u@ + Au@ = x2 - 1)+ z + (~22)y? + (<2)yz
a member of Zs[x, y,z]/ . If we proceed to the next iteration we find that F (u(3)) =0 (in the
domain Zs[x, y, z]) so we are finished. The desired square root of a(x, y, z) is therefore

u(x,y,z)=u(3) =x2—2xy2—2yz +z-1e Zslx,y,z].

A Homomorphism Diagram

Finally in this section, Figure 6.1 shows a homomorphism diagram for the case of solv-
ing a multivariate polynomial problem using the p-adic and ideal-adic Newton’s iterations.
This diagram should be compared with the diagram of Figure 5.1 where many image prob-
lems had to be constructed and solved rather than just one image problem. Note that in order
to apply Newton’s iteration it is assumed that the desired polynomial can be expressed as a
solution of a polynomial equation F(u) =0.
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Given problem in Solution in
Zlx,, ..., x,] Zixy, ..., x,]
p-adic
%
iteration
Image problem Solution image
inZy[x, ..., x,] inZp[xy, ..., x]
Ideal-adic
o
iteration
Image problem Solution image
in Zp [x] in Zp [x,]

Solve image problem
inZ P [x 1]

Figure 6.1. Homomorphism diagram for p-adic and
ideal-adic Newton’s iterations.

6.4. HENSEL’S LEMMA

Bivariate Newton’s Iteration

In the preceding discussion of Newton’s iteration for lifting an image polynomial
¢1,(4) € Z,[x,] up to a desired polynomial u € Z[x,, ..., x,] —i.e. for inverting a compo-
site homomorphism

brp 1 Zlxy, - 2] 2 Zy[xy], (6.36)

it was assumed that the polynomial % could be expressed as the solution of a polynomial
equation

Fu)=0 (6.37)
for some F(u) € Z[x,, ..., x,][u]. However the most common applications of Newton’s

iteration for such a lifting process involve problems which cannot generally be expressed in
the form (6.37), but rather can be expressed in the form
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F(u,w)=0 (6.38)
for some bivariate polynomial F(u,w) € Z[xy, . . ., x,][#,w]. An equation such as (6.38) will
have a pair of solutions # and w so we will in fact be lifting two polynomials, not just one.

The fundamental problem which can be expressed in the form (6.38) is the polynomial
factorization problem. Suppose we wish to find factors in the domain Z[x;, ..., x,] of a

polynomial a(xy, ..., x,) € Z[x,, ..., x,]. By applying a composite homomorphism of the

form (6.36), the factorization problem is reduced to a problem of factoring a univariate poly-
nomial over the field Z, (which as we see in Chapter 8 is a comparatively simple problem).

Let ag(x;) denote the image of a(x;, . . ., x,) in Z,[x;] and suppose we discover that g (x;)
is a factor of dg(x;) in the domain Z,[x,]. Then we have the following relationship in the
domain Zp [1:

a9 Xy
ag (xq) = ug (x1) wy (xy) where wy (xy) = ——— € Z,[x;].

U (xq)
We therefore pose the problem of finding multivariate polynomials u(xy,..., x,),
w(xy, ..., x,)€ Z[x, ..., x,] which satisfy the bivariate polynomial equation
Fuw)=a(x;,...,x)-uw=0 (6.39)

such that

(6.40)

u(xy, ..., x,) =ug(xy) (mod <Lp>),
w(xy, ..., x,)=wy(x) (mod <Lp>).

In other words, we wish to lift the factors uy(xy),wo(x) € Z,[x;] to factors
U@y, ..., x),wixy, ..., x)e Zx;, ..., x,] by applying a form of Newton’s iteration to

the nonlinear equation (6.39). (Note that this process could be applied recursively to further
factor the polynomials u(x,, ..., x,) and w(xy, ..., x,) in order to ultimately obtain the
complete factorization of a(xy, ..., x,) in the domain Z[x,, ..., x,].) Sufficient conditions
for such a lifting process to be possible will be determined shortly. A detailed discussion of
the polynomial factorization problem is given in Chapter 8.

Another problem which can be posed in the form (6.39) is the problem of computing
the GCD of multivariate polynomials a(xy, ..., x,), b(xy,..., x,) € Z[xy, ..., x,]. Apply-
g a composite homomorphism of the form (6.36) the problem is reduced to computing
GCD(aq (x)), by (xy)) in the Euclidean domain Zp [x,], which can be easily accomplished by
the basic Euclidean algorithm (Algorithm 2.1). Then if ug(x;) = GCD(ag (x1), by (x1)), we

ap (xy)
g (xy)
uy {xy), wy () € Zy|x| to multivariate polynomials

define the cofactor wy(x)) = and pose the problem of lifting the image polynomials
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Uy, ..o x,),wxy, ..., x5) € Zxy, ..., x,]

which satisfy (6.39) and (6.40). (Note that the polynomial b(xy, ..., x,) could as well play
the role of a(x;, .. ., x,) in this lifting process.) The problem of computing the GCD of poly-
nomials by this method (and other methods) is discussed in more detail in Chapter 7.

In this section we discuss how, and under what conditions, Newton’s iteration can be
applied to solve the problem (6.39) and (6.40). Noting that (6.39) is a single nonlinear equa-
tion in two unknowns, we would expect from general mathematical principles that it would
not have a unique solution without impesing additional conditions. Rather than imposing the
additional conditions explicitly as a second equation of the form G (u,w) = 0, the additional
conditions will appear more indirectly in the following development.

The general form of Newton’s iteration for the bivariate polynomial equation
Fuw)=0

can be determined by applying Theorem 2.9. Suppose that we have a pair of approximations
1® w® o the solution pair i, w and that we wish to compute a pair of correction terms
Au® Aw®). Theorem 2.9 yields the equation

Fu® + Au®, w® + Aw®) = Fu®, w®) + F, @®, w®) Au®
+F,u®, WOy aw® + E

where the term E involves higher-order expressions with respect to Au®, Aw®), By argu-
ments which can be formalized as before (or loosely speaking, setting the left hand side to
zero and ignoring the higher-order term E), we find that the correction terms should be
chosen to satisfy the following equation (modulo some ideal):

F, ®,w®) Au® + B u®, w®) Aw®) = —Fu®, &), (6.41)

Thus we see that the basic computation to be performed in applying a step of Newton’s itera-
tion will be to solve the polynomial diophantine equation (6.41) which takes the form

ABWALE 4 pEIA,, &) — o)

where A®, B®, c® are given polynomials and Au®), Aw™® are the unknown polynomials to
be determined. Equation (6.41) will in general have either no solution or else a whole family
of solutions. However Theorem 2.6 of Chapter 2 shows that under certain conditions the
polynomial diophantine equation (6.41) has a unique solution.

From now on, we will specialize the development of Newton’s iteration to the particu-
lar bivariate polynomial equation (6.39). As we have seen, the problem of polynomial factor-
ization and also the problem of polynomial GCD computation can be posed in the particular
form (6.39). Other problems may lead to different bivariate polynomial equations F(u,w) =
0 but the validity of Newton’s iteration will depend on the particular problem. This is
because of the need to introduce additional conditions which ensure the existence and
uniqueness of a solution to the polynomial diophantine equation (6.41) which must be solved
in each step of Newton’s iteration.
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Hensel’s Lemma

Let us consider the univariate case of solving the problem (6.39) and (6.40). Thus we
are given a polynomial a(x) € Z[x] and a pair of factors uy(x), wy(x) € Z,[x] such that

a(x) = up(x) wo(x) (mod p)

and we wish to lift the factors ug(x), wy(x) from the image domain Zp [x] up to a pair of fac-
tors u(x), w(x) € Z[x]. In other words, we wish to invert the modular homomorphism

op : Z[x] > Z,[x]

by applying Newton’s iteration to compute the solution i =u(x),w = w(x) in Z[x] of the
nonlinear equation
Fuw)=ax)—uw=0 (6.42)
such that
u(x) = uy(x) (mod p), w(x) =wy(x) (mod p). (6.43)
Writing the solution polynomials i and w in their polynomial p-adic representations
i =ug(x) + uy(x)p +- - -+ u,(xp";

W = wo(x) + wi(x)p + -+ w,(x)p" (6.44)

(where n must be large enough so that '/2p’”“1 bounds the magnitudes of all integer coeffi-
cients appearing in a(x) and its factors i and W), we wish to determine the polynomial
p-adic coefficients u;(x), w;(x) € Z,[x] for i=1,2,..., n. Let u®, w®) denote the order

k p-adic approximations to u,w given by the first ¥ terms in (6.44) and let
Au® = uk(x)p",Aw(k)z wk(x)p". Note that uV = Up(x) and w = wo(x). We find that the

correction terms must satisfy the polynomial diophantine equation (6.41) modulo pH
which for the particular nonlinear equation (6.42) takes the form

WAL — y B ®) = [a(x) - u(k)w(k)] (mod p**h).

Since #®w® must be an order & p-adic approximation to a(x) we can divide through by P~
and also removing the negative signs we get

a(x) — u®ny®)

w(k)uk(x) + u(")wk(x) = . (mod p).
p

Now we may apply the modular homomorphism ¢, to the left and right (because this is a
congruence modulo p) and, noting that ¢p(w(k)) = wy(x) and ¢p(u(")) = uy(x), we get the fol-
lowing polynomial diophantine equation to solve in the domain Z, [x]:

— &), (k)
wox) e (x) + up(xIwi (x) = ¢, [a()o% ]

Since Zy|x| is a Euclidean domain (we choose p to be a prime integer), Theorem 2.6 shows

that if uylx), wy(x) € Z,|x| are relatively prime then we can find unique polynomials
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6(x), T(x) € Zy[x] such that

— (k) (k)
O(X)ug(x) + T(x)wpx) = ¢, [a(ﬂ% ]

and

deg(o(x)) < deg(wo(x))-
We then define u®*D = 4 ® 4+ g(o)p*, wk*D = W& 4 g(x)p* and we claim that these are
order k+1 p-adic approximations to the solutions i, w respectively.

The following theorem formally proves the validity of the above method. This theorem
is a standard result in algebra known as Hensel’s lemma and it dates back to the early 1900’s.
The proof of Hensel’s lemma is a constructive proof which follows naturally from the above
development and this process is referred to as the Hensel construction.

Theorem 6.2 (Hensel’s Lemma). Let p be a prime in Z and let a(x) € Z[x] be a given poly-
nomial over the integers. Let u(‘)(x), w(l)(x) € Z,[x] be two relatively prime polynomials
over the field Z, such that

a(x) = uP0w(x) (mod p).
Then for any integer k > 1 there exist polynomials u®)(x), w®)(x) Z,+[x] such that

ax)= u(")(x)w(")(x) (mod pk) (6.45)
and

u(k)(x) = u(l)(x) (mod p), w(k)(x) = w(l)(x) (mod p). (6.46)

Proof: The proof is by induction on k. The case k = 1 is given. Assume for £ 21 that

we have u®(x), w®(x) € Z 4[x] satisfying (6.45) and (6.46). Define

— 4% (%)
)=, {a(x) e 647

where all operations are performed in the domain me[x] before applying ¢,. Since
uD(x), wxy e Z,[x] are relatively prime, by Theorem 2.6 we can find unique polynomials
™), 1) e Z,[x] such that

PP ) + @wPx) = c®x) (mod p) (6.48)
and

deg(0®(x)) < degwP)). (6.49)
Then by defining

u®* Dy = u®xy + ®p* , wkD(x) = wO(x) + oW (x)p* (6.50)

we have by performing multiplication modulo p**!:
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u* WD) = u®wBE) + 0P V+®mwDe))pt mod pth
= uO@w®x) + cO)p* (mod pt*), by (6.48)
=a(x) (mod p**1), by (6.47).
Thus (6.45) holds for k+1. Also, from (6.50) it is clear that
u®x) = u®(x) (mod p), w#*Dx) = w®(x) (mod p)

and therefore since (6.46) holds for k it also holds for k+1.
®

Corollary (Uniqueness of the Hensel Construction). In Theorem 6.2, if the given polyno-
mial a(x)e Z[x] is monic and correspondingly if the relatively prime factors
uD), w(l)(x) € Z,[x] are chosen to be monic, then for any integer k = 1 conditions (6.45)

and (6.46) uniquely determine the monic polynomial factors u(k)(x), w®x) e Zpg[x].

Proof: The proof is again by induction on k. For the case k=1, the given polynomials
ux), w(')(x) are clearly the unique monic polynomials in Z,[x] which satisfy conditions
(6.45) and (6.46). For the induction assumption, assume for some k > 1 that the uniqueness
of the monic polynomials u(k)(x), w®x) e Zpg[x] satisfying (6.45) and (6.46) has been

determined. Then we must prove the uniqueness of the monic polynomials
u®+ D), wD(x) e Z,x4[x] satisfying the conditions

a(x) = u®D)w®D(x) (mod p**t) (6.51)
and

u®* V() = uD(x) (mod p), w**D(x) = w(x) (mod p). (6.52)
Condition (6.51) implies, in particular, that

a@) = u®*Deyw D) (mod p*)
which together with (6.52) yields, by the induction assumption,

1Dy = u® ) (mod p*y;  w**D(x) = w®(x) (mod p*).
We may therefore write

u®y = u®x) + tp*, WDy = w®(x) + o(x)p* (6.53)
for some polynomials 6(x), t(x) € Z,[x] and it remains to prove the uniqueness of o(x) and
tx).

Since a(x), uV(x), and w(x) are given to be monic, it follows that for any £ > 1 the

polynomials o(x) and T(x) appearing in (6.53) must satisfy

deg(o(x)) < deg(w{(x)) and deg(t(x)) < deg(uV(x)) (6.54)

tie. w®*D(xy and w**D(x) must always have the same leading terms as #(x) and w(D(x),
respectively). Now by multiplying out the two polynomials expressed in (6.53) and using
(6.51), we get (performing 1he muhiplication modulo p"“):
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a(x) = uPEw® ) + EuPx) + 1)wDE))p* (mod p**1

which can be expressed in the form

—u® (k)
ax)—u lfx)w ®) (mod p). (6.55)

o)) + 1(x)wVi) =
By Theorem 2.6, the polynomials o(x), t(x) € Zp [x] satisfying (6.55) and (6.54) are unique.
[ ]

6.5. THE UNIVARIATE HENSEL LIFTING ALGORITHM

Description of the Algorithm

The Hensel construction of Theorem 6.2 is based on a linear p-adic Newton’s iteration.
Zassenhaus [9] in 1969 was the first to propose the application of Hensel’s lemma to the
problem of polynomial factorization over the integers and he proposed the use of a quadratic
p-adic Newton’s iteration. This quadratic iteration is usually referred to as the Zassenhaus
construction and it computes a sequence of factors modulo pz‘, fork=1,2,3,.... However
as we noted in Section 6.3, a quadratic iteration is not necessarily more efficient than a linear
iteration because the added complexity of each iteration step in the quadratic iteration may
outweigh the advantage of fewer iteration steps. For example, in each iteration step of the
quadratic Zassenhaus construction one must solve a polynomial diophantine equation of the
form

o®@u®) + P xw®r) = c®Px) (mod p*~) (6.56)
for o®x), ™) e szn—n[x]. The corresponding computation in the linear Hensel construc-

tion is to solve the same polynomial diophantine equation modulo p for
o®@), Ty e Z,[x}). The latter computation is simpler because it is performed in the

smaller domain Z,[x] and another level of efficiency arises because the u®(x) and w®(x) in

(6.56) can be replaced by the fixed polynomials uV(x) and w®(x) in the linear Hensel case.
A detailed comparison of these two p-adic constructions was carried out by Miola and Yun
[5] in 1974 and their analysis showed that the computational cost of the quadratic Zassenhaus
construction is higher than that of the linear Hensel construction for achieving the same
p-adic order of approximation. Therefore we will not present the details of the quadratic
Zassenhaus construction, and instead we leave it for the exercises.

The basic algorithm for lifting a factorization in Z,[x] up to a factorization in Z[x] is
presented as Algorithm 6.1. In the monic case Algorithm 6.1 comresponds precisely to the
Hensel construction presented in the proof of Hensel’s lemma, since by the corollary to
Theorem 6.2 the factors at each step of the lifting process are uniquely determined in the
monic case. However in the non-monic case the nonuniqueness of the factors modulo p*
leads to the ‘‘leading coefficient problem’’ to be discussed shortly, and as we shall sec this
accounts for the additional conditions and the additional operations appearing in Algorithm
6.1. For the moment, Algorithm 6.1 may be undersiood for the monic case if we simply
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ignore the stated conditions (other than the conditions appearing in Hensel’s lemma), ignore
step 1, ignore the ‘‘replace_Ic’’ operation in step 3 (using instead the initialization
ux) « u(l)(x); w(x) « wm(x) ), and note that no adjustment of u(x) and w(x) is required
in step 5 for the monic case.

Example 6.5. Consider the problem of factoring the following monic polynomial over the
integers:

a(x)=x>+ 10x? — 432x + 5040 € Z[x].
Choosing p =5 and applying the modular homomorphism ¢s to a(x) yields

ds(a(r)) =x> - 2x € Zglx].

Algorithm 6.1. Univariate Hensel Lifting Algorithm.

procedure UnivariateHensel(a, p, u™, w), B, 7)
# INPUT:
# (1) A primitive polynomial a(x) € Z[x].
(2) A prime integer p which does not divide lcoeff(a(x)).

(3) Two relatively prime polynomials u(x), w(x) € Z, [x] such that
a(x) =uP) whx) (mod p).

#
#
#
# (4) Aninteger B which bounds the magnitudes of all integer coefficients
# appearing in a (x) and in any of its possible factors with degrees

# not exceeding max{deg(u(l)(x)), deg(w(l)(x)) }.

#

#

#

(5) Optionally, an integer Y € Z which is known to be a multiple of
Icoeff(u(x)), where u(x) (see OUTPUT below) is one of the factors of
a(x) in Z[x] to be computed.

# OUTPUT:

# (1) If there exist polynomials u(x), w(x) € Z[x] such that

# a(x)=ux)w(x) e Z[x]

# and

# n(u(x)) = ) (mod p), R(w (x)) = n(wM(x)) (mod p)

# where n denotes the normalization ‘‘make the polynomial monic as an
# element of the domain Z,[x]”’, then u(x) and w(x) will be computed.

*

(2) Otherwise, the value returned will signal ‘‘no such factorization™’.
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Algorithm 6.1 (continued). Univariate Hensel Lifting Algorithm.

# 1. Define new polynomial and its modulo p factors
o « lcoeff(a(x))

if yis undefined then y « o

a(x) «vy-ax)

w0 0,07 n@P)); whe) « ¢, nwhe))

# 2. Apply extended Euclidean algorithm to u D), whix) e Z,[x]

$(x), t(x) « polynomials in Zp[x] computed by Algorithm 2.2 such that
s(x) u(l)(x) +1(x) w(l)(x) = 1 (mod p)

# 3. Initialization for the iteration

ux) « replace_lc(u(l)(x), Y); wx) « replace_lc(w(l)(x), )
e(x) « a(x) —u(x) - w(x); modulus < p

# 4. lterate until either the factorization in Z[x] is obtained or
# else the bound on modulus is reached
while e(x) # 0 and modulus <2 -B - ydo {
# 4.1. Solve in the domain Z,[x] the polynomial equation
# o(x) u(l)(x) +T(x) w(l)(x) = ¢(x) (mod p)
# where ¢ (x) = e(x)/modulus

¢(x) « e(x)/modulus; 6(x) «— 9, (s (¥) - cX)); TX) & 9, (t(x) - c(x))
4q(x), r (x) < polynomials in Z,[x] such that

o(x) = w)g(x) +r(x) € Z,[x]
O(x) « r(x); 1) « 9,(xx) +q(x) - uP))

# 4.2. Update the factors and compute the error
u(x) « u(x) + wx) - modulus; w(x) « w(x) + o(x) - modulus
e(x) « a(x) —u(x) - w(x); modulus « modulus - p }

# 5. Check termination status

if e(x) =0 then {
# Factorization obtained — remove contents
8 — cont(u(x)); u(x) — u@x)/3; wikx) « wx)/(y/98)
# Note: a(x) « a(x)/ywould restore a(x) to its input value }
return( u(x), w(x))

else return( no such factorization exists )

end
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The unique unit normal (i.e. monic) factorization in Zs[x] of this polynomial is
ds(@@) =x-(x* - 2) € Zslx].
We therefore define
uPey=x, wx)=x2-2
and since uP(x) and w(x) are relatively prime in Zg[x], the Hensel construction may be
applied.

Applying Algorithm 6.1 in the form noted above for the monic case, we first apply in
step 2 the extended Euclidean algorithm which yields

s(x)==-2x, t(x)=2.
The initializations in step 3 yield

u(x)=x, wx)=x>-2, e(xr)=10x* - 430x + 5040,
and

modulus = 5.

Step 4 then applies the Hensel construction precisely as outlined in the proof of Hensel’s
lemma. (For now we are ignoring the second termination condition of the while-loop.) The
sequence of values computed for o(x), T(x), u(x), w(x), and e(x) in step 4 is as follows.

End of
iter. no. o(x) T(x) u(x) w(x) e(x)
0 - - x -2 10x2 — 430x + 5040
1 x-1 1 X+5 2 +5x-7 —450x + 5075
2 x+2 | 1 | x+30 | x2-20x+43 125x + 3750
3 1 0 | x+30 | x2-20x+ 168 0

Note that at the end of each iteration step &, e(x) is exactly divisible by modulus = 5 as
tequired at the beginning of the next iteration. The iteration terminates with u(x) =x + 30
and w(x) = x% - 20x + 168. We therefore have the factorization over the integers

x° + 10x% — 432x + 5040 = (x + 30) (x — 20x + 168).
[ ]

I.xample 6.6. In this example we shall see that the Hensel construction may apply even

when the given polynomial cannot be factored over the integers. Consider the monic polyno-
sl



236 Algorithms for Computer Algebra

a(x) =x*+1le Z[x]

which is irreducible over the integers. Choosing p =5 and applying the modular homomor-
phism ¢s to a(x) yields ¢5(a(x)) =x*+1. The unique unit normal factorization in Zs[x] of

this polynomial is
AH1=02+2) (02 -2) e Zsx).

Since the polynomials u(l)(x) =x2+2 and w(l)(x) =x%-2are relatively prime in Zs[x], the

Hensel construction may be applied. In this case we get an infinite sequence of factors
a(x) = u®x)yw®(x) (mod p*)

fork=1,2,3,....

If we apply Algorithm 6.1 to this monic case as in Example 6.5, the result of step 2 is

s()y=-1; tx)=1

and the initializations in step 3 yield
u(x) =x2+2; w(x) =x2-2;
e(x)=5;
modulus = 5.

If we allow the while-loop in step 4 to proceed through four iterations (again we are ignoring
the second termination condition of the while-loop), the sequence of values computed for
o(x), T(x), u(x), w(x), and e(x) is as follows.

End of
iteration no. | o(x) | T™x) u(x) w(x) e(x)
0 - - X +2 -2 5
1 -1 1 2 +7 xt-7 50
2 -2 2 xt+57 xt-57 3250
3 -1 1 x2+182 | x%-182 33125
4 2 -2 | x2-1068 | x*+1068 | 1140625

These iterations could be continued indefinitely yielding an infinite sequence of factors satis-
fying Hensel’s lemma. Note that at the end of iteration step k£ we always have

u@wx) =x*+ 1 (mod 51
as claimed in Hensel’s lemma. However we will never obtain quadratic factors
u(x), w(x) € Z[x] such that

u@wx) =x*+1e Zx].
We remark that our polynomial a(x) in this case factors into two quadratic factors in Z,, [x]

for every prime p (see Exercise 8.12 in Chapter 8). Thus choosing a prime different than 5

will not change this example.
[ ]
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The Leading Coefficient Problem

The Hensel construction provides a method for lifting a factorization modulo p up to a
factorization modulo p’ for any integer / 2 1. Example 6.6 shows that this construction does
not necessarily lead to a factorization over the integers. However if the monic polynomial
a(x) € Z[x] has the modulo p factorization

alx)= u(l)(x)w(l)(x) (mod p)

where u(l)(x),w(l)(x) € Z,[x] are relatively prime monic polynomials and if there exists a

factorization over the integers

a(x)=u@@)w(x)e Zx] (6.57)
such that

ux)= u D) (mod p), w(x)=wP(x) (mod p) 6.58)

then the Hensel construction must obtain this factorization. Specifically, let / be large enough
so that p! > 2B where B is an integer which bounds the magnitudes of all integer coeffi-
cients appearing in a(x) and in any of its possible factors with the particular degrees
deg(uM(x)) and deg(wV(x)). (For a discussion of techniques for computing such a bound B
see Mignotte [4].) Then the Hensel construction may be applied to compute monic polyno-
mials u(’)(x),w(’)(x) € Zp:[x] satisfying

a@) =uP@wO(x) (mod p') (6.59)
and

uPx) =) (mod p), whx) = wO(x) (mod p) (6.60)
and by the corollary to Theorem 6.2 the factors u(’)(x),w(’)(x) € Zp:[x] are uniquely deter-

mined by conditions (6.59)-(6.60). Now if there exists a factorization (6.57) satisfying (6.58)
then another such monic factorization in Zp:[x] is provided by q)p:(u(x)) and q)p:(w(x)) and

hence by uniqueness
uO) = ¢,ux)), whE) = w(x)).

But, since p’ > 2B, we have ¢p:(u(x)) =u(x) and q)p:(w(x)) = w(x), which proves that W)
and w(x) are the desired factors over the integers.

The above discussion shows that in the monic case, the Hensel construction may be
halted when p’ > 2B at which point either u(’)(x)w(’)(x) = a(x) over the integers or else there
¢xists no factorization satisfying (6.57)-(6.58). The second termination condition of the
while-loop in step 4 of Algorithm 6.1 is, in the monic case, precisely this condition. Note
that since the bound B given to Algorithm 6.1 will invariably be very pessimistic, the first
termination condition of the while-loop is required to avoid extra costly iterations after a fac-
wirization has been discovered.

In the non-monic case the situation is not quite so simple. The Hensel construction
requires (in step 4.1 of Algorithm 6.1) the solution (), T(x) € Z,,[x] of the polyromial
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diophantine equation

o)uDex) + 1)w) = c(x) (mod p). (6.61)
The solution of this equation is not uniquely determined but uniqueness is (somewhat artifi-
cially) imposed by requiring that the solution satisfy

deg(o(x)) < degwP(x)) 6.62)
(see Theorem 2.6). Noting that the update formulas (in step 4.2 of Algorithm 6.1) are then

u(x) « u(x) + tx)p; wx) < wx) + olx)p,
it is clear that the degree constraint (6.62) implies that the leading coefficient of w(x) is
never updated. In the monic case, this is exactly what we want. Moreover, since

a(x) —u(x)w(x)

c@= modulus

(6.63)

it follows in the monic case that
deg(c(x)) < deg(a(x)) = deg®(x)) + deg(w(x))
and therefore the solution of (6.61) also satisfies, by Theorem 2.6,
deg(t(x)) < deg(uV)).

It follows that the leading coefficient of u(x) also is never updated in the monic case. Turn-
ing to the non-monic case, we must first assume that the chosen prime p does not divide the
leading coefficient of a(x). With this assumption we are assured that uD(x) and w(x) have
““‘correct’” degrees in the sense that deg(u(l)(x)) + deg(w(l)(x)) =deg(a(x)). Then we have
from (6.63) that

deg(c(x)) < deg(a(x)) = degu"(x)) + deg(w(x))
from which it follows exactly as in Theorem 2.6 that

deg(t(x)) < deguV(x)). (6.64)
The degree constraint (6.64) allows the leading coefficient of u(x) to be updated since, unlike
(6.62), the inequality here is not strict inequality. Now at the end of each iteration step k£, we

have the relationship

ax) = u(x)w(x) (mod p**")

and therefore since (6.62) forces the leading coefficient of w(x) to remain unchanged, all of
the updating required by the leading coefficient of a(x) is forced onto the leading coefficient
of u(x). (Note that any unit in the ring Zp: can be multiplied into one factor and its inverse

multiplied into the other factor without changing the given relationship.) This is referred to
as the leading coefficient problem and it can cause the factors in the Hensel construction to
never yield a factorization over the integers even when such a factorization over the integers
exists. The following example will clarify this leading coefficient problem.
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Example 6.7. Consider the problem of factoring the following polynomial over the integers:
a(x)=12x* + 10x* - 36x + 35 € Z[x].
In order to understand the leading coefficient problem which arises we start by presenting the
correct answer; namely, the complete unit normal factorization of a(x) over the integers is
ax) =u@wx) = 2x +5)6x% - 10x +7) € Z[x].
Let us attempt to solve this factorization problem by the method used in Example 6.5.
Choosing p = 5 and applying the modular homomorphism ¢5 to a(x) yields
ds@(x) =2x> —x e Zglx].
The unique unit normal factorization in Zs[x] of this polynomial is
ds@@) =200 + 2) € Zs[x]

where 2 is a unit in Zs[x]. Now in order to choose the initial factors u(l)(x), w(l)(x) € Zs[x]

to be lifted, we must attach the unit 2 either to the factor x or else to the factor x2+2. This is
precisely the problem of non-uniqueness which exists at each stage of the Hensel construc-
tion. At this initial stage we have

0s(a(x)) = 20)(x? +2) = (0)2x* - 1) € Zs[x].

Since in this problem we are given the answer, we can see that the ‘‘correct’’ images under
¢5 of u(x), w(x) € Z[x] are

u(l)(x) =2x; w(l)(x) =x2+2.
However it is important to note that this ‘‘correct’” attachment of units to factors is
irrelevant. The other choice for u(x) and w(x) in this example would be equally valid
and would lead to the same ‘‘leading coefficient problem’ which will arise from the above
choice.

The polynomials uDx) and w(x) defined above are relatively prime in Zs[x] so the
tlensel construction may be applied. Let us apply Algorithm 6.1 in the form used for the
monic case of Example 6.5 (i.e. the unmodified Hensel construction as presented in the proof
of Hensel’s lemma). In step 2 of Algorithm 6.1, the extended Euclidean algorithm applied to
WMy and w(x) yields

sx)=x, t{x)y=-2.
‘T'he initializations in step 3 yield
u(x)=2x, wx)= 2+2
e(x)= 1053 + 10x% — 40x +35; modulus = 5.

It we allow the while-loop in step 4 to proceed through four iterations (again we are ignoring
the second termination condition of the while-loop), the sequence of values computed for
a(v), T(x), u(x), w(x), and e (x) is as follows.
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o) ) u(x) w(x) e(x)
- - 2x 2 +2 10x3 +10x% —40x +35
“2x-1 | 2x+1 | 12x+5 x%-10x 3 125x2 + 50x+ 50
2x +1 1 12x 430 |  x®+40x +22 ~500x2 —1500x —625
—2x -1 0 12x +30 | x%-210x - 103 2500x2 + 7500x + 3125
2x +1 0 12x +30 | x2+1040x +522 | ~12500x2 —37500x —15625

These iterations could be continued indefinitely yielding an infinite sequence of factors satis-
fying Hensel’s lemma — i.e. at the end of iteration step £ we always have

u(x)w(x) = a(x) (mod 5.
However these factors will never satisfy the desired relationship
u(xX)w(x) = a(x) e Zx]

because w(x) is always monic and there does not exist a monic quadratic factor of a(x) over
the integers.
[

It is clear in the above example that the leading coefficient of a(x) is completely forced
onto the factor u(x) since w)(x), and hence each updated w(x), is monic. Noting the correct
factorization of a(x) over the integers, we see that the leading coefficient of @(x) needs to be
split in the form 12 =2 x 6 with the factor 2 appearing as the leading coefficient of u(x) and
the factor 6 appearing as the leading coefficient of w(x). Algorithm 6.1 contains additional
statements which will force the leading coefficients to be correct and we now turn to an
explanation of these additional operations.

6.6. SPECIAL TECHNIQUES FOR THE NON-MONIC CASE

Relationship of Computed Factors to True Factors

The first step towards solving the leading coefficient problem is the realization that the
factors computed by the Hensel construction are ‘‘almost’ the correct factors over the
integers, in the following sense. Let [ be large enough so that p’ > 2B where B bounds the
magnitudes of all integer coefficients appearing in a(x) and in its factors. Then Theorem 6.4
below proves that the factors uWx) and w(’)(x) computed by the Hensel construction such
that

uOyw(x) = ax) (mod p)
differ from the true factors over the integers only by a unit in the ring Z,{x] (if an appropri-

ate factorization over the integers exists). In Example 6.7 of the preceding section we see by
inspection of a(x) and its known factors that B = 36 and therefore ! = 3 is sufficient, so the
factors
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u®@) = 12x +30; whx)=x? +40x +22
computed in iteration step k =2 must be the correct factors apart from units in the ring
Z,5[x). Note that

uPywSe) = 1253 + 510x% + 1464x + 660 € Z[x]
so that u(3)(x)w(3)(x) #a(x) but

P x) = a(x) (mod 5%,
Now in this example it is known that the correct leading coefficient of w(x) is 6, so we multi-
ply w®x) by 6 in the domain Z;,s[x] and correspondingly multiply u®) by 6le Z,5[x]
$0 as to maintain the relationship

[6‘1u(3)(x)][6w(3)(x)] =a(x) (mod 53).

Since 671 =21 € Z;,5[x] we obtain the factors
ux)= 2uPxy=2x+5¢ Z,5[x];
w(x) = 6w ) = 6x2 - 10x +7 € Zpslx].

Then u(x)w(x) = a(x) in the domain Z[x] and the desired factors have been obtained.

The above example makes use of the knowledge that 6 is the correct leading coefficient
of w(x) and it would seem that such knowledge would not be available in the general case.
However we will shortly describe a general method which, by slightly altering the original
problem, leads to a situation in which the correct leading coefficients of both factors will
always be known. For the moment we must prove the result that u(’)(x) and w(’)(x) are asso-
ciates in the ring Z,[x] of the true factors over the integers. To this end, recall that the units

in a polynomial ring are precisely the units in its coefficient ring and therefore we must
understand which elements in a ring of the form Z,; are units. Unlike the field Z, in which

every nonzero element is a unit, the ring an (for k > 1) has some nonzero elements which
fail to have multiplicative inverses (e.g. the element p € Zp. is not a unit). The following
theorem proves that most of the elements in the ring Z, are units and identifies those ele-

ments which are not units.

Theorem 6.3. Let p be a prime integer and let k be any positive integer. An elementa € Z,

IS & unit in Zpk if and only if p does not divide a (in the integral domain Z).

Proof: We first claim that the integer p is not a unit in an. For k =1, p is the zero ele-
ment in Z,, so the claim is obvious. For k > 1, if p is a unit in Z,: then there exist integers
p ! and ¢ such that in the domain Z

ppt=cph 4l

whence
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p@~t-cpth=1
sop | 1. The latter is impossible so the claim is proved.
In the one direction, suppose p | @ so that @ = pq for some integer g. If a is a unit in Z,
then there exists an integer @~ such that
aal=1(mod p").
But since @ = pgq it follows that
pga™' =1 (mod p*)
which implies that p has an inverse modulo p*. This contradicts the claim proved above.

In the other direction suppose p does not divide a. Then GCD(a, p") =1 since the only
nontrivial divisors of p" are p' (1 Si Sk). Therefore the extended Euclidean algorithm can

be applied to compute a”! (mod p¥).
L

Theorem 6.4, Let a(x) € Z[x] be a given polynomial over the integers, let p be a prime
integer which does not divide Icoeff(a(x)), and let u(l)(x),w(l)(x) € Zp [x] be two relatively

prime polynomials over the field Z,, such that

a(@) = uOE)wh) (mod p). (6.65)

Let [ be an integer such that p' > 2B where B bounds the magnitudes of all integer coeffi-
cients appearing in a(x) and in any of its possible factors with degrees not exceeding
max{deg(u(l)(x)), deg(w(l)(x))}. Let u®¢x) and w®(x) be factors computed by the Hensel
construction such that

a(x) = u®Px)w®(x) (mod p*) (6.66)
and

u®x) = uV(x) (mod p), w®(x) = wh(x) (mod p) (6.67)
fork=1,2,..., l. If there exist polynomials u(x), w(x) € Z[x] such that

a(x)=u(x)w(x) € Zlx] (6.68)
and

n(u(x)) = n@P(x)) (mod p), n(w(x)) = n(w(x)) (mod p) (6.69)

where n denotes the normalization ‘‘make the polynomial monic as an element of the
domain Z, [x]”’ then the polynomials u(x) and u(’)(x), as well as w(x) and w(’)(x), are associ-

ates in the ring Zp:[x]. More generally, for each k 2 1 the polynomials ¢,,+(u(x)) and u®,
as well as q)pk(w(x)) and w(")(x), are associates in the ring Zp:[x].

Proof: Let k 2 1 be any fixed positive integer. The assumption that p does not divide
Icoeff(a(x)) implies, by Theorem 6.3, that Icoeff(a(x)) is a unit in Zp:[x]. We may therefore

define the monic polynomial
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d(x) =Icoeff(a(x)) 'a(x) € Zlx].

Now (6.66) implies that

leoeff(a(x)) = lcoeffu® (x))lcoeff(w ®)(x)) (mod p*)
so clearly p does not divide lcoeff(u(k)(x)) and p does not divide lcoeff(w(k)(x)) (for other-
wise p | Icoeff(a(x))), hence we may also define the monic polynomials

u“(k)(x) = lcoeff(u(k)()c))'1 u®(xy e Zpk[x],

vﬁ(k)(x) = lcoeff(w(")(x))'1 w(")(x) € an[x].

Obviously we may normalize the polynomials u(l)(x),w(l)(x)e Z,[x] yielding the monic
polynomials
#Px) = n@®ey), w0y =nwO)).

It is easy to verify that conditions (6.65), (6.66), and (6.67) remain valid when
a(x), uDx), wh), u®ex), wh(x) are replaced by d(x), #0x), wPx), #®w),w®x),
respectively. Then by the corollary to Theorem 6.2, conditions (6.66) and (6.67) in the monic
case uniquely determine the monic polynomial factors u'(k)(x),vﬁ(k)(x) € Zpk[x]. Now sup-
pose there exist polynomial factors u(x), w(x) € Z[x] satisfying (6.68) and (6.69) and con-
sider the polynomials q)pk(u(x)), q)p.(w(x)) € an[x]. By reasoning as above, we may normal-
ize these two polynomials in the ring Z [x] yielding monic polynomials & (x), w(x) € Z,lx]
and these monic polynomials provide another factorization in Z[x] satisfying the monic

versions of (6.66) and (6.67). Hence by uniqueness,
iy =), wOE)=wi).
It follows that u(k)(x) and q)pn(u(x)) are associates in the ring an[x] and similarly w(k)(x) and

®,+(w (x)) are associates in the ring Zpk[x].

The above proof holds for any fixed & > 1. In particular when k =/, note that since
p' > 2B we have 0,/ (u(x)) = u(x) and §,i(w(x)) = w(x).
@

T'he Modified Hensel Construction

The result of Theorem 6.4 can be used to *“fix’’ the Hensel construction so that it will
correctly generate the factors over the integers in the non-monic case. To this end we wish to
create a situation in which the correct leading coefficients of the factors are known a priori
and this can be achieved as follows. Let us assume that the polynomial a(x) € Z[x] to be fac-
tored 1s a primitive polynomial. This assumption simply means that to factor an arbitrary
polynomial over the integers we will first remove the unit part and the content so that the
problem reduces to factoring the primitive part. Let a(x) have the modulo p factorization
16.05) and suppose that there exist factors u(x), w(x) € Z[x] satisfying (6.68) and (6.69). The
leading coefficients
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o =lcoeff(a(x)); W =Ilcoeff(u(x)); v=I1coeff(w(x))
clearly must satisfy
o=pv
but at this point we do not know the correct splitting of a into 1 and v. However, if we define
the new polynomial
d(x)=oa(x)
and seek a factorization of d(x) then we have the relationship
d(x) = pvu)wx) = [vu()lpw (x)].

In other words, by defining i (x) = vu(x) and w(x) = uw(x) we see that there exists a factori-
zation

d(x)=u(x)w(x) e Z[x]
in which the leading coefficient of each factor is known to be «.

The Hensel construction can now be modified for the polynomial d(x) so that for any
k =1, it computes factors u'(k)(x),w(k)(x) € Zpk[x] which satisfy not only the conditions of

Hensel’s lemma but, in addition, satisfy the relationships
1By = 1@ (x)); WOx) = 0,405 (x)) (6.70)

where U(x),w(x) € Z[x] are the (unknown) factors of d(x) over the integers. (Note that the
relationships (6.70) do not hold in Example 6.7.) The modification which can be made to the
Hensel construction is a simple adjustment of units in each iteration step. For if u®(x) and
w(k)(x) denote modulo pk factors of d(x) satisfying the conditions of Hensel’s lemma then
the modulo p* factors u'(k)(x) and W(k)(x) which maintain the conditions of Hensel’s lemma
and, in addition, satisfy (6.70) can be defined by

1My = ¢,(0r - ooeffu®o0)y ™ - u®Pe)) ;

w®(x) = 0,40 - lcoeffw® )y - w®(x)) . (671)

Note that the modulo p* inverses appearing here are guaranteed to exist by assuming the con-
dition that p does not divide lcoeff(a(x)). The associativity relationships stated in Theorem
6.4 have thus been strengthened to the equality relationships (6.70) by employing the
knowledge that the correct leading coefficient of each factor is a. Finally when k =1/, where /
is large enough so that ¥2p' bounds the magnitudes of all integer coefficients appearing in
d(x) and its factors, the relationships (6.70) become

u'a)(x) =d(x), W(I)(x) =w(x)

so the factors of d(x) (which were assumed to exist) have been obtained. Note that if the
bound B is defined for the original polynomial a(x) as in Theorem 6.4 then since the modi-
fied Hensel construction is being applied to the larger polynomial d(x), we must now require
1 to be large enough so that
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p' > 2B-Icoeff(a(x)).

The final step of this modified Hensel construction is to deduce the factorization of
a(x) from the computed factorization

dx)=u@x)wx) e Z[x].

Since a(x) was assumed to be primitive, we have the relationship a(x) = pp(d(x)) from
which it follows that the desired factors of a(x) are defined by

u(x) =pp(i(x)), wix)=ppW(x)).

The modification of the Hensel construction which is actually used in Algorithm 6.1 is a
more efficient adaptation of the above ideas. Before discussing the improved version we con-
sider an example.

Example 6.8. Let us return to the problem of Example 6.7 where the Hensel construction
failed to produce the factors over the integers. We have

a(x)=12x3 + 10x% - 36x +35 € Z[x]
and
a(x) = uVx)wD(x) (mod 5)

where uM(x) =2x, w(x) =x? + 2. Note that a(x) is a primitive polynomial, and that the
prime 5 does not divide the leading coefficient 12. In the new scheme, we define the new
polynomial

d(x) = 12a(x) = 144x3 + 120x% - 432x + 420.

We know that if there exists a factorization of a(x) satisfying conditions (6.68) and (6.69)
then there also exists a corresponding factorization such that 12 is the leading coefficient of
cach factor. The initial factorization

d(xy = i D0yw®(x) (mod 5)

such that the case k =1 of (6.70) is satisfied can be obtained by applying the adjustment
(6.71) to the given polynomials uM(x) and wV(x). We get

u—(l)(x) =¢s(12 7-1. 2x)) = 2x,
W(l)(x) = ¢5(12 - 1-t. (x2+ 29)= o - 1.

Applying iteration step kK = 1 of the usual Hensel construction to the polynomial d(x),
we get

Uy =Py + (~x +1)5=-3x + 5,
w) = vwDx) + (x - )5 =2x%+5x — 6.

Applying the adjustment (6.71) yields
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dP0) = 0p5(12 - (-3 - (<3x +5)) = 12x +5,

W) = 0p5(12 271 - (262 + 5x — 6)) = 12x% + 5x — 11,
In iteration step £ =2 we get

Uy = P ) + (1)52 = 12x + 30,

wOx) = D) + (—x + 1)52 = 1262 - 20x + 14

and the adjustment (6.71) leaves the factors unchanged - ie. #®(x)=12x+30,
w®(x) = 1242 - 20x + 14. At this point,

ax) = uPw® ) =0

so the iteration halts and the factorization of d(x) has been obtained. Thus the desired factors
of the original polynomial a(x) are

u(x) =ppP(x)) =2x +35,
w(x) =pp((x)) = 6x2 - 10x + 7.

Applying a Smaller Multiplier

In the scheme described above and applied in Example 6.8, note that the polynomial
d(x) which is actually factored may contain integer coefficients which are significantly larger
than the integer coefficients in the original polynomial a(x). This may lead to a decrease in
efficiency compared to a scheme which works directly with the original polynomial a(x).
One could consider a scheme in which the Hensel construction is applied to the original
polynomial a(x) (exactly as in Example 6.7) until / is large enough so that

p' > 2B lcoeff(a(x)), (6.72)

and then at the end a ‘‘restore leading coefficient’’ operation could be performed. One
disadvantage of such a scheme is that the iteration then loses its ‘‘automatic’’ stopping cri-
terion — i.e. it is not generally possible in such a scheme to recognize that enough iterations
have been performed prior to satisfying the bound (6.72). This disadvantage is aggravated
by two additional facts: (i) in practice the bound B almost always will be a very pessimistic
bound; and (ii) each successive iteration step is usually more costly than the previous step
(e.g. in Example 6.7 note the growth in the size of the coefficients of e(x) and the factors
with successive iteration steps). Therefore the potential saving of costly iterations offered by
an iterative scheme which can recognize termination independently of the bound (6.72) can
be very significant. An even more serious disadvantage of a scheme using a final ‘‘restore
leading coefficient’” operation arises in the multivariate case since the computation of poly-
nomial inverses is a very nontrivial problem in a non-Euclidean domain.

The problem of coefficient size in the scheme which factors d(x) rather than directly
factoring a(x) can be partially alleviated in certain circumstances as follows. Suppose we
choose a multiplier y which is smaller than Icoeff(a (x)) in defining the new polynomial
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d(x) =va(x). (6.73)

Suppose it is known that vy is a multiple of the leading coefficient of one of the factors to be
computed, let us say u(x) — i.e. suppose it is known that

lcoeff(u(x)) | ¥. (6.74)

Then the polynomial d(x) defined by (6.73) has a factorization in which the leading coeffi-
cients of the factors are known, where as usual we are assuming the existence of an appropri-
ate factorization of the original polynomial a(x). (Note that the choice y= Icoeff(a(x)) used
previously is a particular case of a multiplier which satisfies (6.74) .) In order to see this fact,
let the assumed factorization of a(x) be

ax)=u@x)w(x) e Z[x]
and as before let us define the following leading coefficients:

o =lcoeff(a(x)); p =lcoeff(u(x)); v=lcoeff(w(x)).
In addition, by (6.74) we may define the integer

B=7/p.
Then the polynomial d(x) defined by (6.73) satisfies the following relationship:

d(x) = Buu(x)w(x) = [Bu)lpw)].
Hence by defining i#(x) = Pu(x) and v (x) = pw(x) we see that there exists a factorization

dix)=ud@xW (k) e Z[x]
in which

Icoeff(ii(x)) =P =v; lcoeff(W(x)) =pv=0o
where a is the known integer Icoeff(a(x)) and where y has been specified. It is this generali-
sation of the previously discussed scheme which is implemented in Algorithm 6.1, where yis
an optional input. If y is unspecified on input then step 1 of the algorithm sets
y=Icoeff(a(x)) by default. It might seem that the specification of a <y smaller than
lcoeff(a(x)) satisfying (6.74) would be impossible for most practical problems. However it
turns out that in the application of the Hensel lifting algorithm to the important problem of
polynomial GCD computation, the specification of vy is always possible (see Chapter 7).

I“inally, note that by (6.73) the termination condition (6.72) (for the case when the factoriza-
tion of a(x) does not exist) can be changed to the condition

p'>2By.

‘The Replace_lc Operation

The design of Algorithm 6.1 has now been fully explained except for one very signifi-
cant modification. The scheme we have described (and applied in Example 6.8) requires that
tormulas (6.71) be applied to adjust units in each iteration step. However it can be seen that
step 4 of Algorithm 6.1 contains no such adjustment of units in each iteration of the while-
loop. Indeed step 4 of Algorithm 6.1 is simply an implementation of the pure unmodified



248 Algorithms for Computer Algebra

Hensel construction. The reason that Algorithm 6.1 is able to avoid the extra cost of adjust-
ing units in each iteration stems from the yet-to-be-explained ‘‘replace_lc’” operation appear-
ing in step 3. This new operation is an ingenious modification described by Yun([8] and attri-
buted to a suggestion by J. Moses. Consider the polynomial d(x) defined by (6.73) and con-
sider its modulo p factors D), wx) e Z,[x] adjusted (as in step 1 of Algorithm 6.1) so
that

1Px) = 0, @), WOx) = 0,(5(x) (6.75)
where #(x) and w(x) are the factors of d(x) over the integers as discussed above such that

lcoeff(ii(x)) =, lcoeff(w(x)) =Ilcoeff(a(x)). (6.76)
Writing the modulo p factors in the form

ﬁ(l)(x)=u'mxm +um—lxm—l+' *++ Ug;

1

W) = v + v, "ty

where p,, #0 and v,#0, it follows from (6.75) and (6.76) that p,, =¢,(y) and
V,, = 0, (Icoeff(a(x))). Now suppose that the factors u(l)(x) and w'z(l)(x) are changed by simply
replacing the leading coefficients p,, and v,, by vy and a = Icoeff(a(x)), respectively. To this
end we define the algorithmic operation replace_Ic as follows:

Given a polynomial a(x)e R[x] over a coefficient ring R and given an element
r € R, the result of the operation replace_lc(a(x),r) is the polynomial obtained
from a(x) by replacing the leading coefficient of a(x) by r.

In this algorithmic notation, the polynomials u'(l)(x) and w‘z(l)(x) are replaced by the polyno-
mials replace_lc(u'(l)(x ),y) and replace_lc(u'»(l)(x), o). Let u'(l)(x) and u‘z(l)(x) now denote the
modified factors —i.e.

D00 =P 4 1 g

1 6.77)

Wy = ax™ + v, x" - 4 v,

Then the leading coefficients of u"(l)(x) and W(l)(x) are no longer represented as elements of
the field Z, in the usual representation, but nonetheless we still have the property

d(x)= u'(l)(x)w(l)(x) (mod p).
The Hensel construction can therefore be applied using (6.77) as the initial factors.

Let us consider the form of the successive factors which will be computed by the Hen-
sel construction based on (6.77). Using the notation of step 4 of Algorithm 6.1, we first com-
pute
e(x) _ dwx) — i)

" .

Note that the domain of this computation is Z[x]. Since lcoeff(d(v)) = yu, it is clear from

cx)=
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(6.77) that we will have

deg(c(x)) < deg(@(x)) = degiV(x)) + deg#V(x)).
This strict inequality implies that the Hensel construction will then perform exactly as in the
monic case in the following sense. The solution G(x),t(x) e Z,[x] of the polynomial
diophantine equation solved in step 4.1 of the algorithm will satisfy (as usual) the condition

deg(o(x)) < deg(#Vx))
and, in addition, we will have the following condition
deg(t(x)) < deg(é"(x))

(see Theorem 2.6). Therefore when the factors are updated in step 4.2 of the algorithm the
leading coefficients of both factors will remain unchanged. This is a desirable property since
the leading coefficients are already known to be the correct integer coefficients. By the same
reasoning, each successive iteration of the Hensel construction will also leave the leading
coefficients unchanged. Finally since the successive factors computed by this scheme must
satisfy Hensel’s lemma, Theorem 6.4 guarantees that after a sufficient number of iterations
the computed factors will be associates of the true factors of d(x) over the integers (if such
factors exist). However, since the computed factors have the same leading coefficients as the
true factors over the integers, they can be associates only if they are identically equal. There-
fore the desired factors of d(x) will be computed (and will be recognized) by the iteration in
step 4 of Algorithm 6.1 and no further adjustment of units is required.

Example 6.9. Consider once again the problem of factoring the non-monic polynomial of
Example 6.7:

a(x)=12x> + 10x2 - 36x + 35 € Z[x].

This time we will apply Algorithm 6.1 in its full generality. The input to the algorithm is the
primitive polynomial a(x), the prime p =5 (note that p does not divide Icoeff(a (x))), and the
two relatively prime modulo 5 factors of a(x) given by uD(x) = 2x and wP(x) = x2 + 2. The
value of the bound B required by the algorithm is not needed in this example because the
iterations will terminate by finding a factorization. The integer v is undefined on input.

In step 1 of Algorithm 6.1 the following values are assigned:
a=12, y=12,
a(x) = 144x> + 120x% - 432x + 420,
uDy=2x, and wh(x) =262 1.

In step 2 the extended Euclidean algorithm is applied to #O(x) and w¥(x) in the domain
7. x] yielding

s)=x, tx)=-1.

In step 3 the leading coefficients of uD(x) and w(x) are replaced by the correct integer
voclficients. This gives
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u(x) = 12x, wix) = 12x2 -1,

e(x) = 120x2 — 420x + 420,
and

modulus = 5.

In step 4 the sequence of values computed for 6(x), T(x), u(x), w(x), and e(x) is as follows.

End of

iter. no. o(x) T(x) u(x) wi(x) e(x)
0 - - 12x 12x2 -1 120x2 — 420x + 420
1 x-2 1 12x+5 | 12x2+5x—11 —325x + 475
2 x+1 1 12x +30 | 12x2—20x + 14 0

Finally in step 5 we obtain
&=cont(12x + 30) =6,

uery=Z+30 o,
_120%-20x+14 5
wx) = 276 =6x"—10x +7.

Note that this computation was essentially equivalent to the computation in Example

6.8 except that we have avoided the cost of adjusting units in each iteration step.
[ ]

6.7. THE MULTIVARIATE GENERALIZATION OF HENSEL’S LEMMA

We return now to the general multivariate lifting problem which was discussed at the
beginning of Section 6.4. Specifically, we wish to find multivariate polynomials
u(xy, ..., X,)wxy, ..., x,) € Zxy, ..., x,] which satisfy equations (6.39)-(6.40) where

ug(xy) and wy(xq), the images mod <1,p>, are given. Here I = <x,—0ly, .. ., X,—0,> is the

kernel of a multivariate evaluation homomorphism and p is a prime integer.

A Homomorphism Diagram
We consider the lifting process in two separate stages. Firstly, the solution in Z,[x;] is
lifted to the solution in Zp:[xl] for some sufficiently large / such that the ring Zp: can be iden-

tified with Z for the particular problem being solved. This first stage of lifting is accom-
plished by the univariate Hensel lifting algorithm (Algorithm 6.1). Secondly, the solution in
sz[xll is lifted to the desired solution in Zpr[xl, ..., x,] (which is identified with the origi-
nal domain Z[xy, . . ., x,]) by the multivariate Hensel lifting algorithm to be described. The
latter algorithm is given the solution mod < 1,p> and, using an iteration analogous to the
univariate case, it lifts to the solution mod < **) p'> for k= 1,2, .. ., d where d is the
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maximum total degree in the indeterminates x5, . . ., x, of any term in the solution polynomi-
als.

Figure 6.2 shows a homomorphism diagram for solving a problem using the univariate
and multivariate Hensel lifting algorithms. It should be noted that the order of the univariate
and multivariate operations has been reversed compared with the homomorphism diagram of
Figure 6.1 presented at the end of Section 6.3.

Given problem in Solution in
Zixy, ..., x,] Zixy, ..., x,]
Ideal-adic
¢
iteration
Image problem Solution image
n Z[xl] in Zp:[xl]
p-adic
%
iteration
Image problem Solution image
in Z,[x,] in Z,[x;]

Solve image problem
in Zp [x 1]

Figure 6.2. Homomorphism diagram for univariate and
multivariate Hensel constructions.

In the setting of Section 6.3 (solving a polynomial equation F(u) =0 via Newton’s iteration),
the computation could be organized in either order. In the current setting (solving a bivariate
polynomial equation F (u, w) = 0 via Hensel constructions), there is a fundamental reason for
organizing the computation in the order specified by Figure 6.2. Before pursuing this point
some further remarks about the diagram in Figure 6.2 should be noted. In the box at the end
of the arrow labeled ‘‘p-adic iteration’’, the domain is specified as Zp:[xl]. As we have

already noted, / will be chosen to be sufficiently large for the particular problem so that the
1ng Z,: can be identified with Z (an identification we have made in the box following the
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multivariate Hensel construction). The specification of the domain in the form Z,[x;] is

deliberate, in order to emphasize the fact (to be seen shortly) that the domain of the opera-
tions required by the multivariate Hensel construction is sz[xl] and not Z[x,]. Another

point to be noted about the organization of this diagram is that the multivariate problem has
been conceptually separated from the univariate problem, such that a diagram for the mul-
tivariate problem could read: ‘“Apply the homomorphism ¢y, solve the univariate problem in
Z[x,] (by any method of your choosing), and finally apply the multivariate Hensel construc-

L]

tion.”” However the operations for the multivariate Hensel construction require that the
univariate domain Z[x;] must be replaced by a domain Z,[x,] for some prime p and integer

1, even if the univariate problem was solved by a non-Hensel method.
Recall from Section 6.4 that the basic computation to be performed in applying a step
of a Hensel iteration, i.e. Newton’s iteration applied to the equation

Fu,wy=a(xy, ..., x,)—uw=0,

is to solve a polynomial diophantine equation of the form
AOALR) 4 BOAL® = c®) (6.78)

for the correction terms Au'®), Aw® (where A®), B®), C® are given polynomials). Now if
the order of the univariate and multivariate lifting steps is to be that of Figure 6.1 (i.e. I-adic
lifting preceding p-adic lifting) then during I-adic lifting equation (6.78) will have to be
solved in the domain Z,[x;], and during p-adic lifting equation (6.78) will have to be solved
in the domain Z,[xy, ..., x,]. As we have already seen in the development of Algorithm
6.1, Theorem 2.6 shows how to solve equation (6.78) in the Euclidean domain Z,[x;]. How-

ever the necessity to solve equation (6.78) in the multivariate polynomial domain
Zp[xl, ..., x,] poses serious difficulties. Theorem 2.6 does not apply because this mul-
tivariate domain is certainly not a Euclidean domain. It is possible to develop methods to
solve equation (6.78) in multivariate domains but the computational expense of these
methods makes the Hensel construction impractical when organized in this way. On the
other hand, if the computation is organized as specified in the diagram of Figure 6.2 then
during p-adic lifting equation (6.78) will be solved in the Euclidean domain Z,[x,], and dur-
ing I-adic lifting equation (6.78) will be solved in the ring Zpl[xll. Again we have the
apparent difficulty that the latter ring is not a Euclidean domain. However this univariate
polynomial ring is “‘nearly a Euclidean domain’’ in the sense that the ring Z, is “‘nearly a
field”’ (see Theorem 6.3 in the preceding section). The constructive proof of Theorem 2.6
(which is based on applying the extended Euclidean algorithm) will often remain valid for
solving equation (6.78) in the univariate polynomial ring an[xl], with a little luck in the
choice of the prime p for the particular problem being solved. In general though, we cannot

guarantee the existence of the inverses required by the extended Euclidean algorithm when it
is applied in the ring Z{x,].
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Polynomial Diophantine Equations in ZPI[XI]

A general solution to the problem of solving polynomial diophantine equations in the
ring Zp:[x,] is obtained by applying Newton’s iteration to lift the solution in Z,[x,] up to0 a
solution in sz[xI]. The *‘extended Euclidean’’ problem to be solved is to find polynomials
s(’)(xl), t(l)(xl) € Zp:[xl] which satisfy the equation

sO0)utxy) + D) wix) = 1 (mod p') (6.79)

where u(x), w(x)) € Zp,[xl] are given polynomials such that ¢p(u(x1)), ¢p(w(x1)) are rela-
tively prime polynomials in the Euclidean domain Z,[x;]. The equation to which we will
apply Newton’s iteration is

G(s,t)=su(x)+tw(x)-1=0.
Proceeding as in previous sections, if we have the order-k p-adic approximations s®,1® 10
the solution pair , f and if we obtain correction terms As®), A#®) which satisfy the equation

G,(s®,15N-As® 4+ G, (s®, (D) At®) = G (s®, 1% (mod p**Y) (6.80)
then the order-(k+1) p-adic approximations are given by

sk g0 L A kD) ) 4 A),
Writing the correction terms in the form

As®) =5(x)pk, A® = 1,0 )p*
where s5;(x)), #;(x;) € Zp [x,], substituting for the partial derivatives, and dividing through by
p*, equation (6.80) becomes

1=s®-u(xy) - Ow(xy)

Uy sg) + wle) 4 (x) = i (mod p). (6.81)

The order-1 p-adic approximations sV e Z,[x,] for the solution of equation (6.79) are
obtained by the extended Euclidean algorithm (or, in the context of Figure 6.2, they have
already been computed in Algorithm 6.1 for the univariate Hensel construction). For
k=1,2,..,1-1, equation (6.81) can be solved for the cormrection terms
s;(x), i (xy) € Z,[x1] by Theorem 2.6, thus generating the desired solution of equation
(6.79).

The following theorem shows that we can solve, in the ring Z[x,], the polynomial

diophantine equations which arise in the multivariate Hensel construction.



254 Algorithms for Computer Algebra

Theorem 6.5. For a prime integer p and a positive integer /, let u(x;), w(x;) € Zp:[xl] be
univariate polynomials satisfying

(i) pllcoeff(u(x,)) and p [ lcoeff(w (x,)),

(ii) ¢, (u(x)) and ¢, (w(x;)) are relatively prime polynomials in Zp [xq].
Then for any polynomial c(xy)e Zp:[xl] there exist unique polynomials
S(xy), Txy) € Zp:[xl] such that

OO u(xy) + (e w () = c(xy) (mod p) (6.82)
and

deg(0(xy)) < deg(w(xy)). (6.83)
Moreover, if deg(c(x;)) < deg(u(x;)) + deg(w(x,)) then t(x;) satisfies

deg(t(x)) < deg(u(xy)). 6.89)

Proof: We first show existence. The extended Euclidean algorithm can be applied to
compute polynomials sD(x,), tV(x;) e Z,[x1] satisfying the equations

sO)yux) + 1 D) wxy) = 1 (mod p). (6.85)

By Theorem 2.6, equation (6.81) can be solved for polynomials s5;(xy), £ (x;) € Z,x;] for
successive integers k£ = 1, where we define

sO) = 5D00) +5100)p + -+ +5,0rp*
) = D) + (,(x)p + - -+ + b eppp* s
and we must prove that
s(k)(xl)-u(xl) + t(k)(xl)-w(xl) =1 (mod p*). (6.86)

We will prove (6.86) by induction. The case k =1 is given by equation (6.85). Suppose
(6.86) holds for some £ > 1. Then noting that

s® D) = sOxy) + 500"
and
1** ) = 1Oxy) + 1, pt
where s;(x() and #(x;) are the solutions of equation (6.81), we have
s D) + 1 Vowix) =
s®OE DU + (O0cw(xy) + p* s e ulxy) + 1, (e)wx)] = 1 (mod p**1)

where we have applied equation (6.81) after multiplying it through by p*. Thus (6.86) is
proved for all £ 2 1, and in particular for k = /.
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Now the desired polynomials &(xy), T(x;) € Zp:[xl] satisfying equation (6.82) can be
calculated exactly as in the proof of Theorem 2.6. Specifically, the polynomials
o(x;) =sO(xe(xy) and (xp) = 1P(xp)e(xy)
satisfy equation (6.82) and then to reduce the degree we apply Euclidean division of 6(x1) by
w(x) yielding g(xy), r(xy) € Zp:[xl] such that
G(xy) = w(x;)g (¥y) + r(xp) (mod p')
where deg(r(x;)) < deg(w(x;)). This division step will be valid in the ring Zp:[xl] because
condition (i) guarantees that Icoeff(w(x,)) is a unit in the ring Z,/ (see Theorem 6.3). Finally,
defining
o(x)) =r(x;) and ©(x)) = ‘E(xl) + g uxy) € Zp:[xl]
equation (6.82) and the degree constraint (6.83) are readily verified.
To show uniqueness, let 0;(xy), T(x;) € Zp:[xl] and G,(xy), To(xy) € Zp:[xl] be two

pairs of polynomials satisfying (6.82) and (6.83). Subtracting the two different equations of
the form (6.82) yields

(010r1) = G2 (r))u(xy) = ~(T4(xy) — T0e))w (xp) (mod p). (6.87)
Also, the degree constraint (6.83) satisfied by 6,(x;) and 6,(x;) yields
deg(0y(x) — G2(x1)) < deg(w(xy)). (6.88)
Taking the congruence (6.87) modulo p we have a relationship in the domain Z,[x;]
which, together with condition (ii), implies that ¢p (w(x,)) divides ¢p (61(x;) — G5(x;)) in the
domain Z,[x]. Noting from condition (i) that ¢, (w(xy)) has the same degree as w(xy), (6.88)
implies that
0y(xp) — Gy(x;) =0 (mod p)
and then it follows from (6.87) that
Ty(xp) — Ty(xy) =0 (mod p).
We now claim that the polynomials 6,(x;) — 6,(x;) and T,(x;) — T5(x;) satisfying (6.87)

are divisible by pk for all positive integers k < /. The proof is by induction. The case k =1
has just been proved. Suppose that they are divisible by p* for some k < [. Then we may
define the polynomials

alxy) = (01(x1) — O(xp)) / p* and Bx;) = (14(xy) — 1(x))) / p*
and, dividing through by p*in congruence (6.87) we have
a(u(x)) = - Blx)w(x,) (mod p*=*).

By repeating the argument used above, we conclude that
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a(y) =0 (mod p) and Pixy) =0 (mod p),
i.e. 04(xy) — 05(xy) and t,(x;) — T5(xy) are divisible by p"”, which proves the claim.
Finally, we have proved that
G,(x)) = 05(x,) (mod p) and 1,(x;) = 1,(x,) (mod p)
which proves uniqueness in the ring Z,[x;].

Finally we need to show that the degree constraint (6.84) holds. From (6.82) we can
write

T(xy) = (¢ (xy) — SCxpux)) / wixy) (mod p')

and the division here is valid in the ring Zp,[xl] because Icoeff(w(x,)) is a unit in Zp:, by con-

dition (i). By this same condition, we have

deg(t(x))) = deg(c(xy) — O(xpu(xy)) — deg(w(xy). (6.89)
Now if deg(c(x)) = deg(o(x;)u(x,)) then from (6.89)

deg(t(xy)) < deg(c(xy)) —deg(w(xy)) < deg(u(xy))

as long as deg(c(xy)) < deg(u(xy))+deg(w(x)) as stated. Otherwise  if
deg(c(x))) < deg(o(xu(xy)) (in which case the stated degree bound for c(x;) also holds
because of (6.83)) then from (6.89)

deg(t(xy)) = deg(c(xJu(xy)) — deg(w(xy)) < deg(u(xp)
where the last inequality follows from (6.83). Thus (6.84) is proved.

Multivariate Hensel Construction

We are now ready to develop the multivariate generalization of Hensel’s lemma. We

pose the problem of finding multivariate polynomials
uxy, o X)), wxy, ..o, x,) € Zp:[xl, ..., x,] which satisfy the congruence

agy, ..., x,)—uw=0(mod H (6.90)
such that

Uy ..o Xy) = u(l)(xl) (mod < I,p’>);

wxy, ..., x,)=wD(x) (mod < I, p'>); €91

where u(l)(xl), w(l)(xl) € Z,[x;] are given univariate polynomials which satisfy (6.90)
modulo I. Here, p is a prime integer, / is a positive integer, a(x;, ..., x,) € Z,lx;, ..., x]
is a given multivariate polynomial, and I=<x,—-0, ..., x,—0,> is the kemel of a mul-

tivariate evaluation homomorphism. Denoting the desired solution polynomials by & and w,
we will develop these solutions in their 1-adic forms:
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i =u®+ Au® + Au® + - -+ Au@;

W= w(l) + Aw(l) + AW(Z) PR +Aw(d) (692)

where d is the maximum total degree of any term in i or w, u® = o), w) = ¢o1(w), and
Au® Aw® e IF, fork=1,2, ..., d. From Section 6.2 we know that the I-adic representa-
tion of the polynomial i is precisely the multivariate Taylor series representation (6.14). The
k-th correction term Au®®) € I* is the term in (6.14) of total degree k& with respect to I and it
is represented by & nested summations in the form

v v v
AP =3 3 T w0, — o)) (0, (6.93)
0=2 i=h =i
where i=(i[,..., ;) is a vector subscript and u;(x;) € Zp:[xl]. Similarly, in the I-adic
representation of w the k-th correction term takes the form
v v v
AO=F 3 - T w000 (5 -0) (6.94)
0=2 =i =i

where wi(x;) € Z,lx].

Our problem now is to compute, for each k =1,2,..., d, the k-th correction terms
Au(k), Aw® in (6.92). Let u(k),w(k) denote the order-k I-adic approximations to &7, w given
by the first k terms in (6.92). Letting F (1, w) denote the left-hand-side of (6.90), Newton’s
iteration for solving F(u,w)=0inZ,x, ..., x,] takes the form of the congruence equation

w®AL® 1y ®OAW®E = a(xry, . x,) — u®-w® (mod < TFH pls) (6.95)
which must be solved for the correction terms Au(k), Aw® e T* and then
WD = 0 4 Ay D) ) 4 A, (0

will be order-(k+1) I-adic approximations to i, w. Now since u("),w(k) are order-k I-adic
approximations we have

Ay, ..., X)) — uBy® e
and therefore the right-hand-side of (6.95) may be expressed in the form

v v v

Y XY XY )00 )00,—0 ) (n,—0,)

=2 i=h i=ig
for some coefficients ci(x;) € Zp:[xl]. Substituting into (6.95) this nested-summation

representation for the right-hand-side and also the nested-summation representations (6.93)
and (6.94), the congruence (6.95) may be solved by separately solving the following
congruence for each term in the 1-adic representation

w®i)) + u®wixy) = ¢(xp) (mod < 1,p'>)

vielding the desired I-adic coefficients u(x;), wi(x) € Zp:[xll which define the correction

terms (6.93) and (6.94). Note that since this is a congruence modulo | we may apply the
cviluation homomorphisim ¢ to the {eft-hand-side, yielding the following polynomial
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diophantine equation to solve in the ring sz[xl] for each term in the I-adic representation
w0 uiey) + u e wilxy) = oxy) (mod py (6.96)

where u(l)(xl), w(l)(xl) € Zp:[xl] are the given polynomials in the problem (6.90) and (6.91)

being solved. Theorem 6.5 states the conditions under which the congruence (6.96) has a
unique solution 4;(xy), wi(x) € Z,:[xy].

The following theorem formally proves the validity of the above method which is
known as the multivariate Hensel construction.

Theorem 6.6 (Multivariate Hensel Construction). Let p be a prime integer, let [ be a posi-

tive integer, and let a(xy, . . ., x,) € Z,lx;, .. ., x,] be a given multivariate polynomial. Let
I=<x0y, ..., x,—0,> be the kemel of a multivariate evaluation homomorphism such
that p | lcoeff(¢y(a(x;, . . ., x,))). Let u(l)(xl), w(l)(xl) € Zp:[xl] be two univariate polynomi-

als which satisfy
M alx, ..., x,)=uDa)wd(x)) (mod <1,p'>),
i) ¢,uM0xy) and ¢, (wh(x,)) are relatively prime in Z, [x,].

Then for any integer k21 there  exist  multivariate  polynomials
u® w® e Zilxy, ..., %)/ ¥¥ such that

axy, ..., x,)=u®w® (mod < ¥, p' >) (6.97)
and
u® = uWxy) (mod <1,p'>), wh® =wD(x;) (mod <1,p'>). (6.98)

Proof: The proof is by induction on k. The case k=1 is given by condition (i).
Assume for £ > 1 that we have u®, w® ¢ Zp:[xl, e x]/ * satisfying (6.97) and (6.98).

Define
B=a@, ... x)-u®w® e Zolxy .51/ s (6.99)

and from (6.97) it follows that e® e I*. Define the polynomial coefficients cj(xy) € Z[x]

by expressing ¢® in I-adic form:

v v v
e(k) = Z Z e Z Cl(xl)(xi,_aix)(xiz_aiz) T (xin—aik)‘ (6'100)
=2 iy=iy ix=ie
By Theorem 6.5 (noting that since p | Icoeff(¢;(a(xy, . . ., x,))), condition (i) implies the first

condition of Theorem 6.5 and condition (ii) is the second required condition), we can find
unique polynomials oj(x;), T(x|) € Z,/{x;] such that

G xy) + 1wy = ¢30r;) (mod p') 6.101)

and
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deg(0i(x,)) < deg(wV(xy)), (6.102)

for each index i which appears in the I-adic representation of ¢*). Then by defining

14 14 14
ubD=u®+ 3 3 o B n0e)on—o) 0,0 (0,

(=2 ir=h =iy
P (6.103)
w=w+ ¥ e B o), =04 )06, - (—0z,)
=2 ip=i =i

we have by performing multiplication modulo 1**! and using equations (6.99) - (6.101)

v v
w2 ) O, B L 5 3 (G50 4Py + 1) wPl)) (- - - - (o)
i1=2 i=ira

mod < I¥*L,p's)

= u®w® 4 ¢® (mod < ¥ pl>)

Ik+1

=a(x, ..., x,) (mod < ,p’>).

Thus (6.97) holds for k + 1. Also, from (6.103) it is clear that
W =4® (mod <1,p'>), WD = ® (mod <1,p'>)

and therefore since (6.98) holds for & it also holds for k + 1.
®

The multivariate Hensel construction of Theorem 6.6 generates unique factors u®, &
in the case where a(x;, ..., x,) is “‘monic with respect to x;’’; i.e. in the case where the

coefficient in a(xy, ..., x,) of xld‘ is 1, where d; denotes the degree in x;. For in such a
case, we may choose u® and w® each to be “monic with respect to x;"’ and uniqueness fol-

lows just as in the univariate case. This result is stated as the following corollary, whose
proof is a straightforward generalization of the proof of the corollary to Theorem 6.2 and is
omitted.

Corollary (Uniqueness of the Multivariate Hensel construction). In Theorem 6.6, if the
given polynomial a(xy, ..., x,) € Zp:[xl, ..., x,] has leading coefficient 1 with respect to
the indeterminant x; and correspondingly if the univariate factors uD(x,), w((x,) e Z,(x]
are chosen to be monic, then for any integer £ 2 1 conditions (6.97) and (6.98) uniquely
determine factors u(k), wh e Zp:[xl, N N I¥ which each have leading coefficient 1 with
1espect to the indeterminate x;.

[
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6.8. THE MULTIVARIATE HENSEL LIFTING ALGORITHM

The algorithm which follows directly from Theorem 6.6 has some deficiencies which
must be corrected before we can present an efficient algorithm for the multivariate Hensel
construction, One such deficiency is the leading coefficient problem. For this problem, we
will adopt a solution which is directly analogous to the solution developed in Section 6.6 and
implemented in Algorithm 6.1 for the univariate case. Less obvious are the efficiency prob-
lems associated with the construction presented in the proof of Theorem 6.6. This construc-
tion exhibits poor performance in cases where some of the evaluation points o; are nonzero

and this problem is sometimes called the bad-zero problem. We will examine this problem
now.

The Bad-Zero Problem

The source of the performance problems is the requirement in the proof of Theorem 6.6
that the error é® must be expressed in the I-adic form (6.100). This step can lead to very
large intermediate expression swell resulting in an exponential cost function for the algo-
rithm. The following example will serve to illustrate.

Example6.10. Letp =5,/ =1,

a(x,y,z)= x2y“z —xy922 +xyz3 +2x ~ yﬁz4 - 2y52,
and [ = < y-1,z-1>. Noting that

a(x,y,z)=x2+2x+2 (mod <I,5>)
we have

a(x,y,z)=(x-2)(x~1) (mod <L,5>).

Choosing u(l)(x) =x-2 and w(‘)(x) =x—1, the conditions of Theorem 6.6 are satisfied.
Since a(x,y,z) is not monic we might expect the Hensel construction to fail to produce true
factors in Z[x,y, z], but in this example the factor w(x,y, z) is monic so the Hensel construc-
tion will succeed even though we are ignoring the leading coefficient problem.

The effect of representing the error at each step of the iteration in I-adic form can be
seen by considering the I-adic form of a(x, y, z)

a(x,y, 2) = (X2 +2x +2) - (1) (7= + (c24x—1) 2= 1)+ (x®~x) (y—1)?
- (x%=1) (=1) z-1) + @x=1) (z=D)*= (=) p—1)* + (-20)(r-1)*(z-1)
= @D y-D =12+ @+1) (z=1+ (2=x) —1)* + (=x2+2x) (-1) (z-1)
—x =12 @12+ @+1) (v=1) z=1)* - 2-1)* - (x-2) ¢-1)°
+(x%-2x) (y-1)* =D +x (=10 =12 = (y-1) (2= 1)** (x-1) ¢-1)°
- (2x+1) (=1 G=D = x =1)* z=1)%=x (-1 + @x+1) ~1)° z-1)
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— (1) 0-1)° =12 x - D+ (<20) -1) 1) + (x—1) -1)° (z-1)?
+ (=1 z~1*—x (-1)°+2x (y-1)8@-1) —x (y-1)7 (z—1)?
+0-1)° =1’ - (r-1)* - 1)*- 2 ¢-1)° c-1) +x -1)* (z-1)?
—-D8z-D*~x (y-1)’ z-1)? (mod 5).
We see that the I-adic representation contains 38 terms compared with 6 terms in the original
expanded representation (which is an I-adic representation with respect to the ideal

I=<y,z>). The number of polynomial diophantine equations of the form (6.101) which
must be solved is proportional to the number of terms in the I-adic form of a(x,y, z).

Carrying out the Hensel construction for this example, the factors are developed in
I-adic form as follows:

U= =D+ (x+ DG -D+Ex-2)E-D+@X ¢ -DH(=x-2) -1 (z-1)
+ ) =D+ - D+ @ G- D2 E-D+E) - D -1y
+z-D+@ -V - D =D+ o -D@E-1)°
+@) (= D*(z-1);

W= -D+EEDE-D+ED =D +ED G- 1) (- 1).

Expressing these factors in expanded form (and noting that the coefficient arithmetic is being
done modulo 5), we have

uD =xy*z +y23 +2 (mod 5%
wNex— ysz (mod 5).

At this point the iteration can be halted because
M= ax,y,z)— uDwM =,

Again note that there are many more terms in the I-adic representation of the factors than in
the expanded representation.
[

It is clear from Example 6.10 that the use of nonzero evaluation points can cause a
severe case of intermediate expression swell. However it is not always possible to choose
the evaluation points to be zero because in the applications of the Hensel construction (see
Chapter 7), a necessary condition is that the leading coefficient must not vanish under the
c¢valuation homomorphism. The original implementation of the multivariate Hensel con-
struction (the EZ-GCD algorithm) degraded significantly on problems requiring nonzero
¢valuation points.

One method of dealing with the I-adic representation in an implementation of the mul-
tivariate Hersel construction is to initially perform the change of variables
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xjt—xj+aj,2$j5v,

if the ideal is I=<x, -0, ..., x, —0,>. The required I-adic representation is then a
straightforward expanded representation based on the new ideal <x,, ..., x,>. However it

is important to note that this method suffers from the problem of intermediate expression
swell exactly as exhibited in Example 6.10. For in the original polynomial a(x,y,z) in
Example 6.10, the result of performing the change of variables:

yey+lh zez+1
and then expanding, is precisely the 38-term form of a(x, y,z) displayed in the example, with
y — 1 replaced by y and z — 1 replaced by z.

An improvement to the algorithm can be obtained by avoiding the change of variables
(or any other explicit representation of the I-adic form) as follows. At iteration step & let e®
be represented as a multivariate polynomial in expanded form. It is desired to compute the
coefficients ¢;(x;) appearing in (6.100), the I-adic representation of ¢®, for all order-k vector
indices
i=0yip ..., Q).

Noting that some of the indices in the vector i may be repeated, let the term in e®
corresponding to a particular vector index i be of the form

i) (= )™ (g, = o)™ - - (v, — 0 )™
where all factors appearing here are distinct. Then the coefficient ¢j(x;) can be computed

directly from the expanded representation of ¢*’ by using the differentiation formula
ny Pim
i ] .. i.] e® . (6.104)

ox iy ox im

1

c(x)) =
i) nyleeon,

1

This leads to an organization of the main iteration loop of the Hensel construction which can
be expressed as follows (where d is the maximum total degree with respect to the indeter-
minates X,, . . ., X, over all terms in the input polynomial a(x,, . . ., x,)).

for k from 1 to d while ¢® 0 do {
for each order-k vector index (i, ..., i) with2<i; < --- <, <v do {

Calculate ci(x,) using (6.104)
Solve equation (6.101) for o;(x;) and T;(x;)

Update u® and w® according to (6.103) }
Update e®)}
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This organization of the iteration loop is in contrast to the organization which follows more
directly from the proof of Theorem 6.6, using the ‘‘change of variables’” concept, as follows.

Substitute x; - x; + o; 2<j<v)ina(xy, ..., x,)
for  from ! to d while e® 2 0 do {
for each term of total degree k appearing in the expanded form of e do {
Pick off the coefficient cj(x;)
Solve equation (6.101) for 6;(x;) and T;(x;)
Update u® and w® according to (6.103) }
Update e® }
Substitute x; ¢ x; — &; (2 <j <v) in u® and w®>-

(In both of the above program segments, it is understood that

e® = axy, ..., x,)— u®y®
computed in Z[x,, . . ., x,] in expanded form.)

A careful examination of these two organizations of the iteration loop shows that nei-
ther one is fully satisfactory for dealing with sparse multivariate polynomials. Recall our
observation at the beginning of this chapter that, in practice, multivariate polynomials are
generally sparse and the advantage of the Hensel construction over Chinese remainder (inter-
polation) algorithms is the ability to take advantage of sparseness. In the approach which
applies the change of variables, there is potentially a serious loss of sparsity because the
representation of the polynomial a(xy, . . ., x,) after substituting the change of variables can

have many more terms than the original representation (see Example 6.10). Note, however,
that after this substitution step, the iteration then goes on to perform calculations only for
terms that actually appear in the expanded form of e®). In contrast, in the approach which
avoids the change of variables but uses instead the differentiation formula (6.104), the inner
for-loop iterates over all possible order-k vector indices i = (iy, ..., i;) and, in practice, a
large proportion of the coefficients ¢;(x;) will be found to be zero. Since the differentiations
and substitutions required by formula (6.104) can be performed relatively efficiently for
polynomials (particularly if it is programmed to ‘‘remember’” computed derivatives since
higher-order derivatives rely on lower-order derivatives) and since we would program the
inner loop to check if ¢j(x;) =0 and avoid any additional work in that case, the method using
formula (6.104) is generally preferable. However, the overhead of calculating c;(x;) for all
possible choices of the vector index i is significant and the cost of this overhead grows
cxponentially in the number of variables, independently of the sparsity of the polynomials.
in particular, note that in the (relatively common) case where all of the evaluation points are
rero the method using (6.104) will be much more costly than the direct approach.
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Polynomial Diophantine Equations in Z /[x, . .. , x;]

A significantly more efficient organization of the multivariate Hensel construction was
developed by Wang [6] and he called it the EEZ-GCD (Enhanced EZ) algorithm. The main
feature of the new algorithm is that it uses a variable-by-variable approach to avoid the
‘‘exponential overhead’’ discussed above. In the context of Figure 6.2, the multivariate Hen-
sel construction lifting the solution from Zp'[xﬂ to Z[x,, ..., x,] is replaced by a sequence

of v—1 single-variable Hensel constructions to lift the solution

from Zp:[xl] to Zp:[xl, x2],

from Zp: [x7,X,] to Zp: [y, X2, x3],

from Zp:[xl, ceerX,4] to Zp:[xl, RS TS R

(As usual, p’ is chosen large enough so that the final solution over the ring Z, is equated
with the desired solution over Z.)
Recall that the basic computation to be performed in applying a step of a Hensel itera-

tion is to solve a polynomial diophantine equation in the ‘‘base domain’’. For the univariate
Hensel construction in Figure 6.2, the *‘base domain’’ is Z,[x;] and Theorem 2.6 gives a

method for solving the polynomial diophantine equations. For the ‘‘base domain™’ Zp:[xl],

we developed a method in Theorem 6.5 for solving the polynomial diophantine equations. In
order to carry out the variable-by-variable Hensel construction, we need a method for solving
polynomial diophantine equations in multivariate ‘‘base domains™ Z,/[xy, ..., x;] and we
turn now to the development of such a method. Just as in the proof of Theorem 6.5, we will
apply Newton’s iteration to the problem and indeed we will employ a variable-by-variable
technique for solving this sub-problem.

The polynomial diophantine equation to be solved is to find multivariate polynomials

o;(xp, ..., xj), LT1C T xj) € Zp:[xl, .-, xj] such that
Gy .-, xj)u(xl, R x-)+’cj(x1, ce XPWhg, LX)
=c(xy . - ., X)) (mod <11, p!>) (6.105)
where I; =<x - @y, ..., x; — @;>, d is the maximum total degree of the solution polynomi-
als with respect to the indeterminates X3 ey Xj, and
U@y, .. X)Wy, .o X)) €y, L, X)) € Zyilxg, ..., x;] are given polynomials with
Ocrp>@lxy,. .., xj)) and eppswiny, ..., xj)) relatively prime polynomials in the

Euclidean domain Z, [x,]. The equation to which we will apply Newton’s iteration is
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G(Cj_’Cj)=Cju(xl, Ceey xj)+’tj w(xl, ey xj)—c(xl, ey xj)=0.

Choosing the particular variable x; for lifting and proceeding as in previous sections, if we
have the order-k approximations o %), 1) satisfying

G(of, 1) =0 (mod < (x; - o)k, 14, p'>)
and if we obtain correction terms ch(k), AT }k) which satisfy the equation
Go 0/, 1) AR + G (6, 1A = -G (6,10 (6.106)
(mod < (x; - a)F*, 141, p!>)
then
o.j(k+1)= o.j(k) + ch(k), Tj(k+1)=,tj(k) + A,tj(k)
will be order-(k+1) approximations satisfying
G(of*D, 1Dy =0 (mod < (r;— o)L, 14, pt>).
Writing the correction terms in the form
AG}") =sj'k(x1, e ey j—l) (xj i aj)k, A'Cj(k) = -_k(xl, ey xj_l)(xj- - aj)k

where s; 0L X 800 - X)) € Zylxg, .., X ], substituting for the partial
derivatives, and dividing through by (x - j)", equation (6.106) becomes

Uy, - X)) Sy - X)) Wy, - XD R, X))
_ <l x)-oPuc, ... x) -t we, ..., x)
- o - Olj)k
(mod < (x; — o), L5, p'>). (6.107)
Note that I;_y = <xp~ 0, . . ., X;_ —@;_;>, the interpretation of |, is as the empty ideal, and

note that the above development has assumed j > 1 since if j =1 then the solution of the
polynomial diophantine equation (6.105) is given by Theorem 6.5.

We thus have a recursive algorithm for solving the polynomial diophantine equation
(6.105). The order-1 approximations 0'_,(1), ‘c}l) with respect to the ideal <xj-a;> are
obtained by solving equation (6.105) modulo < x; —a;> , i.e. by solving the (j — 1)-variable
problem

Cj_l(xl, ey j—l) u(xl, R ,xj_l,aj)+‘tj_1(x1, L 'xj—l) w(xl, N ,xj_l,aj)
- d+l 1
=c(xy, ..., Xy, ;) (mod <175, p'>)

and then setting
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Mog. » tD=r.
Gj 0_,_1, ’CJ —'Cj_l.

Then for k=1,2,..., d, we solve equation (6.107) which, noting that it is to be solved
modulo <x; — a;>, takes the form of the (j — 1)-variable problem

u(xl, e ,xj_l,aj)sj‘k(xl, e ,xj_1)+w(xl, e ,xj_l,aj)t-,k(xl, P ,xj_l)
= d+l 1
=e(xy, ..., j—l) (mod < I]—+i ,D'>)
where ¢;(xy, . . ., x;_;) denotes the coefficient of (x; - aj)" in the <x; — o;>-adic represen-

tation of the polynomial
ey, ..., xp)=c(xy, ..., X)) — o}")u(xl, N i 'c}") wixy, ..., X

The base of the recursion is the univariate polynomial diophantine equation in Zp:[xl] which
can be solved by the method of Theorem 6.5.

In the algorithm based on the above development, the solution of equation (6.105) will
satisfy the degree constraint

degl(oj(xl, Ceny x)) < degl(w(xl, ey xj))

(where deg, is the ‘‘degree in x;”’ function) since the solution of the univariate case of

(6.105) satisfies such a constraint (by Theorem 6.5), as does the solution of the univariate
case of equation (6.107) which defines the correction terms, leading by induction to the gen-
eral result.

The recursive algorithm for solving multivariate polynomial diophantine equations is
presented as Algorithm 6.2. The conditions which must be satisfied by the input polynomi-
als are the conditions required by Theorem 6.5 for the univariate case at the base of the recur-
sion. The algorithm presented here is a generalization of the algorithm discussed above, to
allow for a multi-term polynomial diophantine equation rather than being restricted to a
two-term equation. This will allow us to present the multivariate Hensel lifting algorithm in
a form which lifts multiple factors at once, rather than being restricted to just two factors.

At the base of the recursion, Algorithm 6.2 invokes procedure UnivariateDiophant
which is presented as Algorithm 6.3. Procedure UnivariateDiophant solves a multi-term gen-
eralization of the polynomial diophantine equation considered in Theorem 6.5. The algo-
rithm is organized such that it invokes two sub-procedures, MultiTermEEALIift and EEAlift,
which are also presented as part of Algorithm 6.3, Procedure EEALift implements a generali-
zation of the extended Euclidean algorithm such that the solution in Zp [x] is lifted up to a

solution in pr[x]. Procedure MultiTermEEALlift implements a multi-term generalization of
the extended Euclidean algorithm over Z,|x]. Note that procedure MultiTermEEALift

invokes procedure MultivariateDiophant, which might appear to lead to an endless recursion;
however, the invocation from MultiTermEEALift is specifically for a two-term polynomial
diphantine equation and therefore it will not cause a re-invocation of MultiTermEEAIift.
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The key to the generalization of the two-term case discussed throughout this chapter, to
the multi-term case presented in the following algorithms, is contained in the MultiTer-
mEEALlift procedure. This procedure implements a multi-term extended Euclidean algorithm
over Zpk[x] by reducing to the two-term case, as follows. Suppose that we are given r>2

polynomials a;(x),...,a,(x) e Zpk[x]. The multi-term version of the extended Euclidean
equation is specified in terms of the » polynomials b;(x),i =1, ...,r defined by
bix)=a;(x) X -+ xa;_1 &) Xa;,x) X - Xa,(x).
The task is to compute polynomials s;(x), j=1, ..., r such that
510 by(x) + -+ +5,0)b,(x)= 1 (mod p*) (6.108)

with deg(sj(x)) < deg(aj(x)). The algorithm proceeds as follows. Define
Botx) =1
and then for each j from 1 to r—1 solve the two-term equation
B;(x)xa;(x) +s;(x)X .li.[Ia,-(x) =Bj(x) (mod 5 (6.109)
i=j+
for Bj(x) and s;(x). Finally, define
§5,00) =B,y (x) .

It is straightforward to verify that the polynomials s;(x), j =1, ..., r defined by this process

satisfy equation (6.108). For example, consider the final three terms on the left hand side of
equation (6.108), which can be written in the form

r-3 r=2 r-1
S, X (TTa; () a,_1x) @, (x) + 5, () X ([ a;:(x)) a,(x) + 5, () X [ Ja; (x) .
i=1 i=1 i=1
Replacing s,(x) by B,_;(x) in the final term, and using case j =7—1 of (6.109), we see that the
final two terms collapse together into the term

r-2
Br2t) xJTa;(x) .
i=1

Then using case j =r—2 of (6.109), this term combines with the preceding term to yield

r=3
B3y xTTa;(x) .
i=1

it 15 clear that the terms on the left hand side of equation (6.108) continue collapsing in this
manner until we are left with the term By(x) which was defined to be 1, showing that equa-

tion (6.108) is satisfied. 1t can also be seen that the desired degree constraint
deg(s;(x)) < deg(a;(x)) is the natural degree constraint satisfied by the solution of the two-
term equation (6. 109), for each j.
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Algorithm 6.2. Multivariate Polynomial Diophantine Equations.

procedure MultivariateDiophant(a, ¢,/,d,p,k)

# Solve in the domain Zpk[xl, ..., x,] the multivariate polynomial
# diophantine equation

# O;xb + - +0,xb,=c (mod <I“*! pk>)

# where, in terms of the given list of polynomials ay, . . ., a,,

# the polynomials b;, i =1, .. .,r, are defined by:
# bi=alx"-Xai_lxa,-HX"-xa,..
# The unique solution 6;,i =1, . .., r, will be computed such that

# degree(o;, x;) < degree(g;, x;) .

#
# Conditions: p must not divide lcoeff(q; mod I),i =1, ... ,r;
# a;mod <I,p>,i =1,...,r, muast be pairwise relatively prime

# in Zp[xl]; and degree(c,x;) < sum(degree(q;,x1),i=1,...,r).

#

#INPUT:

# (1) Alist a of r > 1 polynomials in the domain Z[x;, . . ., x,].

(2) A polynomial ¢ € Zpt[xl, oo x,]

(3) 1, alist of equations [xy = 0y, X3=03, ..., X, = &, ]
(possibly null, in which case it is a univariate problem)
representing an evaluation homomorphism;
mathematically, we view it as the ideal

I=<x -0, 3—-03, ..., X, —0,>.

(4) A nonnegative integer d specifying the maximum total degree
with respect to x,, . . ., x, of the desired result.

(5) A prime integer p.

(6) A positive integer k specifying that the coefficient arithmetic
is to be performed modulo p*.

EE S S S R I S A G A

# OUTPUT:

# The value returned is the list 6 =[5, ..., G,].

#

# Remark: The mod operation must use the symmetric representation.
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Algorithm 6.2 (continued). Multivariate Polynomial Diophantine Equations.

# 1. Initialization.

r ¢ number of polynomials in a
v ¢ 1 4+ number of equations in/
x, < lhsd,_,); o, «rhs(l,_;)

if v > 1then {

# 2.1. Multivariate case.
A ¢ product(a;, i=1,...,r)
for j from 1 to 7 do {b; -4

f
anew « substitute(x,=0.,,a); cnew & substitute(x, =0, ¢)

Inew « updated list I with x, = o, deleted
G ¢ MultivariateDiophant(anew ,cnew, Inew,d,p, k)
€ & (c —sum(0; b;, i =1,...,r)) mod p*
monomial « 1
for m from 1 to d while ¢ # 0 do {
monomial < monomial x (x, — &)
cm  coeff of (x, — o)™ in the Taylor expansion of e about x, = o,
ifcm #0 then {
As « MultivariateDiophant(anew , cm, Inew,d,p, k)
As ¢ As X monomial # element-by-element operations
G« O+As # element-by-element operations
e « (e —sum(As; b;, i = 1,...,r))m0dpk 11}
else {
# 2.2. Univariate case.

X ¢ the variable appearing in a

# Method: For each power of x;, call UnivariateDiophant.
O ¢ zero list of length
for each term z in ¢ do {

m « degree(z,x;); cm  lcoeff(z)

As & UnivariateDiophant(a,xy m,p, k)

As «~ As xcm # element-by-element operations
G O+ As # element-by-element operations } }
return(c mod p*)

end

269
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Algorithm 6.3. Univariate Polynomial Diophantine Equations.

procedure UnivariateDiophant(a, x, m,p, k)

# Solve in Z +[x] the univariate polynomial diophantine equation

# ©yxb + -+ +0,xb, =x™ (mod p*)

# where, in terms of the given list of polynomials g, . . . , a,,
# the polynomials b;,i =1, ., ., r, are defined by:

# byj=a X - X1 Xag X Xa,.

# The unique solution 6y, . . ., ©,, will be computed such that
# deg(o;) < deg(a;).

#

# Conditions: p must not divide Icoeff(a;),i=1,...,r;

# a;modp,i=1,...,r, must be pairwise relatively prime in Zp[x] .
#

# OQUTPUT:

# The value returned is the list 6= [0, ...,0,].

r « number of polynomials in a
ifr >2then {

s < MultiTermEEAlift(a, p, k); result <[]

for j from 1tor do {

result « append(result, rem(x"s;, a;) mod 1)

else {

s « EEAlift(a,,a;,p,k); ¢ « quo(x™s,,a;) mod p*

result « [rem(x™s,,a;) mod p*, (x™s, +q a,) mod p*1 }

return(result)
end

# MultiTermEEALift computes s, . . . , 5, such that
# s;xby+ - +s5,xb, =1 (mod p*)
# with deg(s;) < deg(a ;) where, in terms of the given list of

# polynomials a,, . . ., a,, the polynomials b; are defined by:
# bi=a;X - Xag_ 1 XayX - Xa,i=1,...,r.

#

# Conditions: p must not divide Icoeff(a;), i =1,...,r;

# a;modp,i=1,...,r, mustbe pairwise relatively prime in Z, x| .
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Algorithm 6.3 (continued). Univariate Polynomial Diophantine Equations.

procedure MultiTermEEAlift(a,p, k)
r « number of polynomials in a

9,1 € a,
for jfromr-2by-1to1do {
gj < ajr1 X gjy )
Boe1
for j from 1 to r—1 do {
6 « MultivariateDiophant({ ¢;, a; 1, Bj_1,[1,0,p,k)
Bi <0y sj 06, )
| s By
1
il

return([sy,...,S5, 1)
end

# EEAlift computes s, such thatsa +¢tb =1 (mod p")
# with deg(s) < deg(b) and deg(?) < deg(a) .
# Assumption: GCD(a mod p, b mod p) =1 in Zp [x].

procedure EEAlift(a, b, p, k)

x « the variable appearing in @ and b

amodp « a mod p; bmodp « b mod p

s,t « polynomials in Z,[x] computed by Algorithm 2.2 such that
s amodp +tbmodp =1 (mod p)

smodp & s; tmodp « t; modulus « p
for j from 1 to k-1 do {

e
—l-sXa-txb; c &« ———mod
€ §xa ¢ modulus modp

O « smodp X ¢; T < tmodp X ¢

q « quo(a, bmodp) mod p

O« rem((—f, bmodp) mod p

T (’E+ g Xamodp) mod p

§ &5 + O0Xmodulus; t « t + TxXmodulus
modulus < modulus xp }

return([s,t])
end
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We now present the multivariate Hensel lifting algorithm as Algorithm 6.4. We present
the multi-factor lifting algorithm rather than restricting to the case where only two factors are
to be lifted. The main work is performed by invoking procedure MultivariateDiophant which
was presented as Algorithm 6.2, and since it has been designed to solve multi-term polyno-
mial diophantine equations, the multi-factor Hensel lifting algorithm follows easily.

Algorithm 6.4. Multivariate Hensel Lifting Algorithm.

procedure MultivariateHensel(a,/,p, !, u, lcU)
# INPUT:
# (1) A multivariate polynomial a(xy, ..., x,) € Z[x;, .. ., x,]
#  which is primitive as a polynomial in the special variable x;.
# (2)1, a list of equations [x, = 0y, X3 =03, . . ., X, = 0, ]

# representing the evaluation homomorphism used; mathematically,
# weview it as theideal I = <xy — 0y, x3— 03, . .., X, — 0, >

# and the following condition must hold: Icoeff(a,x;) #0 (mod I).
# (3) A prime integer p which does not divide lcoeff(a mod I).
# (4) A positive integer / such that p’/2 bounds the magnitudes of all

#  integers appearing in @ and in any of its factors to be computed.
# (5) A list u of n>1 univariate polynomials in Z,[x;] which are

#  pairwise relatively prime in the Euclidean domain Z,[x,],
# suchthat @ =u;xXuyX - -- Xu, (mod <I,pl>) .

# (6) A list [cU of the n correct multivariate leading coefficients
# corresponding to the univariate factors u.

#

# OUTPUT:

# (1) If there exist n polynomials U, Uy, ..., U, € Zlxy, ..., x,]
# suchthata =U;xU,x --- xU, and foreachi=1,2,..., n:

# U, /lcoeff(U;,x,) = u; /lcoeff(u;,x;) (mod <I,p'>)
# (where the divisions here are in the ring of integers mod phH,
# thenthelist U =[U,,U,, ..., U,] will be the value returned.

# (2) Otherwise, the value returned will signal ‘‘no such factorization’’,
#

# Remark: The mod operation must use the symmetric representation.
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Algorithm 6.4 (continued). Multivariate Hensel Lifting Algorithm.

# 1. Initialization for the multivariate iteration

v ¢ 1+ number of equations in /
A, a

for j from v by —1 to 2 do {

xj €« lhs(lj_l); aj <« l'hs(l __1)

Aj_1 «— substitute(xj =a Aj) mod p' }
maxdeg « max(degree(a,x;),i=2,...,v)

U « u; n « number of polynomials in u

# 2. Variable-by-variable Hensel iteration
for j from 2 to v do {
Ul « U; monomial « 1
for m from 1 to n do {
iflcU,, #1then {
coef « substitute({/[j1,...,I[v-11}, IcU,,) mod p’
U « updated list U with Icoeff(U,,, x;) replaced by coef }}
e « Aj —product(U;,i=1,...,n)

for k from 1 to degree(4;, x;) while e # 0 do {
monomial < monomial X (xj—aj)

¢ « coeff of (x; - aj)" in the Taylor expansion of e about X; =0

ifc #0 then {
AU « MultivariateDiophant(U 1, ¢, [I[1],...,1[j-2]]1, maxdeg,p,!)
AU & AU x monomial  # element-by-element operations
U« (U +AU)mod p’ # element-by-element operations
e « (Aj —product(U;, i =1,...,n))modp' } } }

# 3. Check termination status

if a = product(U;, i =1,...,n) then return(U)

else return( no such factorization exists )
end




274 Algorithms for Computer Algebra

Exercises

1.  Determine the p-adic representation of the integer u = —11109234276, with p = 43.

2. Using p=43, determine the p-adic representation of the polynomial
u(x) = 143x% - 1253x — 11109234276.

3. The p-adic integers are defined as the set of all numbers of the form
G+ap+ - +a,pt+
with 0 € g; < p. The p-adic integers form a ring which is often viewed as a ‘‘comple-

tion’’ of the integers, in much the same way that the reals can be considered as the com-
pletion of the rational numbers. In Chapter 6 we have shown that all positive integers
have p-adic representations.

(a) Show that for any integer p, the p-adic integer
a=@-D+@E-Dp+p@-p*+ -

represents —1, by showing that @ + 1 =0. Thus, all negative integers have p-adic
representations.

(b) From part (a), we see that the p-adic integers include all integers. They also can
include some rational numbers. Give an example of this by finding the 5-adic
representation of — 1/4.

(c) The p-adic integers also include many non-rational numbers. For example, let V11
denote a solution of x2 — 11 =0. Find the first three terms of the 5-adic expansion

of ViL.
4. Let
a(x,y,z) = (x2y? + 22+ 1)y (x* -y + 22-1)
and let I be the ideal < y—1,z>. Express a(x,y,z) in its [-adic representation,
5.  Determine the cube root of
x® = 531x° + 94137x* - 5598333x> + 4706850x” - 1327500x + 125000

using reduction mod 3 and Newton’s iteration.

6.  Determine the square root of
x® + 12768x% + 40755070x* — 2464224x2 + 37249

using reduction mod 3 and the quadratic Newton’s iteration.

7.  Solve the equation
a(x)?-akx)=x5- 'yt + 532 + x2y4 +xylz+22-1

over Z;[x,y,z] using reduction mod I and the ideal-adic Newton’s iteration, where 1 is
the ideal <y-1,z>.



6. Newton’s Iteration and the Hensel Construction 275

10.

11.

Give the details of the quadratic ideal-adic Newton’s iteration in the multivariate case.
Prove that the convergence is indeed quadratic.

An idempotent of aring R is an element r € R satisfying r*=r. Show how one can use
Newton’s iteration to determine an idempotent in the ring Z[x,, . . ., x,]. Show that the

quadratic Newton’s iteration is superior in this case.
Let

a(x) =21x> + 616x? - 8490x + 5539 € Z[x].

Apply Algorithm 6.1 (Hensel lifting) to lift the mod 5 factors of a
ug=2x*-2x — 1, wo=-2x+1

up to factors u, w € Zx] with
u = uy (mod 5), w =wy(mod 5).

Describe how you could do ‘‘quadratic Hensel lifting”’, that is, describe an algorithm
which starts with a relatively prime factorization mod p:

a(x) = ug(x)-wy(x) (mod p)
and gives, at the k-th step, a factorization of the form
a(x) = ux)wy(x) (modp?)
with
(%) = Ug(x) (mod p), wy(x) = wo(x) (mod p).
Let
a(x) =x*—394x> - 4193x% + 126x + 596 .

Use the quadratic Hensel lifting algorithm of the previous exercise to lift the mod 3 fac-
tors

Up=x+x+1, wo=xt+x-1
to factors u, w € Z[x] with
u = uy (mod 3), w =wy(mod 3).
Let
a(x)=18x> — 126x* + 174x> - 1080x% + 1722x — 528 .

Factor a by reducing mod 7 and then using Hensel lifting.

In this question, we are concemned with generalizing Hensel’s lemma to the case where
there are more than two relatively prime factors. We proceed as follows.

(a) Show that, if a(x)=u;(x)uy(x)u3(x)} (mod p) (a relatively prime factorization)

then there exist polynomials a)(x), a5(x), aq(x) satisfying
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15.

16.

17.
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a () () us(x) + a(x)u (s (x) + a3(x)uy(x)uy(x) =1 (mod p)
and deg(q;) < deg(y;).

(b) Show how a factorization as in part (a) may be lifted to a factorization modulo pk .
The lifting does not change the leading coefficients of u;(x) and u,(x).

(c) Generalize part (b) to the case of an arbitrary number of factors.
(d) Repeat the above using quadratic lifting (cf. Exercise 11) instead of linear lifting.
Let a(x,y,z) be the polynomial from Exercise 4, and let
b(x,y,2)= (2% + 22+ 1) (B + 2yz + dxy + 22 + 4z +4) .
In this question we will determine the GCD of the expanded versions of these two poly-
nomials.
(a) Choosing the ideal I = < y—1,z>, determine
GCD(a,b) modI € Zix,y,z]/1.
(b) Note that we can equate Z and Z3 for this problem. Carry out the multivariate

Hensel construction given in the proof of Theorem 6.6 to lift the GCD from
Z[x,y,z]/Lup to the true GCD in Z[x,y,z].

Suppose we know in advance that for two polynomials a, b € Z[xy, ..., x,] we can
find polynomials ¢ and r such that

a=b-q+r with deg,(r) < deg,(b).
Show how this problem can be solved by Newton’s iteration and the Hensel construc-
tion. Give an example of your method using

a(x,y) = =1y + Gx?=Tx+d)y? + (Z+2x-1)y + BGx’—=x*—4x+7)
and

b(x,y) = (x—l)y2+ (x2+x—l) .
For the reductions use the prime p = 3 and the ideal = <y>,

Suppose that when we reduce mod p for some prime p we obtain a factorization in
which the two components are not relatively prime. Explain what could be done in this
case.

18. (M. Monagan)

(a) Let u® denote a k-th order p-adic approximation and let ¥, denote the £-th term
init, i.e.
ub D=y up + - +up*.
Show that in Algorithm 6.1 the error computation (in Z[x]) e = a — u**D-w*+D

requires O(n’m? operations where n is the degree and m is the size of the coeffi-
cients.
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6.

10,

(b) Show that, if
u&HD = 0 o upt, kD =yw® 4y, pk
then the error at the k + 1-st step can be computed by
¥ D= ® _ pk(u By, 4w ®y, +pru,wy).
Show that computing the error using the above formula results in one full order of

magnitude efficiency gain over the existing method.

{¢) Computing the error term as in part (b) above is not quite right if replace_Ic is
being used. Why is this the case? How can the above be altered to ensure that
u(x) and w(x) have the correct leading coefficients (mod pk)?
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CHAPTER 7

POLYNOMIAL GCD COMPUTATION

7.1. INTRODUCTION

In many respects the problem of computing the greatest common divisor of two polyno-
mials is a fundamental concern of algebraic manipulation. Once pioneer computer algebra
systems (such as ALPAK or PM) had routines for polynomial operations, the natural pro-
gression was to develop routines for the manipulation of rational functions. It soon became
apparent that rational manipulation leads to a severe problem of intermediate expression
swell. For example, consider the problem of adding two rational functions

a(x) + c(x) - a(x)d(x)+b(x)clx)
bx)  dx) b(x)-d(x)

In the absence of any simplification, the degree of the numerator or denominator of the sum
is potentially twice that of either of its components. Thus, for example, adding sixteen
rational functions, each having numerator and denominator of degree 10 would produce (in
the absence of any cancellation) a single rational function having both numerator and denom-
inator of degree 160.

A natural step when implementing a package for rational function manipulation is to try
to remove common factors of the numerator and denominator, and thus reduce the size of the
expression. The most benefit would be achieved, of course, by removing the largest such
factor common to both numerator and denominator, that is, to calculate the greatest common
divisor of the two polynomials.

As mentioned in Chapter 2, one can always compute the GCD using a variation of
Euclid’s algorithm. The basic Euclid’s algorithm has been known for centuries, is easily
understood, and is easily implemented. However, we show in this chapter that this algorithm
has a fundamental flaw for many of the problems which arise in computer algebra. Several
improved algorithms have been developed over the past 25 years for computing polynomial
GCD’s. These new algorithms have come about through careful study of the nature of the
(iCD problem and application of more sophisticated techniques. In many ways the evolution
of GCD algorithms for computer algebra systems mirrors the evolution of symbolic manipu-
lation as a whole.

Polynomial GCD computations also turn up as subproblems in many places besides the
simple arithmetic operations on rational functions. For example, they play a prominent role
i polynomial factorization and in symbolic integration. They also arise when finding
inverses in finite Galois fields and in simple algebraic extension fields.
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7.2. POLYNOMIAL REMAINDER SEQUENCES

Texts on modern algebra frequently invoke Euclid’s algorithm as a constructive proof
of the existence of GCDs and for hand calculation it remains a serviceable tool. We may
view Euclid’s algorithm for calculating the GCD of two polynomials A (x) and B (x) having
coefficients from a field F as the construction of a sequence of remainders. That is, if
deg(A(x)) 2 deg(B(x)), then Euclid’s algorithm constructs a sequence of polynomials
Ro(x), R{(x), ..., Ry(x) where Ry(x) =A(x), Ry(x) = B(x) and

Ro(x) =Ry(x)Q1(x) +Ry(x)  with deg(Ry(x)) < deg(R;(x))

Ri(x) =Ry(x)Qxx)+R3(x) with deg(R;(x)) < deg(Rx(x))

Ry 2(x) =R (x)'Qr(x) + Ri(x) with deg(R,(x)) < deg(R;_(x))
Ry 1(x) = Ry(x) Qg (x).

Then R;(x) = GCD(A(x), B(x)) when it is normalized appropriately to make it unit normal.

The extended Euclidean algorithm is the same as Euclid’s algorithm, except that it computes
the remainder sequence {R;(x)} along with the sequences {S;(x)} and {T;(x)} satisfying

R;(x) = A(x)S;(x) + Bx)T;(x)
foralli. Here
Sis1(¥) = 8;-1(x) = §;(x)Q;(x)
Tia@) = Ti4(x) = T;(x)Q;(x).
The quotient Q;(x) is defined by the division
R 1(x) = Ry(x)Q;(x) + Riyy (%)
and the initial conditions for these sequences are

S =Ti() =1, $,0)=To@)=0.

Example 7.1. Let A(x) and B(x) be polynomials from Zy[x] given by
A@ =x2+x8-3x* - 33 + 8x2 + 2x - 5,
Bx)=3x8+5x*—ax? —9x -2,

Then the sequence of remainders which results from applying Euclid’s algorithm to this pair
is given by

Ry(x) =2x* - 5x2 -8,

Ry(x) = —x%—9x +2,
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R4(x)=10x — 8,
R 5(x ) =4,
Therefore, A(x) and B(x) are relatively prime since their greatest common divisor is a unit in

Zylx].
°

Example 7.2. Let A(x), B(x) € Z[x] be defined by
A@) =x8+x8 = 3x* - 33 + 8x? + 2x - 5,
B(x)= x84 5x* — 4x?—9x + 21.

(This is the traditional example to illustrate polynomial GCD algorithms first used by Knuth
[81 in 1969.) Since Z is not a field, we need to work with Q[x] in order to apply Euclid’s
algorithm. The resulting sequence of remainders determined by applying Euclid’s algorithm
to this pair is given by

5 1 1
Ryx) =5 + 5 = 5,

117 411
R3(x) = —sz -9+ ?,

233150 _ 102500
19773 6591 °
_ 1288744821

Rs() == 43580225 -

Ryx) =

Therefore, A(x) and B(x) are relatively prime since their greatest common divisor is a unit in

Qlx].
°

Note the growth in the size of the coefficients when using Euclid’s algorithm in Exam-
ple 7.2. Indeed, this example illustrates the major problem with Euclid’s algorithm as a com-
putational tool in a computer algebra setting. If we wished to apply Euclid’s algorithm to the
multivariate case Z[x,, ..., x,] then we would need to work in Z(xy, . . ., x,_y)[x,] (since

Euclid’s algorithm requires the coefficient domain to be a field). In the latter case our coeffi-
cients are rational functions and so to perform coefficient arithmetic we need to recursively
apply the GCD algorithm. Thus we lose on two scores: recursive invocation of the algorithm
and the inevitable growth of the rational function coefficients.

The above approach also has a second problem. When looking for common factors of
two polynomials A(x) and B(x), both having integer coefficients, it is most natural to want
the factors to come from the same domain, in this case Z[x]. This is also true when working
with polynomials over such domains as Z[x;, ..., x,]. In either case it does not seem to

make sense that one must work with the quotient field of the coefficient domain with its
extra GCD overhead. More generally, let A(x) and B(x) be two polynomials from R[x] with
R a UFD. We wish to find their greatest common factor in R[x] using only arithmetic in the
domain R|x|, rather than working with the quotient ficld of R as our polynomial coefficients.
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The simplest method of determining a GCD while calculating only in R[x] is to build a
sequence of pseudo-remainders using pseudo-division, rather than quotient field polynomial
division. Thus for A(x) and B(x) in R{x] we have
aAX)=Qx)Bx)+R(x)

where
a=Icoeff(B)®*', and §=deg(4)— deg(B).

The scaling factor o allows Q(x) and R(x) to be in R[x]. As noted in Chapter 2, we write
Q(x) =pquo(4 (x), B(x)), and R(x) = prem(A (x), B(x)),

to denote that Q(x) and R(x) are the pseudo-quotient and pseudo-remainder, respectively, of
A(x) and B(x). By replacing the remainder with the pseudo-remainder, we calculate the
GCD of two polynomials from R[x] with all the coefficient arithmetic taking place in Rfx].

Example 7.3. Let A(x) and B(x) be the polynomials from Example 7.2. Consider the
sequence of pseudo-remainders formed by direct pseudo-division at each step. In this case
we have

Ry(x)=—15x*+3x2 -9,

Ry(x) = 15795x2 + 30375x — 59535,

R,(x) = 1254542875143750x ~ 1654608338437500,
Rs(x) = 12593338795500743100931141992187500,

which again implies that A (x) and B(x) are relatively prime.
[ ]

The preceding method does indeed attain our goal of obtaining a GCD while at the
same time working entirely in Z[x]. However, it happens that our coefficients grow even
more drastically than before. In fact, determining a GCD using the pseudo-remainder
method has been (rightfully) described as the WWGCD algorithm (WW=world’s worst).
The only comparably bad method would be to work over the quotient field but not to apply
GCD’s to reduce the coefficients.

Since the major problem with using the WWGCD algorithm is caused by the exponen-
tial growth in the size of the coefficients, a natural modification to the process would be to
remove the content of the coefficients at every step. This is the primitive Euclidean algo-
rithm of Chapter 2.
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Example 7.4. Let A(x) and B(x) be the polynomials from Example 7.2. Using pseudo-
remainders and content removal at each step gives

Ry(x)= 5x4—x2+3,
Ry(x) = 13x2 + 25x — 49,
Ry(x) = 4663x ~ 6150,
Rs(x)=1.
[ J

This process is clearly the best in terms of keeping the size of the coefficients of the
remainders to a minimum. The problem with this method, however, is that each step
requires a significant number of GCD operations in the coefficient domain. While this does
not appear costly in the above example, the extra cost is prohibitive when working over coef-
ficient domains of multivariate polynomials.

The two previous methods are examples of

Definition 7.1. Let A(x), B(x) be polynomials from R[x], with deg(A) = deg(B). A polyno-
mial remainder sequence (PRS) for A and B is a sequence of polynomials
Ro(x), Ri(x), . .., Ry(x) from R[x] satisfying

(@) Ro(x)=A(x), Ri(x) =B(x),

) o;R_1(x) = 0;(x)-R;(x) + By Ry () with oy, B; € R, a.n

(c) prem(Ry_1,R;)=0.

[ ]
It the original polynomials A(x) and B(x) are primitive polynomials then conditions (a), (b),
and (c) imply that the primitive part of Ry(x) is equal to GCD(A(x), B(x)) (cf. Exercise 7.5).
As noted in Chapter 2, we can separate the GCD computation into a computation of the GCD
of the contents and the GCD of the primitive parts.

The usual PRS has o; =r>"" where r; = Icoeff(R;(x)) and §; = deg(R;_;) — deg(R;).
I:xample 7.3 determines a PRS with B;(x) = 1. This is usually called the Euclidean PRS.
I‘xample 7.4 pgives a second example of a PRS where «;= r,-ls'+1 and
i3, = cont(prem(R;_;(x), R;(x))). It is usually referred to as the primitive PRS (since all poly-
nomials in the sequence are primitive, that is, their contents are 1).

In general most PRS’s for A and B differ only in the amount of common factor B;

iemoved in each update step. The Euclidean PRS and the primitive PRS represent opposite
extremes of such PRS’s. The former removes no common factors of the coefficients while
the latter removes all common factors. The general goal of constructing a PRS for a given
A1) and B(x) is to choose the B; in such a way that keeps the size of the coefficients of the
sequence as small as possible. This last condition comes with the caveat that the process of
keeping the coefficients as small as passible is to be as mexpensive as possible. Thus we
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would like to get a sequence of polynomials which has size close to the primitive PRS but
without the cost required by this sequence.

In this context we give examples of two PRS’s that accomplish this goal.

Example 7.5. The reduced PRS satisfies
o = r,-s"ﬂ, Bl =1, Bi =04 for 2<i <k (7.2)

When the polynomials A (x) and B(x) of Example 7.2 are used, the reduced PRS yields the
sequence

Ry(x) =—15x%+3x2-9,

Ry(x) = 585x+ 1125x - 2205,
R4(x) =-18885150x + 24907500,
Rs(x) = 527933700.

In Example 7.5, the coefficient growth is considerably less than that found using the
Euclidean PRS. At the same time it does not do any coefficient GCD calculations, only sim-
ple division. The reduced PRS algorithm works best in the special case when the remainder
sequence is rormal. By this we mean a sequence of remainders whose degrees differ by
exactly 1 at each stage, that is §; =1 for all i. The reduced PRS algorithm, in the case where

the sequence is normal, dates back to Sylvester [15] in 1853. In this case, it provides an
acceptable method of determining the GCD of two polynomials, with a remainder sequence
that has coefficients growing approximately linearly in size (cf. Exercise 7.13).

There is, however, no way of knowing, a priori, that a given pair of polynomials will
result in a normal PRS. In addition, in the abnormal case, where two successive polynomials
in the sequence have degrees differing by more than one (Example 7.5 is one example of an
abnormal PRS), the resulting coefficient growth of the reduced PRS can be exponential in n,
the degree of the input polynomials. To overcome the problem of exponential coefficient
growth in an abnormal PRS, Collins (4] and Brown [1] independently developed the
subresultant PRS algorithm. This is an example of a PRS in which the coefficients grow
approximately linearly in size even in the abnormal case.

Example 7.6. The subresultant PRS satisfies
o =r2*, Br= 0¥ Br=—rgw ¥ for 2<i Sk, 1.3)

where the v; are defined by



7. Polynomial GCD Computation 285

yi=-1, ¥ = (r )y 7 for 2510 <k, (7.4)
When the polynomials A(x) and B(x) of Example 7.2 are used, the resulting subresultant
PRS is

Ry(x) =15x% = 3x%+9,
Rs(x) =65x%+ 125x — 245,
Ry(x) =9326x + 12300,
Rs(x) =260708.
[ J

As was the case in Example 7.5, the cost of keeping the coefficient growth down in this
example does not include any coefficient GCD calculations. Also, in both examples all the
coefficient arithmetic takes place in R (rather than having coefficients from Q(R), the quo-
tient field of R).

7.3. THE SYLVESTER MATRIX AND SUBRESULTANTS

Mathematician #1 : Okay, so there are three steps to your algorithm. Step one is the
input and step three is the output. What is step two?

Mathematician #2: Step two is when a miracle occurs.

Mathematician #1: Oh, I see. Uh, perhaps you could explain that second step a bit
more?

The preceding section described several PRS constructions for calculating the GCD of
two polynomials from R[x], where R is an arbitrary UFD. In particular, the last two algo-
rithms described, the reduced PRS and the subresultant PRS, both meet the criterion of per-
forming all of the arithmetic inside the domain R[x] while at the same time keeping the cost
of controlling the coefficient growth to a minimum. If our only interest was in the imple-
mentation of these particular algorithms we would essentially be finished. Either algorithm
is easily implemented by simple modifications to Algorithms 2.1 or 2.3. However, in terms
of explaining why these methods work, or indeed, convincing a reader that they do indeed
work, the previous section does not even provide simple hints.

In order to proceed further in the understanding and development of GCD algorithms,
we must look more closely at the structure of the problem itself. Many of the results studied
in this section have their origins in the late nineteenth century when mathematicians such as
Sylvester and Trudi were developing the theory of equations. This subject was later called
the theory of algebraic curves and is the foundation of modem Algebraic Geometry.
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Definition 7.2. Let A(x), B(x) € R[x] be nonzero polynomials with A(x)= an,-x’ and
i

n o
B(x)= Eob,-x‘. The Sylvester matrix of A and B is the m+n by m+n matrix
1

Qy Qpye]  eeeee a

ap
a1 aO
by
by b

9

(7.5)

where the upper part of the matrix consists of n rows of coefficients of A (x), the lower part

consists of m rows of coefficients of B(x), and the entries not shown are zero.

Definition 7.3. The resultant of A(x) and B(x) € R[x] (written res(A ,B)) is the determinant
of the Sylvester matrix of A, B. We also define res(0,8) = 0 for nonzero B € Rlx}], and
res(A,B) = 1 for nonzero coefficients A, B € R. We write res,(4,B) if we wish to include the

polynomial variable (this is important when the coefficient domain is another polynomial
domain such as Z[y]).

Example 7.7. For the polynomials

from Z[x], we have

A =34 +33 + 2 -x -2,

res(A, B) =detM)=0

where the Sylvester matrix is

'cco -0 o w

3 1-1-2 0 0]

33 1-1-20
03 3 1-1-=2

1-3 1500
0 13150
0 013175

3 1 5 0 0 0f

Bx)=x>-3%2+x+5
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The origin of the resultant lies with Sylvester’s criterion for determining when two
polynomials have a non-trivial common factor. This criterion simply states that two polyno-
mials, A (x) and B(x), have a non-trivial common factor if and only if res(4,B) =0. Its vali-

dity follows as a corollary to

Theorem 7.1. Let A(x), B(x) € R[x] be polynomials of degree m, n > 0, respectively. Then

there exist polynomials S (x), T(x) € R[x] with deg(S) < n, deg(T’) < m such that

AX)Sx) + B(x)T(x) = res(A,B) .

(1.6)

Proof: For A(x) and B(x) (with coefficients a;, b;, respectively), we form the m +n

equations
m+n—1 m+n—2 n—1 _ -l
a,x + oy X + 4 apx =x"TAX),
G X" kg™ g™ =x"2A(),
X" +a, X" 14 tay= A,
byX™ ™ 4 b, ™ p 4 pr™! =x""1B(x),

by +b, X"+ . +by=  B(x).

In matrix form, equation (7.7) can be written as

+n—1 xn-lA (x)

B(x)

—_—

Using Cramer’s rule to solve for the last component, 1, gives

a.mn
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-a,,, g weeeene a a X A@) ]
am am_l ....... al ao
7 TN a A
= det(M). .
detly b b by gy | = 9UM) 7.8
b, by by by
By e e b, BQ)

Expanding the determinant on the left hand side of equation (7.8) by minors along the last
column then gives the result.
[ ]

Corollary (Sylvester’s Criterion). Let A (x), B(x) € R[x], R a UFD. Then A(x) and B(x)
have a non-trivial common factor if and only if res(4,B) =0.

Proof: If res(A,B) # 0, then Theorem 7.1 implies that any divisor of both A(x) and
B(x) must divide the resultant. Since the resultant is a constant, the only divisors of both
polynomials must have degree 0, and hence there are no non-trivial divisors.

Conversely, suppose res(A ,B) =0 so that (7.6) becomes
A@x)Sx)==-B(x)T(x).

If there are no non-trivial common factors of A(x) and B(x), then it is easy to see that
B(x)| S(x). But this is impossible since Theorem 7.1 implies that deg(S) < n = deg(B).
[ ]

The proof of Theorem 7.1 shows clearly that the Sylvester matrix itself plays a major
role in the theory of GCD algorithms. Its importance to polynomial remainder sequences
(and hence to polynomial GCD calculations) lies in the ability to represent the polynomial
equation

AX)Sx)+Bx)Tx)=R(x) 7.9

in terms of a linear system of equations having as a coefficient matrix the Sylvester matrix of
A(x) and B(x). As such, one has all the power and tools of linear algebra (e.g. determinants,
row and/or column operations) at one’s disposal. As an example, we state without proof the
following.

Theorem 7.2 (Laidacker [9]). If the Sylvester matrix is triangularized to row echelon form,
using only row operations, then the last nonzero row gives the coefficients of the polynomial
GCD (over the quotient field of R).

[ ]
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Polynomial remainder sequences provide a number of solutions to equations of the
form (7.8), with right hand sides of varying degrees. In particular, one may obtain linear sys-
tems of equations having submatrices of M as the coefficient matrices. As a result, certain
submatrices of the Sylvester matrix also play a prominent role in GCD calculations. For
example, let M; be the submatrix of M formed by deleting the last j rows of A terms, the last

J rows of B terms and the last 2j columns. Clearly My=M. Then we have the following
generalization of Sylvester’s criterion.

Theorem 7.3. The degree of a GCD of two polynomials A (x), B(x) from R[x] is equal to the
first j such that

det(M;) #0.
Proof: The proof of Theorem 7.3 closely parallels the proof of Theorem 7.1. We leave

the proof as a (difficult) exercise for the reader (cf. Exercise 7.6).
[ J

The quantity det(M;) is usually denoted by res)(A,B) and is referred to as the j-th principal
resultant of A and B.

Generalizing further, let M;; be the (m+n—2/)x(m+n-2j) matrix determined from M by
deleting:

(a) rowsn—j+1 to n (each having coefficients of A (x));
(b) rowsm+n—j+1 to m+n (each having coefficients of B(x));

(c) columns m+n~2j to m+n, except for column m+n—i—j.

This gives
Qpy Gy | vevvnee a, azj_,, a,~+j-_,,+1
a,, [ R R
" Gy Gy 4
.= (7.10)
y b, byt e bl ij—m bi+j—m+1
by bug e
b, by b

where the coefficients with negative subscripts are zero. Clearly M; is the same as what we

previously called M;.
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Definition 7.3. The j-th subresultant of A(x) and B(x) is the polynomial of degree j defined
by
SGA.B) = det(Mp;) +det(My;)x + - - +det(M;;)x, (7.11)

for 0Sj<n.

Notice that we may also write the j-th subresultant as a determinant

-am 7 S R a;  a, LA ) ]
a,, [/ (RN
a4y Gy AX)
; = : . 7.12
SUAB)=det|, . by by X" TB) (7.12)
by  buy e
\. bn bj+1 B(x)

Since the determinant on the left of equation (7.12) may be expanded as
am am_1 ....... 25} azj_n ai+j_"+1'xi

Gy Gjy a;x' n ,
= 3, dey(M;)x/

n
Y, det ;
i=0 b bl b2j—m bi+j-—m+1'x‘ i=0

the equivalence of the forms (7.11) and (7.12) follows from the fact that det(M;;) =0 for

i > j (since in these cases M;; has two repeated columns).

Example 7.8. Let A(x) and B(x) be as in Example 7.7. Then we have already determined
that

S(0,A,B)=res(A,B)=0.

The other subresultants are calculated as follows.
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[3 3 1 -1 xAX)
0 331 AW
S(1,A,B)=det [1 -3 1 5 x?B(x)|=1192x+1192.
0 1-3 1 xB(x)
[0 0 1-3 BE

3 3 Ak)
S(2,A,B) =det |1 -3 xB(x) | =34x% — 28x — 62.
0 1 B

S(3,A,By=det [B(x)]=x> = 3x%+x +5.

Note that by Sylvester’s criterion, A(x) and B(x) have a non-trivial common factor.
[ ]

Example 7.9. Let A(x) and B(x) be the polynomials from Example 7.2. Using straightfor-
ward determinant calculations we calculate the subresultants as

5(0,A, B) = 260708 =res(4, B),
S(1,A,B) = 9326x — 12300,
S(2,A,B)=169x* + 325 — 637,
S(3,A,B)=65x%+ 125x — 245,
S(4,A,B) = 25x* - 5x% + 15,
S(5,A,B)=15x* - 3x%+9,
S(6,A,B)=3-B(x)=9x%+15x* - 12x? — 27x + 63.
[ ]

The importance of subresultants becomes clear when one expands the determinant
(7.12) by minors along the last column. We obtain

S(,A,B)=Ax)S;(x) +Bx)T;(x) (7.13)

where §;(x) and T;(x) are polynomials of degree at most n—j-1 and m—j-1, respectively.

Note the similarity of the correspondence of equations (7.6), the coefficient matrix M and the
resultant in the proof of Theorem 7.1 with the correspondence of equation (7.9), the j-th
principal submatrix M; and the j-th subresultant (7.12). Indeed, this correspondence pro-

vides the motivation for Definition 7.3. For any PRS {R4(x),..., Ry (x)} with
deg(R;(x)) = n;, we obtain solutions to the equations

AX)YU,(x)+ B (x)V;(x) =v;R;(x) (7.14)

with ¥; € R and where U;(x) and V;(x) are of degree n—n;_; and m—n;_;, respectively.

Theorem 2.6 implies that for each i we have
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Ri(x)=s5;8(n;_1—1,A,B) (7.15)
where 5; comes from the quotient field of R.

When s; is from R, rather than Q(R), we obtain a divisor for R;(x) without any need for
coefficient GCD calculations. Clearly, the constant s; depends on the choices of o; and B;
defining the update condition (7.1). Determining s; in terms of the &’s and the B’s will then
give candidates for these divisors. Thus, we need to determine the s; in terms of the &’s and
B’s. We consider first one division step.

Lemma 7.1. Suppose
Alx)=0x)B(x) +R(x)

with deg(A) =m, deg(B) = n, deg(Q) =n-m, deg(R)=k andm =n > k. Let b and r denote
the leading coefficients of B (x) and R(x), respectively. Then

b™*S(G.B.R) 0s<j<k
bt LR(x) j=k

k<j<n-1
b™ 1R (x) J=n-l.

S(j,A,B) = (-1)m=Xe=D) (7.16)

n-m

Proof (following Brown and Traub [2]): If Q(x) = Z_:o qixi, then equating powers in
i

our division equation gives

e e ay
b, ... by
N Gpps-. -, —Go) =psre-s o) 7.17)
\- bm M bo
where rp,; = -+ =r, =0 and coefficients with subscripts out of range are zero. Selecting

the first p columns of (7.17) and rearranging gives

a@, ... By ni2j X" I PA()
b, .- bym+2j X" TPB(x)

L —gyp>. .. )
By " by B(x)

=, 0,7y Py, XTTPR()) (7.18)
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for all j and p with 0<j < n and 1 <p <n—j. Since the left hand side represents the p-th
row of the A portion of (7.12) and a linear combination of the rows p through p+m~n of the
B portion, we can replace the p-th row of the A portion by the right hand side of (7.18)
without affecting the value of the determinant. Doing this for all the A rows from 1 to n—j,

and rearranging the order of the rows gives

b,

S(j,A,B) = (1) mDdet .

m

b B(x)
F2j-n R |

’ rj+1 R(x) i

]

b2j—m xmi-1p (x)

(7.19)

When j 2 k, all the elements below the diagonal are zero. Since the determinant of an
upper triangular matrix is the product of the diagonal entries, the last three identities in equa-
tion (7.16) hold. On the other hand, when j < k, the determinant on the right of equation

(7.19) is the determinant of the matrix

b, C

. I
b, |

|
0 | s*
|

(7.20)

where $” is a k +n by k + n matrix whose determinant is S(j, B,R). Using standard proper-
ties of determinants gives the first identity and completes the proof.

Example 7.10. For the polynomials A (x) and B(x) from Example 7.7, we have
A(x) = (3x + 12):B(x) + (34x% - 28x ~ 62).

lence, for example,

S(0,A,B)=S(0,B,R)=0,

S(1,A,B)=S(1,B,R)=1192x — 1192,
S(2,A,B) =R (x) = 34x* - 28x - 62.
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Translating Lemma 7.1 into our PRS situation gives

Lemma 7.2. Let {Ry(x), ..., Ry(x)} be a PRS in R[x] defined by the division relations
o;R;_1(x) = Q;(x)R;(x) + B;R; 1 (x), 0<i <k

Let n; = deg(R;(x)), §; = n;_; — n;, ¥; = §; + 841 and r; =Icoeff(R;(x)). Then

ri" B SR Ris1) 0<j <ny
, 81 8 .
rr TR R () =y
ni+1 <j < n,-—l

8+l ,
TR () j=n-1

S(j’Ri—l’Ri)ain'_j (_1)("u_j)("i—1—j) =

(7.21)
Proof: Using the identity
S(j,aA,bB) = a"7-b™7-5(j,A,B)
along with the resuits of Lemma 7.2, we get

o "SGRy, R) =SG,04R;_1, R)

rin,ul—n.'q_s G, R;, BiRiy1) 0<j<nmy

[ R n—nq~1 s
re B T BiRaG)  j=ny

— (1P,
_( 1) ni+1<j<n,~—1

7o+l

y BiR;11(X) j=n-1

riY" t"li.J'S(i’ Ri Riy1) 0<j<np

R B 31 .
o=y 4 BT R (6) J=nin
=N ' Mg <J<nm-1
8+1 .
re" ByRi (x) j=n~-1

which gives Lemma 7.2,
[ ]

Example 7.11. Suppose {Ry(x), - ,R,(x)} is a normal Euclidean PRS. Then
§=1,y=2 (—1)('"_1)(""‘—] b=, o; =12, and B; = 1. In this case the subresultants are given
by
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r,-2-S(j,Ri,Ri+1) 0 S] < ni+1
SG.Ri_, R (A = (7.22)
rRi,y(x) J=niyy

Hence Ry(x) = S(ny, Ry, R1), R3(x) = S(n3,R(,Ry), and so on. Notice that we can use equation
(7.22) to further simplify the pseudo-remainders. For example, we have

Ra(x) =S(n3,Ry,Ry) = { S(nz, Ry, Ry)r Y/ 1
= S(n3, Ro, Ry)riirE =S(ng, R, Ry L.

We can simplify R3(x) by dividing all the coefficients by r#. ltis not hard to check that at
the i-th stage a similar reduction gives
Ri1() =Sy, R R -+ 12y,
Thus at this stage the pseudo-remainder is carrying coefficients which can be simplified by
division by r - - - r;.
[ ]
Example 7.11 illustrates the use of subresultants to determine known common factors

from a given PRS. Of course, the real interest of such information would be to apply this
knowledge to obtain a reduced remainder at every step.

Example 7.12, We will use Lemma 7.2 to build an entirely new PRS for the previous exam-
ple. We do this by first applying pseudo-division and then reducing the resuit by dividing
out known factors. We would start by setting R3(x) =R3(x)/r12, where R;(x) is the pseudo-

remainder of R,(x) and R,(x). The PRS would then have B values ;= 1, B, = r{. Proceed-
ing one more step, let us pseudo-divide R3(x) into R,(x) to get E4(x). Using Lemma 7.2 with
B; =1 gives

Ry(x) = S(n4, Ry, R3) = S(ng, Ry, Ry T3

Again, this implies that there is a common factor of the coefficients of the pseudo-remainder
R4(x), hence the natural candidate for the next member of this reduced sequence would be

Ry(x)=Ry(x) / r}

that is, we get a new member of the PRS with B3 = r2. Continuing in this manner we obtain
a simplified PRS with B; = r2, forall i 22. In the case of a normal PRS, this construction is
cquivalent to both the reduced PRS and the subresultant PRS described in Examples 7.5 and

7.6 of the previous section.
[ ]

Lemma 7.2 relates each member of a PRS to a constant times the subresultant of the
previous two members of the PRS. When the PRS is normal, Example 7.12 shows how to
use this lemma to obtain known divisors that can be used to simplify the PRS at every step.
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When the PRS is abnormal, a similar simplification is also possible. However, to obtain the
reduction we need to go further by relating each member of the PRS to the subresultants of

the first two elements of the PRS, Ry(x) and R;(x). Indeed, from Lemma 7.2 we have

Rz(x) = dzz‘S(”l—l,Ro,Rl)
R3(x) = d3p'S(ny—1,R1,Ry) =d33:S(ny—1,Rp,Ry)

R4(x) = d42'S (n3—1 B Rz, R3) = d43-S(n3—1, Rl’ Rz) = dMS (n3—1,R0,R1)

and our goal is to determine o; and B so that d;; € R. Theorem 7.4 uses Lemmas 7.1 and
7.2 to account for all the subresultants S(j,Rg,R,) for 0 <j < n;. This then gives explicit

j
representations for the d;; above.

Theorem 7.4 (Fundamental Theorem of PRS).
R j=ng-l
SURoRY =1 TRX)  j=m
0 otherwise
where 1; and 7; are defined by

_ ¢ 1-5. -1 BP n-niatl
N =C10)"rg '3;[1 {('(;) "}

T = (—I)Ui.r’, Bi—lﬁ {(&.)"p‘"l.rp"r}
p=1 4

with
i-1 i-1
;=3 (np—ni_1+1)(np_1—n,~_1+1), 0; = ¥, (ny_1—n)(n,—n;).
=1 p=1
Proof: When 0 < j < n;,; and 1 <i < k, Lemma 7.2 gives
SGR 1R = (DO IDEBETS R Ry ).
Iterating this identity, we get
i » i y IV
S Ro R TT% ™ = SG R R [T, By V-1 747
p=1 p=1
for0<j<n,andl1<i<k-1.

When i = k-1, equation (7.26) implies
¢;'SURoRY) =diSU R, R, 0 <<y

for some constants ¢; and d;. But by the definition of a PRS, prem(R,_;,R;) = 0; hence

(7.23)

(7.24)

(7.25)

(7.26)

(7.27)
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SURR)D=0, O0<j<mn
and so we are left with the case when 1 <i < k—1.

When j = n;,;, equation (7.21) and the iteration procedure gives

S(j»RO)R]) li[a ("p_])

p=1
1 —_ —_ —_

- I'I YpB("p ])( 1)(" 7 )(n,_y ])]S(],R l)R )(l n=j)

p=1

i-1 _ _ _ _ )
£ YpB("p ])( l)("p J)("p 1 .’)]( 1)("- FXnie J)ri'Yn 41 IB'+1R;+l(x)

p=1

- _ |

= I—I 'YPB(’IP J)( 1)(" J Xy ])]rHill 1+1(x)~ (7.28)

Thus
S(niyt:R0.Ry) = Ty Ry (1)
where T is given by equation (7.25).
When n;,; < j < n;~1, Lemma 7.2 combined with equation (7.21) and iteration yields
S(J.Ro:R1) =0.

Finally, if j = n;~1, then Lemma 7.1 and a similar iteration process gives

SURoR)TTat, 7D
p=1

1 i-1 . PV
= r,~8'+ 'Bi'RiH(x)'H[rp”ﬁ;S"’ 1)(_1)(71,, TN J)]
p=
=r 1—8,+1 l—-I[ ypﬁ(n‘,—nﬂ)( 1)(75,—71 +1) (1= +1) R,+1(x)]
p=1
Translating {+1 to { and rearranging terms gives
S(n;_1=1,RoRy) =M, R, (x) (7.29)

with 1); given by (7.24).
[

As a corollary to Theorem 7.4, we can show that the reduced PRS is indeed a valid PRS
(Example 7.12 is a special case). To see this, recall that the update coefficients for the
1educed PRS are defined by

o;=r; 5+1 ,foriz21,

and
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Bi=1, B;=0oy_y, for i 22.
To show that the PRS is valid we need only show that R;(x) € R[x] for all i.
By the fundamental theorem, we have
R;(x)=s;-S(n;_1-1,A,B)
where

51 -
si = 1M = CDPr T TTHO /B,
p=1

Since

81 wE= "
5= D0 3o [T e fon, )P )
=2

812 5 -
= (=D)%r ] Tlloy" r, ¥layri 4

p=1
PR g I
=" ITry e R
p=l1

Since also S(n;,A,B) € R[x], this implies R;(x) € R[x] for all i.

Similarly, we may use the fundamental theorem to demonstrate the validity of the
subresultant PRS defined in Example 7.6. We use the same argument as above. Indeed, the
basic idea of the subresultant PRS is to choose f; so that

R;(x) =S(n;,A B),
that is, so that t; = 1 for all i. We leave the proof of validity as an exercise for the reader (cf.
Exercise 7.12).

As a third corollary to the fundamental theorem, we can establish bounds on the growth
of the coefficients of the subresultants. Let S;(x) be the i-th subresultant in the PRS for Ry(x)

and R;(x), that is,
S;(x)=S(n—~1RoRy), for 1 <ic<k
Following Brown [1] set
m;=12-(ng+n; +2) - n
=1/2:(ng+n ~2(n; - 1)) for L <i<k

Then m; is an approximate measure of the degree loss at each step through the PRS. It
increases monotonically from mj 2 1 to my, < (ng + ny)/2. Since each coefficient of S;(x) is a

determinant of order 2-m;, we can derive bounds on their size in terms of m;.
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Suppose that the coefficients of Ry(x) and R;(x) are integers bounded in magnitude by
c¢. Using Hadamard’s inequality

| det(a;)| < TI(E aD)?
i

we see that the coefficients of S;(x) are bounded in magnitude by
@myeH™.

Taking logarithms, the length of the coefficients is
m; [ log(c) + log(2-m;) ].

Although the growth permitted by these bounds is faster than linear, the first term is usually
larger than the second in most common cases. Therefore the nonlinear coefficient growth is
usually not observed. In any case, n-log n growth is considerably slower than the exponen-
tial growth observed in the Euclidean PRS.

If the coefficients of Ry(x) and R;(x) are polynomials in x;, ..., x, over the integers
with degree at most e; inx;, then the coefficients of T;(x) have degree at most 2m,-~ej in x;
for 0 < j < v. If the polynomial coefficients have at most ¢ terms each and have integer

coefficients of size ¢ then the integer coefficients of T;(x) are bounded in size by
Q@myctty™, (7.30)
Taking logarithms, the integer coefficients are then seen to be bounded in length by
w; [ 2¢ + log(2-w;) +2log ¢ ].

This bound is a generalization of the previous one. The term in log ¢ reflects the fact that the
coefficients of a polynomial product are sums of products of coefficients of the given poly-
nomials.

‘The Primitive Part Revisited
Once we have constructed a PRS, {Ry(x), R{(x), ..., Ry(x)} the desired GCD is G(x),
the primitive part of Ry (x). Since G(x) divides both Ry(x) and R;(x), its coefficients are

Iikely to be smaller. On the other hand, coefficient growth in the PRS implies that the coeffi-
vients of R (x) are larger than those of Ry(x) and R;(x), and therefore also of G(x). In other

words, Ry(x) is likely to have a very large content. There is a method for removing some of
this content without computing any GCD’s of the coefficients.

Let g =Icoeff(G(x)) and r =GCD(rgr;) (recall that we use the notation
1, = lcoeff(R;(x)) for a PRS). Now, since G(x) | Rp(x) and G(x)| Ry(x) this implies g | 1y and
¢ | r). hence also g| r. Let R(x)=(r/g)G(x). Clearly R(x) has r as its leading coefficient
and (7(x) as its primitive part. Furthermore, R(x) = (r-R;(x))/r,. Since r divides the first
colummn of M, it also divides S/, Ry, Ry). By the fundamental theorem of PRS this implies
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that r also divides r;. Therefore, R(x) =Ry (x)/(ry/r).

This implies that the large factor r,/r can be removed from R, (x) for the price of com-
puting r and performing two divisions. It remains to remove the content of R(x) which
divides r.

If for some reason r does not divide r, (e.g. applying the primitive PRS algorithm) we
may compute R(x) directly by applying the formula R(x)=(r‘R;(x))/r;. Alternatively
f=GCD(r,r;) can be removed from r and r, before this formula is used, to get
H(x) =R, (x)/(r;/h) and then G(x) is the primitive part of H(x).

7.4. THE MODULAR GCD ALGORITHM

The problem of coefficient growth that was exhibited with the Euclidean PRS is similar
to the growth that one encounters when using naive methods to solve linear equations over
an integral domain. As we have seen in Chapter 5, mapping the entire problem to a simpler
domain via homomorphisms can lead to better aigorithms which avoid problems with coeffi-
cient growth. Of course, a single homomorphism does not usually retain all the information
necessary to solve the problem in the original domain. However, in certain cases a single
reduction is enough when solving the GCD problem.

Lemma 7.3. Let R and R’ be UFD’s with ¢ : R > R’ a homomorphism of rings. This
induces a natural homomorphism, also denoted by ¢, from R[x] to R’[x]. Suppose
A(x),B(x) e R[x] and C (x) = GCD(A(x),B (x)) with ¢(lcoeff(C (x))) # 0. Then
deg( GCD($(A(x)),0(B(x))) ) = deg( GCD(A (x),B(x))).
Proof: Let the cofactors of C(x) be P(x), Q(x) € R[x] with
A(x)=P(x)C(x), B(x)=Qx)C(x).

Since ¢ is a ring homomorphism, we have

AG)) = 0P () ¢(C X)), 6BX)) = ¢(Q))$(Cx))

so that ¢(C(x)) is a common factor of both ¢(A (x)) and $(B(x)). Therefore §(C(x)) divides
into their GCD. Since ¢(lcoeff(C(x))) # 0, we have

deg(GCD(9(A (x)),0(B (x)))) 2 deg(¢(C (x))) = deg(GCD(A (x) B (x)))-

[ ]
The condition that the homomorphic image of the leading coefficient of the GCD not be zero
is usually determined by checking that the homomorphic images of of A and B do not
decrease in degree. Notice that the concepts of leading coefficient, degree (in this case a
degree vector denoted by d) and GCD are all well-defined in multivariate domains (cf. Sec-
tion 2.6). Using these corresponding notions, we may easily generalize Lemma 7.3 to mul-
tivariate domains.

As a corollary to Lemma 7.3, suppose ¢ is a homomorphism in which the images of
both A(x) and B(x) are relatively prime. Then, as long as the GCD of the two polynomials
does not have its degree reduced under the homomorphism, Lemma 7.3 states that
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0 = deg(GCD($(A (x)),0(B(x)))) 2 deg(GCD(A (x),B(x)))
and hence A(x) and B(x) will be relatively prime.

Example 7.13. The polynomials A(x) and B(x) from Example 7.2 map under the modular
homomorphism ¢,3 : Z[x] — Z,;[x] to the polynomials in Example 7.1. Since the polyno-

mials in Example 7.1 are relatively prime in Zx[x] the polynomials must be relatively prime

considered over Z[x].
[ ]

The advantages of this method are clear. The particular problem is mapped to a domain
which has more algebraic structure (e.g. a Euclidean domain) allowing for a wider range of
algorithms (e.g. Euclid’s algorithm). 1n addition, the arithmetic is simpler because in some
sense all the arithmetic is done in “‘single precision’’, rather than in domains with arbitrarily
large coefficients. The problem, of course, is that the price for simpler arithmetic is informa-
tion loss, resulting in either incomplete solutions or in solutions that are of a different form
than the desired solution.

Example 7.14. The polynomials A (x) and B(x) from Example 7.2 map under the modular
homomorphism ¢, : Z[x] — Z[x] to the polynomials

OAE)=x2+ 20 +x*+ P+ x%+ 1
and

0(B(x)) =x%+ x*+x+ 1
Calculating the GCD in Z,[x] gives

GCD(@x(A (x)).0,(B(x))) =x + 1

so we do not get complete information from this homomorphism.
[ ]

Homomorphisms such as the one in Example 7.14 are called unlucky homomorphisms.
Fortunately, in the cases of interest to us, untucky homomorphisms do not occur too often.
We will return to this point later in the section.

The original idea of using homomorphisms in GCD calculation was suggested by Joel
Moses as a fast heuristic method for checking if two polynomials are relatively prime (as in
our previous example). Subsequently Collins [4] (in the univariate case) and Brown [1] (in
the multivariate case) developed an algorithm that determines a GCD using homomorphic
reductions even in the non-relatively prime case. The central observation lies in the fact that,
it ¢ is not an unlucky homomorphism, and we set C (x) = GCD(A (x), B (x)), then ¢(C(x)) and
GOD(O(A (x)), §(B(x))) are associates, that is

HGCD(A (x).B (x))) = ¢ GCD($(A(x)).¢(B(x)))

tor some constant ¢, If ¢ were known in advance, then the mmage of C(x) under the
homomorphism  would  be known.  Repeating  such a process for a number of
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homomorphisms yields a set of homomorphic images of C(x) which could then be inverted
by the Chinese remainder algorithm.

The problem is that the constant ¢ is rarely known in advance, unless of course either
A(x) or B(x) is monic (in which case we know that C(x) is also monic). Otherwise, we may
proceed as follows. By removing the content of A(x) and B(x), we may assume that these
two polynomials are primitive (the correct GCD will then be the product of the GCD of the
contents and the primitive parts). The leading coefficient of C(x) certainly divides the coef-
ficient GCD of the leading coefficients of A(x) and B(x). If g denotes this GCD, then
g =ulcoeff(C(x)) for some constant u. If we normalize ¢(A(x)) and ¢(B(x)) to have their
leading coefficients be lcoeff(¢(C (x))), then we would have ¢ = u. The Chinese remainder
algorithm would then produce c-C(x), rather than C(x), but C(x) could then be determined
by taking the primitive part of ¢-C(x). Note that the above argument is also valid in the case
of multivariate domains, with the corresponding notions of leading coefficient and degree
corresponding to lexicographical ordering of terms.

Once we have thrown away all unlucky homomorphisms and normalized comrectly, the
only problem remaining is that of inverting a number of homomorphisms for a particular
value. This is done by the Chinese remainder algorithm.

Example 7.15. LetA (x), B(x) € Z[x] be given by
A) =x* +25x3 + 145x% — 171x - 360,
B(x)=x> + 14x* + 1583 —x*~ 14x — 15.
Both A(x) and B(x) are monic so there is no problem normalizing our image results.

Reducing mod 5 and using the obvious notation gives

%l

As(x) =x*—x, Bg(x) =x3—x
Calculating the GCD in Zs[x] gives
GCD(A5(x),Bs(x)) = x* - x.
Reducing mod 7 gives
Ar)=x*=3x> - 22 -3x =3, By(x)=x +x°-x?—1
and calculating the GCD in Z,[x] gives
GCD(A7(x),B5(x)) =x* + 1.

Since this degree is less than the mod 5 reduction, we know that the mod 5 reduction is an
example of a bad reduction. Therefore we throw away the mod S calculation.

Continuing, we reduce mod 11 to obtain

Ay =x*+33 + 2%+ 50 + 3,
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By (x)=x° +3x* + 43 —x2-3x- 4
with the GCD in Z;;[x] given by
GCD(A;,(x),B1,(x)) =x*+3x + 4.

Since both reductions have the same degree we make the assumption that both are good
reductions and so

GCDA(x),B(x)) =x?+ax +b
for integers a and b. Since
a=0mod7, a=3modll
and
b=lmod7, b=4mod Il
the integer CRA of Chapter 5 gives the unique values of g and b in the range —-38 <a, b <38

as
a=14, b=15.

Checking our candidate GCD by division shows that we indeed have determined the desired
GCD. The reason that we check our answer at this stage, instead of choosing another prime,
will be explained later in the section. Similarly, why a simple division test determines the

validity of our answer will be explained later.
[ ]

We can summarize the standard form of a multiple-homomorphism algorithm as follows:
(a) bound the number of homomorphic images needed;
(b) extract the next image;
(c) perform the image algorithm;

(d) if the image result is well-formed incorporate it into the inverse image result; oth-
erwise return to step (b);
(e) if sufficient image results have been constructed then halt, otherwise return to step

®.

Step (d) states that when we run into an unlucky homomorphism we throw the homomor-
phism away, that is, we simply ignore the results from this ‘‘bad reduction”’ (as we did in
Iixample 7.15). This is plausible as long as we believe the as yet unproven claim that such
bad reductions are rare.
In the case of polynomial GCD’s the coefficient homomorphisms we use are:
() ¢, :Z - Z, — the modular homomorphism, which maps integers into their remainder
modulo m. Normally m is chosen to be a prime so that Z, is a finite field. This res-

tricts our integer coefficients to be of finite size and therefore we do not need to worry
about the growth of integer coefficients.



304 Algorithms for Computer Algebra

(ii) ¢,_p : R[w] = R — the evaluation homomorphism, which maps polynomials in a vari-

able w to their value at w = b. This restricts our polynomial coefficients to be of degree
0 and therefore stops the growth in the degree of the coefficients.

As described in Chapter 5, these homomorphisms can be inverted by applying the
Chinese remainder algorithm to a collection of homomorphic images.

Example 7.16. Let A(x,y,z) and B(x,y,z) € Z[x,y,z] be given by
A(r,y,z) = 9% +2x*yz — 189332 + 117x3y22 + 363 — 42x%y*22 + 26x%y%3
+18x% - 63xy3z +39xyz% + dxyz +6,
B(x,y,z)= 6x8 - 126x4y3z + 78x4yzz+x4y +x'z 41332 1x2y4z - 21x2y3z2
+ 13x2y2z2+ 13x2yz3 -2 1xy3z + 13xy22+2xy +2xz+2,

Both A and B are listed in lexicographically decreasing order of their exponent vectors (cf.
Definition 2.14).

Let C(x,y,z) be the GCD of A and B. Since C divides B and degy(B) = 4 we know that
degy(C) <4. Similarly, deg,(C) <3. We use the three moduli p; =11, pp=13 and p;=17

which together using the integer CRA will cover all coefficients in the range [-1215,1215].
Because the leading coefficients of A and B have a nontrivial common factor of 3, we nor-
malize our images to ensure that the resulting mod p multivariate GCD’s have leading coef-
ficient 3.

To calculate the GCD in Z{[x,y,z], we consider the polynomials
Aq(y,2) = =207 +2x%yz — 2%y3z — 4x3yz2 + 3% + u?yts?
+ 4x2y223— an’+ 3xy3z — Sxyz? + 4xyz — 5,
By(x,y,2) = —5x8 — 5x*y3z 4+ x%yz 4+ xty + x*z + 23 + X%yt + 2322
+ 2Jc2yzzz+2x2yz3 +xy3z +2xy22+2xy +2z+2
as polynomials in x and y having coefficients from the domain Z,[z]. In this context the

GCD of the leading coefficients of the two polynomials is 1, hence no normalization need be
done at this stage. To compute the GCD in this domain we evaluate the polynomials at four
arbitrary points from Z,; and compute the GCD’s recursively. Let z = 2 be one such random

choice. We calculate the GCD of
Ay, ) = -2 +4x4y - 4x3y3 + 5x3y +30° - 3x2yt - x2y2
— 4x2 - 5xy3 - 2xy - 3xy -5,
Bii(x,y,2) = —5x5 +x4y3 + 4x4y +x4y + 24+ 208 +2x2y‘1+4x2y3
= x4+ 5x2y +2xy3 ~3xy + 2y +4x +2

obtained by applying the homomorphism 6., _ 5., viewing these as polynomials in x with

coefficients from Z,,|y|. In this case, the leading coefficients of the two polynomials are
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relatively prime, hence no normalization need take place. We compute the GCD of these
bivariate polynomials by evaluating the GCD in five homomorphic images, that is, evaluat-
ing the polynomials at five distinct y points and computing the GCD’s (this time in univari-
ate domains). For example, taking y =3 as a random value of y we calculate the GCD of the
two modular polynomials in Z,,[x] using Euclid’s algorithm to obtain

GCD(A;1(x,3,2), B3(x,3,2)=x*+x+2  (mod 11).
Similarly, evaluating our polynomials from Zq[x,y] at the random y points
y=S5,y=-4,,y=-2, and y = 2 we obtain

GCD(A;;(x,5,2), B ;(x,5,2)=x—4x +2  (mod 11),

GCD(A;;(x,— 4,2), B11(x,~4,2)) = x> + 5x + 2 (mod 11),

GCD(A;1(x,—2,2), Bj1(x,-2,2) =X’ +x +2 (mod 11),

GCD(A1(x,2,2), B11(x,2,2))=x>—5x +2  (mod 11).

Interpolating the individual coefficients at the five y values gives the image of our GCD
in Zyq[x,y] under the evaluation homomorphism ¢, _ 5 as

S+ -3y +2  (mod 11).

Repeating the above with the three additional random z values z=-5,z=-3, and z=5
gives the images in Z;[x,y,z] as

x> =5xy3-5xy+2 (mod 11),
B3 -4y +2  (mod 11),
and
B+5x3-5xy+2  (mod11),
respectively. Interpolating the individual coefficients at the four z values gives
x3+xy3z +2xy22+2 (mod 11).

After normalizing so that our leading coefficient is 3, the candidate for the image of our
GCD in Zy;[x,y,z] is

33+ 3xy3z - 5xyz2 -5 (mod11).

Repeating the same process, we obtain the candidate for the image of our GCD in Z5[x,y,z]

as
I+ 2y’ +6 (mod 13)
and in Z4[x,y,z] as
3+ 5xp%z + Sxy22 +6  (mod 17).

Using the CRA with each coefficient gives our candidate for the GCD in Z|x,y,z] as
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323 - 63xy3z + 39xyz% + 6.
Removing the integer content gives

X3 =21xy3z + 13xyz2 + 2. (7.31)
Dividing (7.31) into both A and B verifies that it is indeed the GCD.

Overview of the Algorithms

Basically we have two very similar algorithms for our homomorphism techniques and
one basis algorithm.

MGCD - This algorithm reduces the multivariate integer GCD problem to a series of mul-
tivariate finite field GCD problems by applying modular homomorphisms.

PGCD -  This algorithm reduces the k-variate finite field GCD problem to a series of
(k — 1)-variate finite field GCD problems by applying evaluation homomor-
phisms. This algorithm is used recursively.

UGCD -  Everything is reduced to the univariate finite field case. Since Z, is a field,
Zp[x] is a Euclidean domain and therefore Euclid’s algorithm (Algorithm 2.1)
can be applied. Since Z, is a finite field we no longer have any problem with
coefficient growth.

In terms of the outline of homomorphism algorithms presented in Chapter 5, there are
still some problems to be solved.

(a) How many homomorphic images are needed?

If C(x) = GCD(A (x),B(x)) then we know that C(x)| A(x) and C(x)| B(x). This can be
used as an easy bound on the number of images to use. Namely, we continue constructing
new image GCD’s C* (x) and incorporating them into the problem domain GCD C(x). Once
C(x)| A(x) and C(x)| B(x) we stop. This involves a divide-if-divisible test.

A variation on this idea is to notice that
lcoeff(C)| GCD(lcoeff(A),Icoeff(B)).

Testing this equality is even cheaper. Another simple test is to divide C(x) into A(x) and
B(x) only when the Chinese remainder algorithm leaves our C(x) unchanged for one itera-
tion. If we continued Example 7.15 with another prime, say 13, then the resulting invocation
of the CRA would again give x%+ 14x + 15, and hence a division check would only be done
at this stage.

For a-priori bounds we can argue that
deg;(C) < min(deg;(A), deg;(B)), for 1 <i <k,
because C(x) must divide both polynomials regardless which x; is the main variable. This is
used as a bound in PGCD. In MGCD the analogous bound is that, in all likelihood,
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Algorithm 7.1. Modular GCD Algorithm.

procedure MGCD(A,B)
# GivenA,B € Zlx,, ..., x;], nonzero, we determine the GCD of the
# two polynomials via modular reduction.
# Remove integer content
a « icont(A); b «icont(B); A « A/a; B « B/b
# Compute coefficient bound for GCD(A, B)
¢ « iged(a,b); g « iged(lcoeff(A),lcoeff(B))
(g, H) « (0,0); n « min(deg, (A),deg,(B))
limit < 2*:| g| 'min(| Al..,| B|..)

while true do { p « New(LargePrime)
while p | g do p « New(LargePrime)
A, < Amodp; B, < B modp
8p < g mod p; C, < PGCD(A,,B,,p); m « degy(Cp);

# Normalize so that g, =lcoeff(C,)
C, « gp'lcoeff(C,)C,

# Test for unlucky homomorphisms
ifm < n then{
gH) = @C) nem}

elseif m =n then {
# Test for completion. Update coefficients of
# GCD candidate H and modulus g via integer CRA.
for all coefficients #; in H do {
h; « IntegerCRA([q.p1.1A;:(c, );D
gegqp}
if ¢ > limiz then {
# Remove integer content of result and do division check
C < pp(H)
if C| A and C| B then
return(c-C) }
elseif m =0 then
return(c) }
end
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| C).. < 2minCeed-deeB) min(| A}, ] B )| ged( Icoeff(A), lcoeff(B))| .

Both of these bounds are used in addition to the a-postiori test in the completion step of the
algorithms.

(b) How do we ensure that the image result is well formed?

Here the problem is to detect and exclude unlucky homomorphisms. As is shown in the
next subsection, unlucky homomorphisms occur when some subresultants fall in the kernel
of the homomorphism ¢. Thus a simple a-priori necessary but not sufficient condition is to
ensure that

Icoeff(A) and lcoeff(B) ¢ ker ¢ .

As explained earlier, a simple a-postiori test is the degree anomaly check. A bad homomor-
phism will always give a GCD of too high a degree.

Unlucky Homomorphisms

It is possible to derive a bound on the number of unlucky homomorphisms and show
that they are very unlikely to occur. First we look at how they arise.

Theorem 7.5. Let A,B be nonzero primitive polynomials in Z[x;,..., x;] and

C =GCD(A,B). Let n; = deg;(C) and w; = icont( S;(n;,A ,B) ), the integer content of the n;-th
k
subresultant with x; as the main variable. Then every unlucky prime divides w = [T w;.

=
Proof: Let S;°(j,A,B) be the j-th subresultant over Z, with x; as the main variable.
Then
S;G.A.B)=S;(j,AB) mod p
for all 0 < j <min(deg;(A), deg;(B)). The fact that p is an unlucky prime will be disclosed
by the degree anomaly and the GCD will have degree m > n; in x; for some i{. Hence
S;’(n;,A.B)=0, that is, p | S;(n;,A,B). Conversely, if p | S;(n;,A.B) then S;"(n;,4,B) =0 and
the PRS terminates for some m > n. Therefore p is an unlucky prime if and only if
p| Si(n;,A.B) for some 1<i<k. Let w; be the integer content of S;(n;,A,B). Then p is
k
unlucky if and only if p | ‘I'%) w; which proves Theorem 7.5.
7=
[ ]

Theorem 7.5 says that there are only a finite number of primes p which induce unlucky
homomorphisms. Indeed, it also allows us to derive an upper bound on the number of
unlucky primes.
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Algorithm 7.2. Multivariate GCD Reduction Algorithm.
procedure PGCD(A, B,p)

# GivenA,B € Zp[xl oo %l
# PGCD(A, B, p) calculates the GCD of A and B.

ifk =1 then { # Call univariate GCD algorithm
C « UGCD(A,B,p)
if deg(C) =0then C « 1
return(C) }

# Determine content of A and B considered as multivariate
# polynomials inZ,[x,, ..., x;_1] with coefficients from Z, [x;]

a «cont(A); b«cont(B);, A« Ala; B« B/b
¢ « UGCD(a,b,p); g « UGCD(lcoeff(A), Icoeff(B),p)

# Notice that both ¢ and g are in Z‘,J [x]

# Main loop:
(q,H) « (1,1); n < min(deg;(A),deg,(B)); limit « n + deg;(g)
while true do {

b « New(Member Z,) with gb)=0

Ay « A mod (x; —b); By « B mod (x;, ~b)

Cy, « PGCD(A,,By.p); m « degy_((Cp); g <« 8(b)

# Normalize Cp so that Icoeff(Cy) = g3

Cy « gp-lcoeff(C,,)'IC,J

# Test for unlucky homomorphism

ifm<nthen {(g,H)— (1,1); n «<m}

elseif m = n then
# Use previous result to continue building H via
# polynomial interpolation (i.e. via polynomial CRA)
(q,H) < PolyInterp(q, H, b, Cy,, P)

# Test for completion

if lcoeff(H) = g then {
C « pp(H)
if C| A and C| B then return(c-C)
elseif m = 0 then return(c) } }

end
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Corollary. Let u be the number of unlucky primes p > a > 2. Set

¢ =max(|A|. .| Bl..), m = 1/2 max (deg;(A),deg;(B)), t=max ¢
1Si<k 1<i<k

where t; is the number of coefficient terms of A, B viewed as polynomials in x;. Then
u < mklog, @mc2tY .
Proof: By equation (7.30), w; < 2m-c%*™ for each i. Thus, w < (2m-c%?™. Let P
be the product of all unlucky primes p > a. Then from Theorem 7.5, we have
a“ <Psw, ie u<logw<mklog, (2mc*? .
[ ]

The corollary to Theorem 7.5 implies that it is in our best interests to choose p as large
as possible. On the other hand if p 2 B, the word size of our computer, then we must return
to multi-precision integer arithmetic and we lose the benefits of a modular algorithm. A
good compromise is to choose

a=B+1)2<p<B

If B=2%2 (say) then the prime density theorem indicates that there are about
n=2%32 - 23131 =27

or about 100 million such primes. Thus there is no shortage.

We can also argue that we would be very unlikely to encounter a bad prime. If our
prime p is fixed and w is chosen at random then the probability that p divides w is p™* < a™L.
Therefore the probability that p is unlucky is less than k/a = k232 (say) for k variables.

Just as there are unlucky primes for the integer portion of the algorithm, there can be
unlucky points of evaluation (b-values) for the polynomial portion. We can state the analo-
gous theorem.

Theorem 7.6. Let A and B be nonzero polynomials in Z,[x;, . .., x;] with C = GCD(A,B).
Let n; =deg;(C) and w; = pcont(§;(n;,4,B)) be the polynomial content in Z,[x;, . .., x| of
k

the subresultant with respect to x;. Then an unlucky b-value is aroot of Il w; in Z,.

i=1

This gives us a bound on the number of unlucky b-values.

Corollary. Let u be the total number of unlucky b-values. If
m= 1/2123( 1(deg,-(A),deg,-(B)) and e = max(deg,(A), deg;(B))

then u < 2m-e(k-1).
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Again we can argue that if p is very large then encountering a bad b-value is very
unlikely. If b is chosen at random among the elements of Z then the probability of it being
badis u/p <2m-e(k—-1)/p. If p > 1 thenu/p <« 1.

7.5. THE SPARSE MODULAR GCD ALGORITHM

The modular GCD algorithm of the previous section solves a single problem by the
usual method of solving a number of easier problems in much simpler domains. The prob-
lem with this method, of course, is the large number of domains that may need to be used,
indeed it is exponential in the number of variables. For many problems, many more domains
are used than necessary, especially when the input has a sparse, rather than a dense, structure.
This is especially true in the case of multivariate polynomials were the nonzero terms are
generally small in comparison to the number of terms possible. In this section we discuss an
algorithm, SparseMod, for calculating the GCD of two multivariate polynomials over the
integers. This algorithm first appeared in the 1979 Ph.D. thesis of R. Zippel [19]. The pro-
cess is actually a general technique for approaching sparse problems using probabilistic tech-
niques.

The sparse modular methods are based on the simple observation that evaluating a
polynomial at a random point will almost never yield zero if the point is chosen from a large
enough set. The sparse modular GCD algorithm determines the GCD by constructing an
alternating sequence of dense and sparse interpolations. A dense interpolation assumes that
the resulting polynomial of degree n has all its coefficients as unknown and hence requires
n + 1 evaluation points to determine it (e.g. via Newton interpolation). Sparse interpolation
assumes that, although the resulting polynomial may be of degree n, there are only ¢ unk-
nown coefficients with ¢ « n. The resulting unknown coefficients are then determined by a
linear system of equations once ¢ + | evaluation points are given. The problem with sparse
interpolation, of course, is that one must decide in advance which coefficients will be
assumed to be zero.

For example, consider the computation of a GCD, C (x,y,z) of two multivariate polyno-
mials A(x,y,z) and B(x,y,z). Let yg, zo be random values and compute, as in the modular

incthod, the univariate polynomial
C (x,¥0,29) = GCD (A (x,y0,20), B (x,y0,20))
= c,,(yo, Z())X" + -+ Cl(_)’o, Zo)x + Co(_)’o, Zo).

I'he problem now is to determine c;(y,z) fori =0, ..., n. Letd be a bound for the degree of
the y value in C(x,y,z). Using dense polynomial interpolation at the d + 1 values ¢;(yg.20),
t ,(\'lvz()) ey C"(yd,Zo) we obtain Ci(y,Zo).

The result is a polynomial with a certain number of terms, ¢£. Those terms which are
reto for (x,y,zg) are assumed to be identically zero. Let d now denote a bound for the degree

of the z value in C(x,y.z). The algorithm now proceeds by performing d sparse interpola-
tions 1o produce the images ¢,(v.z))..... ¢, (v.24). Dense interpolation is then used to con-

et ¢, (v,2). This is done for every § with the final result preced together 1o obtain C(y,y.z).
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This is our candidate for the GCD. The correctness of the result is checked by division into
both A(x,y,z) and B(x,y,z).

Example 7.17. Let A(x,y,z) and B(x,y,z) € Z[x,y,z] be given by
AQry,z) =X + 2yzx® + (13y22-21y3z + 30> + (26y%23 — 42y%22 + 2)x2
+(39yz2 - 63y3z + dyz)x + 6,
B(x,y,2) =x%+ (13yz2 - 21y3z +z+ y)x4+ 3
+ (lElyz3 + l3yzz2 - 21y3z2 - 21y“z)x2
+(13yz2 - 21y’ 2 + 22 + 2y + 2.

Because A and B have leading coefficient 1, we need not normalize our GCD’s since they
will also be monic. We will show how to obtain the coefficient of the x term in the GCD.
Choose two primes, p =11 and ¢ =17, and determine the images of the GCD in both
Z,[x,y,z] and Z{4[x,y,z]. As in Example 7.16 we can deduce that the GCD has at most
degree 4 in y and 3 in z. For z=2 we perform our GCD calculations in the Euclidean
domain Z;[x] at the five random y values 1, 3, 5, -4, 4 obtaining

GCD(A(x, 1,2), B(x, 1,2))=x> —x +2 (mod 11),
GCD(A(x, 3,2), B(x,3,2) =x> +x +2 (mod 11),
GCD(A(x, 5,2), B(x,5,2))=x> + 4x + 2 (mod 11),
GCD(A (x,~4,2),B(x,~4,2)) = x> + 5x +2 (mod 11),
GCD(A(x, 4,2), B(x,42))=x> = 5x +2 (mod 11).

Using dense interpolation gives the image of our GCD in Z;;[x,y] under the evaluation
homomorphism ¢,_,. as
L+ By + 2y +2 (mod 11). (7.32)

Rather than repeating the above calculations for an independent random choice of z, we use
(7.32) as amodel and decide that our GCD is of the form

L4y +byHx +2,

that is, that there are no y% and y?x terms. (This is of course much more plausible when the
prime p is chosen to be much larger than 11; however we are only presenting an example of
the steps of the algorithm rather than attempting a full scale justification for the assumptions
made.) Thus, let z =—5 be a random z value different than 2 and suppose y =~3 and y =2
are two random y values. Calculating as before we obtain

GCD (A (x,-3,-5), B(x,~3,-5)) = x> ~ 4x +2 (mod 11),

GCD (A (x,2,-5), B(x,2,-5)) =x> + 5x +2 (mod 11).

To determine the linear coefficient we have the two equations
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—3a-5b=—4 (mod 11),
2a-3b= 4 (mod 11)
which has a solution @ =—5, b =—5. Thus under the evaluation homomorphism ¢.,,s., our
candidate for the image of our GCD in Z;[x,y] is given by
X+ (=57 =5y +2 (mod 11).
A similar pair of sparse interpolations have images under ¢,,3, and ¢.,_s. given by
2+ (-4y - 3y3x +2 (mod 11),
X4 (Sy+59x +2 (mod 11),
respectively. Dense interpolation gives the candidate of the image of the GCD in Zq[x,y,z]

as
2+ @+ +2 (mod 11).

In a similar fashion, we can also obtain the candidate for the image of the GCD in
Z;[x,y,z] by sparse interpolation. Indeed, we assume that the GCD of A and B in Zy]x,y,z]
is probably of the form

B4yt +dy’zx+2  (mod 17). (7.33)
Evaluating at the random points (in Zy7) y =7, z =—4 and y =-2, z =4, respectively, we
obtain

GCD (A (x,7,—4), (B(x,7,-4) =x>+8x +2 (mod 17), (7.34)

GCD (A(x,~2,4), B(x,~2,4)) =x>+ x +2  (mod 17). (7.35)

Using sparse interpolation combining (7.33), (7.34) and (7.35) gives ¢ =—4, d =—4, so our
candidate for the image of our GCD in Z4[x,y,z] is

X+ (—ayz2 - 4y3x + 2 (mod 17).
Using the integer CRA applied to each coefficient gives our prospective GCD in Z[x,y,z] as
2+ 13y22 - 21y )x + 2.

Note that this method required only 13 univariate GCD calculations. Using the modular
method on this example would require approximately 40 univariate GCD calculations.
[ ]

The algorithm is probabilistic, with each sparse interpolation based on the assumption
that coefficients which are zero in one dense interpolation are probably zero in all cases. The
mobability that the computed GCD is incorrect can be made arbitrarily small by using a large
vnough range for the evaluation points. Note that since at each stage of the sparse modular
«lporithm a series of independent sparse interpolations are performed, the algorithm lends
itself well to parallel implementations (cf. Watt [17]).
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7.6. GCD’S USING HENSEL LIFTING: THE EZ-GCD ALGORITHM

It is intuitively clear that an algorithm such as MGCD does far too much work in the
case of sparse problems. This is particularly true in sparse problems with many variables.
While it can be argued that sparse problems form a set of measure zero in the space of all
problems, the sparse ones tend to be the most common in practice. Therefore we need a
method which copes well with them.

A good method is one developed by Moses and Yun [13] which uses Hensel’s lemma.
It was Zassenhaus [18] who originally proposed the use of Hensel’s lemma to construct poly-
nomial factors over the integers. It was (partly) in his honor that Moses and Yun named their
method the Extended Zassenhaus GCD (EZ-GCD) Algorithm.

The fact that one could use Hensel’s lemma in GCD calculations should be clear, since
the main application of Hensel’s construction in the preceding chapter was to lift a mod p
univariate factorization in Z,[x] to a factorization in the multivariate domain
Z[x.y1, ..., »]. Thus, the basic idea is to reduce two polynomials A and B to a modular
univariate representation and to determine their GCD in the simpler domain. This gives a
factorization of both reduced polynomials. With a little luck, a GCD and one of its cofactors
will be relatively prime. If GCD(A,B)=C where A =C-P and B = C-Q then hopefully C
and P, or C and Q are relatively prime. The algorithm proceeds on this assumption and
applies one evaluation homomorphism for each variable and one modular homomorphism
for the integer coefficients of A and B:

Aj=Amod/, B;=Bmodl (1.36)

Now the GCD, C; and the cofactors P; and Q; of A; and By, respectively, are constructed. If
GCD(C},P;) = 1 (say) then a finite number of applications of Hensel’s lemma wili disclose C
and P.

Using this Hensel-type technique has a number of advantages:

(a) It behaves like the modular algorithm for relatively prime A and B. Thus, relatively
prime polynomials A, B will be disclosed by deg(C) =0 and therefore are discovered
very quickly.

(b) If I is chosen so that as many b-values as possible are zero, then the algorithm
preserves sparsity and can cope with sparse polynomials quite well.

(c) If A and B are dense, then the algorithm has the evaluation-interpolation style of the
modular algorithm, which usually proves effective in solving dense problems.

Overview of the Algorithm

As was the case with the modular algorithm, the method is divided into several sub-
algorithms:
EZ-GCD: The main routine which computes the GCD over the integers of the multivariate
polynomials A(x,y), B(x,y) by applying modular and evaluation homomor-
phisms to map these polynomials into A;(x) and B;(x) in Z,,]x|.
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UGCD: The same basis routine as in the modular algorithm. It computes the GCD of
A(x) and B(x) using Euclid’s algorithm (Algorithm 2.1).
SGCD: The special GCD routine which is invoked if the GCD of A (x) and B(x) is not

relatively prime to its cofactors.
EZ-LIFT: The generalized Hensel routine which lifts the GCD in Zp [x] up to C, the mul-
tivariate GCD over the integers. This lifting is carried out in two stages:
(1) First the univariate stage where images in Zp[x] are lifted to Zq[x] where
g=p-.
(ii) The multivariate stage, where images in Zq[x] are lifted to Zq[x,y].
(See Chapter 6 for details.)

Example 7.18. Let
A(x,y)=y2+ 2xy -3y +x2 - 3x — 4,
B(y)=y?+ 2ty + 5y +x2 —5x + 4.

Note first that both A(x,y) and B(x,y) are primitive. Since 0 is the best evaluation point, we
try evaluating at y = 0, obtaining / = <y> and

oA)=x>-3x -4, ¢;(B)=x*>~5x+4.
Calculating the univariate GCD gives
GCD(¢;(A4).0;B) =x + 1.

Notice that evaluation at y = 0 does not reduce the degrees of either A or B, so that this is not
an invalid evaluation.

When we repeat the above with the evaluation y = 1, we again obtain a univariate GCD
of degree one, hence we decide that we will try lifting one of the factorizations. In particular,
we decide to lift the factorization

A=+ D[y A/c+1)] =(x + D)(x ~- D).
that is, lift
Ay)=s (x+ 1) (x—4) mod I.

Notice that these two factors are indeed relatively prime, hence Hensel’s construction is
valid. Lifting these factors gives the factorization

A y)=Cx+1+y)x-4+y).
We check thatx + 1 + y is also a factor of B(x,y). Since it is, we conclude that
GCDA,B)=x+y+1.
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Algorithm 7.3. The Extended Zassenhaus GCD Algorithm.

procedure EZ-GCD(A,B)

# Given two polynomials A, B € Z[x,y;, ..., %]
# with deg,(4) 2 deg,(B), we compute the triple
# <A/C ,B/C,C> where C = GCD(A ,B), using Hensel lifting.

# Compute the content, primitive part, Icoeff, GCD etc, all viewing A
# and B as polynomials over the coefficient domain Z[y,, . . ., y.].

a<cont(A); b < cont(B); A< Ala;B « Bla
8 < GCD(a,b); a«alg;b < blg

# Find a valid evaluation prime

p < New(Prime) with lcoeff(A) mod p # 0 and Icoeff(B) mod p # 0
# Find a valid evaluation pointb= (b, ..., by)

# with 0 < b; < p and as many b;’s = 0 as possible.

b < New(EvaluationPoint) with Icoeff(A )(b) # 0 and Icoeff(B)(b) # 0
A; < A(b) mod p; B; < B(b) mod p

C; « UGCD(4;,B)); d «deg (Cp)

if d = 0 then return(<Aa,Bb g >)

# Double check the answer: Choose a new prime and evaluation point

p’ &« New(Prime) with Icoeff(A) mod p” # 0 and Icoeff(B) mod p’ # 0
¢ < New(EvaluationPoint) with lcoeff(A )(c) # 0 and Icoeff(B)(c) # 0

Ap < A(¢) mod p’; By « B(¢) mod p’
Cr « UGCD(Ay,By); dp « deg,(Cy)

if dp < d then {
# Previous evaluation was bad, try again

A< Ap B« B G« Cpid —dpybec

goto double check step }
elseif dj- > d then {

# This evaluation was bad; repeat double check step
goto double check step }
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Algorithm 7.3 (continued). The EZ-GCD Algorithm.

# Test for special cases
if d =0 then return(< A-a, B-b,g>)
if d = deg (B) then {
if B| A then return(< a-A/B,b,B-g>)

else {
# Bad evaluation, repeat the double check
d—d-1,

goto double check step } }

# Check for relatively prime cofactors
if UGCD(B,,Cy) =1 then {

U« B;H «BCr;c b}
elseif UCGD(4,,Cy) =1 then {

U A H «AlCc—a)
else return(SGCD(4,B,b, p))
# Lifting step
Uye—cUscecbymodp; Cr«¢Cy
(C,E) <« EZ_LIFT(U;,Cy,Hy,b,p,c)
if U; = C-E then goto double check step
# Final check
C «pp(©)

if C| B and C| A then return(< a-A/C,b-B/C,g-C >)
else goto double check step

end

'The Common Divisor Problem
There are a number of problems which must be overcome by the algorithm. The com-
mon divisor problem occurs when the image GCD is not relatively prime to its cofactors; i.e.

GCD(4,/C;, Cp) # 1 and GCD(B,/C;, Cp) # 1. (1.37)

‘There are a number of suggestions for resolving the situation:

(a) D. Yun originally suggested performing a square-free decomposition of either A or B
(sce Chapter 8). This involves computing the GCD of the polynomial and its derivative.
lfence it may be invoked recursively and so a special routine SGCD was set up for the pro-
CESS,
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(b) Paul Wang [16] suggested dividing out the offending common factor. Let:
H;=A,/C; and F =GCD(H,;, C)) (7.38)

P=H|F , Q=C/F andso A; = P-Q-F%.

P and Q are mutually relatively prime, and hopefully relatively prime with ;. Then
A=P-QF 2 mod (/,p) can be lifted using a parallel version of Hensel’s lemma. This lifting
produces:

A=P-Q-F? andsoC =GCD@A,B)=F-Q. (1.39)

F can be computed from F? using an efficient polynomial n-th root routine. If
GCD(P,F)# 1 or GCD(Q,F) # 1 then the same trick can be applied again until a set of pair-
wise relatively prime factors is found.

(c) The simplest strategy is due to David Spear. Notice that if both equations (7.37) are true
then there is an infinite set of integers (a,b) such that:

P, =aA, + bBl and GCD(P]/C,, Cl) =1

If P =aA +bB then the congruence P =Cy(P;/C;) mod (p,J) can be readily solved by
Hensel’s lemma. The pair (a,b) can be determined by trial and error.

Unlucky Homomorphisms

As with the modular method, unlucky homomorphisms cause problems for the algo-
rithm. Again we argue probabalistically that if p is very large then finding one is very
unlikely. In any event EZ-GCD takes a number of precautions:
(1) A final division check is made in the last step. If this check fails then we know that we

have been deceived up to now, and we try again. If the check succeeds then we know that we
have found our GCD.

(ii) The algorithm requires that at least two evaluations yield GCD’s of the same degree d.
We know that a bad homomorphism will only give a GCD of too large a degree and so our
sequence of trial degrees must converge to the correct one.

(iii) Two special cases are checked:

(a) If d=0 then we know immediately that the primitive parts of the inputs A and B
are relatively prime, and no further work need be done.

(b) If d=deg(B) < deg(A) then either B is our GCD (since we made both A and B
primitive in the initial step and we can test this by division, or we have a bad
homomorphism and the GCD must have degree less than deg(B).

Example 7.19. Let

Ay =@+ y? -1, Bey)=y+x +1).

Choosing the evaluation point x = 0, that is, / = <x> and calculating the GCD of the resulting
univariate problem gives
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GCD(9;(A),¢;(B)) = GCD(yz— lLy+D)=y+1.
Choosing a second value, say x = 1 so/ =<x—1> gives
GCD($;(A),9;(B)) =GCD(2y* - 1,y +2) = 1.

Thus we can deduce that A and B are relatively prime. Notice that if we applied Hensel lift-
ing after the first factorization, then we know that Hensel lifting will only change the vari-
ables in the ideal. In particular it will not change y. Hence we would never obtain the correct
answer. We note that the probability of two evaluations giving (incorrect) GCD’s of degree

1 is very rare, hence the double check will usually find these bad evaluations.
[ ]

Bounding the Number of Lifting Steps
This can be dealt with as before.

(a) For the integer coefficients a bound on the size of the lifted coefficient is:
q 22| F|.. | lcoeff(F)|..

where the lifting is performed using:
F=CH (mod 1)

(b) For the multivariate lifting a bound on the number of lifting steps is:
k 2 deg(F) + deg(lcoeff(F)) + 1

where deg(A) is the maximum total degree of any monomial in the polynomial A.

The Leading Coefficient Problem

Another problem which is peculiar to the Hensel construction is that it tends not to
update the leading coefficients of the factors correctly. The normalization technique used in
the modular algorithm can be used to force the issue, but this can produce very dense coeffi-
cients from a sparse polynomial. See Chapter 6 for a discussion of techniques for dealing
with this problem in the univariate case.

Yun observed that if the leading coefficient of some multiple of the factor is known,
then the leading coefficients can be updated correctly. In particular, for the problem
('=GCD(A, B) we know that lcoeff(C) must divide y=GCD(lcoeff(4), lcoeff(B)). This is
the value y which can be passed into Algorithm 6.1 of the preceding chapter.

I'he Nonzero b-value Problem

As pointed out in the initial description of the algorithm, an effort is made to choose as
many values b; =() as possible. This retains the sparsity of a problem and leads to consider-
able computational efficiency. However, if such b-values lead to a bad homomorphism, then
they must be discarded and nonzero b-values used. When this occurs, the EZ-GCD algo-
rithm has the same exponential performance seen in the modular algorithm for sparse situa-
nons. ‘The class of problems:
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k k k
GCD( <x+1>2~,r11 ¥i, (1) Iy =01y y;
= = i=
will cause this sort of problem.

7.7. A HEURISTIC POLYNOMIAL GCD ALGORITHM

The original motivation for modular reduction in GCD problems was to obtain a fast
method for deciding if two polynomials are relatively prime. Thus, we reduce the polynomi-
als modulo some prime p, and calculate the GCD of the reduced polynomials in the simpler
domain to see if they are relatively prime. If the answer is positive, then we are able to
deduce from Lemma 7.3 that the original polynomials were themselves relatively prime.
However, before the advent of algorithms such as MGCD or EZ-GCD, nothing could be
deduced in the case where the reduction did not end up with relatively prime polynomials.
However, because the reduction modulo a prime was so inexpensive when compared to the
existing GCD methods of the day, this approach did provide a good heuristic. Thus, there
were enough times where the method did (very quickly) deduce that two polynomials were
relatively prime, that it compensated for the extra overhead of performing the modular reduc-
tion in the case where the two polynomials were not relatively prime. This was true even
when a number of primes were used.

In this section, we present a heuristic approach by which nontrivial GCD’s can be com-
puted. For example, if A (x) and B(x) are two polynomials in Z[x], and & is any integer, then
the mapping

0 : Zx] > Z, $A(x)=AE)

is a ring homomorphism. We would like to investigate the possibility that there is some sort
of equivalent version of Lemma 7.3 for such a homomorphism even though Z is not a poly-
nomial domain. In particular, if the images of two polynomials are relatively prime, then we
would like to claim (with a large degree of certainty) that the original polynomials are rela-
tively prime. Thus, for example, let A(x) and B (x) be the two polynomials from Example
7.2 and ¢ the homomorphism that evaluates at € = 3, that is, $(P(x)) = P (3) for any polyno-
mial P(x) € Z[x]. Then the images of A(x) and B (x) under this homomorphism become

o=9(Ax)=A3)=7039, PB=¢Bx))=B(3)=2550.
Calculating the integer GCD gives iged(c,p) = 1. Thus we would like to deduce that A (x)
and B (x) are themselves relatively prime,

Of course, as it is given at present, the above description does not work. For example,
if we let

A= -2AW), Bx)=(x-2)B(x)
where A(x) and B(x) are from from Example 7.2, then again the images are relatively prime.

In this case the common factor has been lost under this homomorphism. However, it turns
out that it is not the method that is at fault here, but rather the choice of the evaluation point.
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Putting aside the technical difficulties for now, we note that the method has many
advantages. The main advantage of course is that rather than doing any GCD calculations in
Z[x] (expensive), we calculate our GCD over the integers (inexpensive). The overhead of
this “‘heuristic’’ is the cost of two polynomial evaluations, along with an integer GCD. 1t is
inexpensive enough that one can try this method four or five times in the hopes that a suit-
able point can determine the relative primeness (if the two are indeed relatively prime).
When it fails to deduce a firm answer, we could continue with more standard methods.

As was the case with modular reduction, there are a number of problems with this
approach, not the least of which is determining a priori, a set of good evaluation points.
Furthermore, as was the case with modular reduction or Hensel lifting, when the images are
not relatively prime we would like to avoid totally wasting the results. In particular we
would like to construct, if possible, the desired GCD from the image GCD.

For the remainder of this section we describe a new heuristic algorithm, GCDHEU, for
the computation of polynomial GCD’s based on the above ideas. This approach is found to
be very efficient for problems in a small number of variables. As demonstrated above, the
algorithm can be viewed as a modular-type algorithm in that it uses evaluation and interpola-
tion, but only a single evaluation per variable is used. The heuristic algorithm can be incor-
porated into a reorganized form of the EZ-GCD algorithm such that the base of the EZ-GCD
algorithm, rather than a univariate GCD algorithm, is GCDHEU which is often successful for
problems in up to four variables. The heuristic approach originally appeared in a paper by
Char, Geddes and Gonnet [3]. Based on an earlier announcement of the results, improve-
ments to this approach were given by Davenport and Padget [S]. Using a variation of the ori-
ginal heuristic approach, Schonhage [14] gave a probabilistic algorithm for GCD’s of poly-
nomials having integer coefficients. This section is primarily based on the original paper of
Char, Geddes, and Gonnet.

Single-Point Evaluation and Interpolation

Consider the problem of computing C{x) = GCD(A (x),B(x)) where A (x), B(x) € Z[x]
are univariate polynomials. Let & € Z be a positive integer which bounds twice the magni-
tudes of all coefficients appearing in A(x) and B(x) and in any of their factors. Let
beg: Z[x] > Z denote the substitution x = & (i.e. the evaluation homomorphism whose ker-

nel is the ideal / = <x—£>) and let
a=¢, £ (AK)), PB=0¢.g BWX).

Define y=igcd(a,B) and suppose for the moment that the following relationship holds (this
development will be made mathematically rigorous below):

=0, (CO)).

Our problem now is to reconstruct the polynomial C(x) from its image y under the evaluation

v =&,
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The reconstruction of C(x) from 7y will be accomplished by a special kind of interpola-
tion which exploits the fact that & is assumed to be larger than twice the magnitudes of the
coefficients appearing in C(x). The required interpolation scheme is equivalent to the pro-
cess of converting the integer v into its &-adic representation:

Y=co+cf+ et 24 o +ctl (7.40)
where d is the smallest integer such that £ %! > 2|y|, and /2 < ¢; <E/2 for 0<i<d.
This can be accomplished by the simple loop:

ey

for i from O while ¢ # 0 do {
c; O (o)
e—(-c)/E}

where ¢ : Z — Zg is the standard “‘mod € ** function using the ‘‘symmetric representation’’
for the elements of Z;. Our claim is that, under appropriate conditions yet to be specified,
the coefficients c; are precisely the coefficients of the desired GCD

Clx)=co+cix +cpx® + -+ +cgx?.

Example 7.20. Let
AR)=6x*+ 2103 +35x2 + 27x + 7,
B(x)=12x" = 3x% ~ 17x* - 45x + 21
and & = 100 (why this is a good choice will be explained later). Then
A(100) = 621352707 and B(100) = 1196825521
with
iged(621352707, 1196825521) = 30607.
Using the above loop, we get cq =7, ¢; =6 and ¢, = 3, hence the candidate for the GCD is
Cx)=3x>+6x+7.

One may verify that this is indeed the correct GCD of A (x) and B(x).
[ ]
The method outlined above generalizes immediately to multivariate GCD’s through
recursive application of evaluation/interpolation.

This construction will be made precise by Theorem 7.7. First we need the following
lemma. In the univariate case, this lemma follows immediately from
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Cauchy’s Inequality [11].
LetP =ag+ax+ -+ +azx®, a;#0, d 2 1 be a univariate polynomial over the com-
plex field C. Then any root o of P satisfies
max(| aol .| a1, -+ [a4-1])
jaj <1+
a4l

We also use the following

Lemma 7.4. Let P € Z[x;,X,, - . .,X;] be a nonzero polynomial in one or more variables.
Let x denote one of the variables x; and let € Z be any integer. If (x — )| P then
| o <] ...
Proof: Let P= (x — o) O for some Q € ZIx Xy, . .., x]. Write Q in the form
Q=go+qx+ -+ +gux!
where x=x; is the particular variable appearing in the divisor x-o and
g; € Zlxy, ... XX, ..., 5] for0<i<d. Then

P=—0gy+(go—0tg)x+ - +(qsq—gyx®+g,xt*,

By definition of the norm function| |, we have the following inequalities:
| -0 o] < Pl
|gioi—ag;) S|P, forl1<i<d;
|44l <1P] -

Now if | | >|P|.. ., the first inequality above implies gy =0, and then the second set of ine-

qualities imply ¢; =0, for 1 <i <d. But this implies that @ =0 which is impossible since P
is nonzero, yielding the desired contradiction.

o

In the following theorem, we note that it is possible for Y computed by the method

described earlier in this section to be larger than ¢, ¢ (C), so we denote the polynomial

reconstructed from y by G which may differ from C. The theorem proves that a simple divi-
sion check will determine whether or not G is a greatest common divisor of A and B.

Theorem 7.7. Let A.B € Z|x;,x;, . .., %] be nonzero polynomials. Let & > 2 be a positive

mteger which bounds twice the norm of A, B, and any of their factors in the domain
71y xg, ..., ). Let y=GCD(ot,B) where o= Oyt (A) and B= Oy, (B), and let G denote

the polynomial such that
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Oy -e(GY=7 (7.41)

and whose coefficients g; € Zjx;.xp, ..., %_;] are the &-adic coefficients of y defined by
(7.40). Then G is a greatest common divisor of A and B if and only if
G|Aand G| B. (7.42)
Proof: The “‘only if”’ proposition is immediate. To prove the ‘‘if*’ proposition, sup-
pose that (7.42) holds. Let C =GCD(A,B) € Z[x,,x,, ..., %). We have G| C by (7.42).
Let C=GH for some He Zlxx; ..., x]. Then by, 2 )= ¢x'_§ ) ¢x'_§ (H)
=Y ¢, (H), by (7.41) and the fact that ¢,,_; is a homomorphism. Since C| A and C| B it
follows that ¢, _¢ (C)| cwand O£ (C )| B whence ¢,,_: (C )| ¥ We therefore conclude that

Y0z )| 7

implying that ¢,,_¢ (H) =x1. It follows that the polynomial # -1 (or H + 1) either is zero

or else has a linear factor x;, — &, In the latter case, by Lemma 7.4, we must have
|[H-1|. 2& or |H +1|, 2&

This is impossible since, H being a factor of A and of B, by the definition of £ we have
|H].. &2

from which it follows that
|Hx1].<E82+1<¢&

(since € > 2). Therefore H =1 and so G is an associate of C.
@

Example 7.20 gives two polynomials A and B along with an evaluation point &= 100 that
satisfies the conditions of Theorem 7.7. Thus to verify that the C generated in the example is
indeed the correct GCD one simply divides C into both A and B. Since C does indeed
divide into both it is the GCD.

Choosing a Small Evaluation Point

In order to develop an efficient heuristic algorithm for GCD computation, let us note
some properties of the algorithm implied by Theorem 7.7. For multivariate polynomials A
and B, suppose that the first substitution is x; =1 for € Z. After the evaluation of A and B

at x; =1, the algorithm will be applied recursively until an integer GCD computation can be

performed. The size of the evaluation point used at each level of recursion depends on the
size of the polynomial coefficients at that level. This can grow rapidly with each recursive
step. Specifically, if the original polynomials contain k variables and if the degree in each
variable is d, then it is easy to verify that the size of the integers in the integer GCD compu-
tation at the base of the recursion is O(T]d'). Thus, it is clear that this algorithm will be unac-
ceptable for problems in many variables with nontrivial degrees. An important aspect of the



7. Polynomial GCD Computation 325

heuristic is that it must check and give up quickly if proceeding would generate unacceptably
large integers.

It must be noted, however, that integers which contain hundreds of digits can be mani-
pulated relatively efficiently in most symbolic computation systems. Thus, we find in prac-
tice that the algorithm described here becomes non-competitive only when the size of the
integers grows to a few thousand digits. For example, if k =2, d =5, and =100 in the
above notation then the integers will grow to approximately 50 digits in length. Solving such
a problem by the method of this section would be relatively trivial on conventional systems.

In view of the above remarks on the growth in the size of the integers, it is important to
choose the evaluation point reasonably small at each stage of the recursion. In particular, we
will not choose a standard upper bound [11] on the size of the coefficients that can appear in
the factors as might be implied by Theorem 7.7. Our heuristic algorithm is allowed to have
some probability of failure, and the only essential condition is that the division checks of
Theorem 7.7 must be guaranteed to detect incorrect results. So we pose the question: ‘‘How
small can we choose the evaluation point & and yet be guaranteed that division checks are
sufficient to detect incorrect results?”’

Example 7.21. Suppose we have
A= -92—x+9=@+ D (x -9 (x - 1),
Bx)= x>-8x-9=(x+1)(x-9).
If we choose the evaluation point &=10, then ¢, 10(a)=99, ¢, 10(b)=11, and
Y=iged(99,11) =11. The 10-adic representation of 11 is simply 1x10+ 1 and therefore
G =x+1 is computed as the proposed GCD(A,B). Doing division checks, we find that
G| A and G | B. However, G is not the correct answer but is only a factor of the true GCD.
What has happened is that the factor H =x — 9 has disappeared under the mapping since
q’x—lO (H) =1 )
[ ]
Theorem 7.8 proves that division checks are guaranteed to detect incorrect results as
long as the evaluation point is chosen to be strictly greater than 1+ min(|A].. | B]..). (Note
that in Example 7.21, £ = 1 + min(| A] . | B].. ). which is not a strict bound.) This is a little

weaker requirement than Theorem 7.7 since we no longer need to deal with the norm of each
possible factor of A and B. First, we need the following lemma dealing with the size of the
lactors of a polynomial when evaluated at an integer value.

Lemma 7.5, Let P € Z[x;,x;, ...,%] be a non-constant polynomial in one or more vari-
ables and let 8 € Z be a given positive integer. Let x denote one of the variables x; and let
«w € Z be an integer satisfying

|| 2]P].+8+1. (7.43)

Qe Zixyay .. .. ;| is @ non-constant polynomial such that
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Q|P and ¢, 4(Q)eZ (7.44)
then
|60 @)] > 8. (1.45)

Proof: First consider the univariate case k = 1. Let the complete factorization of P over
the complex field C be

d
P=c[Ix~r) (7.46)
i=1

for r; & C, where d 2> 1 is the degree of P and ¢ # 0 is the leading coefficient of P. Then by
Cauchy’s inequality,
Pl.
| r,-| <1+ u

el

For any oo € Z we have
d
100 Pl 2| c] TT 0] =[] ] -
i=1

Now if o satisfies (7.43) then for each i,

ol =17]] > (1 +|PL#8 - (1 +1|§|L>zs (7.47)

(where we have used the fact that| c| 2 1) yielding
10a Pl >|c| 8728,

Similarly, any non-constant polynomial Q € Z[x] satisfying (7.44) has a factorization over C
consisting of one or more of the linear factors in (7.46) and therefore (7.47) implies

4o @]~ >

as claimed.

Turning to the multivariate case £ > 1, we can choose values o; € Z (i#/) for all vari-

ables x; except x = x;, such that if

I=<xy—oq, oo X0, X O, - - KO >
denotes the kemel of the corresponding evaluation homomorphism then P(1)=¢I P)is a
univariate polynomial in x satisfying

1P 2|P)...
Note that this can always be achieved by choosing the values o; € Z arbitrarily large and

arbitrarily distant from each other. Now if Q € Z[x;,x,, ..., x;] is a non-constant polyno-
mial satisfying (7.44) then ¢; (Q)| P and therefore, by the univariate case already proved,
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10x-0 41 (@) > |P(1)|.,, 2|2|.. .
But
Or o (@) =010, 4 (@) =0, (D)

since the order is irrelevant in the application of evaluation homomorphisms, and by (7.45),

so the proof is complete.
[ ]

Theorem 7.8. Let A, B € Z[x;x,, . .., x;] be nonzero polynomials and let £ € Z be a posi-
tive integer satisfying

& > 1 +min(| Al.. | B..)-

Let y=GCD(a,p) where a=¢, ¢ (a) and B=¢, ¢ (b), and let G denote the polynomial

formed from the &-adic expansion of 7y such that
Oy (G)=7.

G is a greatest common divisor of A and B if and only if
G|Aand G| B.

Proof: The first half of the proof of Theorem 7.8 remains valid for Theorem 7.7, yield-
ing the conclusion that C = G H where ¢, _¢ (H) =+1. Noting that H is a factor of A and of

B, let P denote the polynomial A or B with minimum norm. The conditions of Lemma 7.5
are satisfied for P with x = x,, « =&, and 8 = 1, and therefore if H is a non-constant polyno-

mial we have
| ¢xv—§ (H )| >1

contradicting the above conclusion. Thus H must be a constant, whence H = %1, proving
that G is an associate of g.
[ ]

The Heuristic GCD Algorithm

Theorem 7.8 places a lower bound on the size of the evaluation point which guarantees
recognition of incorrect results by division checks. However, there exist problems where this
approach fails to find the true GCD via the &-adic expansion method, no matter what evalua-
tion point is used. We now wish to correct the algorithm so that there will always be a rea-
sonable probability of success for any problem.

Fxample 7.22. Suppose that
AR =232+ =(x -2 (x- ) x
B)=x'+6x2+1x+6=(x+1)(x +2) (x +3)

Note that the norms are given by |A|. =3 and|RB]. = |I. By Theorem 7.8 we can choose
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E=5. We get ¢,_5 (A) =60, ¢,_s (B) =336, and y = igcd(60,336) = 12. The &-adic represen-
tation of 12 is 2x5+ 2 and therefore G(x) = 2x+2 is computed as the proposed GCD(A,B).
Of course the true GCD is 1 and division checks will detect that this result is incorrect.

Trying a second time, with a larger evaluation point, say &=20, we get
&,_20 (A) = 6840, &, »o (B) = 10626, and y=igcd(6840,10626) =6. The &-adic representa-
tion of 6 is 6 and therefore G =6 is computed as the proposed GCD(A,B). Again the divi-
sion checks will detect that 6 is not a factor of the original polynomials. Thus if we stop

after two evaluations we will return the answer fail for this example.
[ ]

In the case of Example 7.22, the polynomials A and B will always have a common fac-
tor, when evaluated, of at least 6. When a small evaluation point is chosen, as above, then
this extraneous integer factor will be interpolated to an extraneous polynomial factor, yield-
ing an incorrect result. Even if the evaluation point is sufficiently large then any extraneous
integer factor will remain as an integer content in the interpolated polynomial.

We are therefore led to the concept of removing the integer content from the polynomi-
als. We will therefore impose the condition that the input polynomials A and B are primitive
with respect to Z that is, the integer content has been removed from A and from B.
Correspondingly, we will remove the integer content from the computed polynomial G
before test dividing because the divisors of a primitive polynomial must be primitive ( cf.
Exercise 7.4 ). Now it becomes crucial for us to ensure that when we remove the integer
content from G we are not removing any factors that correspond to factors of the true GCD
C. For if a factor of C evaluates to an integer that is small relative to & (specifically, less
than &/2) then such an integer may remain as part of the integer content in the interpolated
polynomial and will be discarded. We are then back to the situation where the division
checks may succeed even though the computed G is not a greatest common divisor.
Theorem 7.9 shows how large we must now choose & so that, even when the integer content
is removed, the division check will give a true answer.

Theorem 7.9. Let A, B € Z[x,x,, . . .,x,] be nonzero polynomials which are primitive with
respectto Z. Let& € Z be a positive integer satisfying

&> 1+2min( A | B]..). (7.48)
Let y=GCD(a,B) where o= ¢, ¢ (A) and B=¢, ¢ (B), and let G denote the polynomial
formed from the &-adic expansion of y and satisfying

b2 (G)=1.

With pp(G) denoting the result of dividing G by its integer content, pp(G) = GCD(A,B) if
and only if

pp(G)| A and pp(G)| B.
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Proof: Proceeding as in the first half of the proof of Theorem 7.7, we let
C = GCD(A,B) and we can conclude that C = pp(G) H where

Now if we denote the integer content of G by x then pp(G) = G/ so we have
Lo

Multiplying through by k yields ¢,, ¢ (H)| x from which we conclude that Ot (H)e Z

and furthermore

| O e ()| <x<E2, (7.49)

the latter inequality coming from the fact that, by construction, the coefficients of G are
bounded in magnitude by /2. Noting that H is a factor of A and of B, let P denote the poly-
nomial A or B with minimum norm. The conditions of Lemma 7.5 are satisfied for P with
x=x;, a=E, and §=E/2, as can be seen by writing £ =&/2+&/2 and noting that (7.48)
implies

£r221+|P|..
Therefore, if H is a non-constant polynomial we have

| 0xg H)| > &/2

contradicting (7.49). Thus H must be a constant, whence H =+1 because C is primitive,
proving that pp(G) is an associate of C.
@

We are now ready to present algorithm GCDHEU. The algorithm assumes that the
input polynomials are primitive and that the integer content will be removed from the output
returned. It uses the result of Theorem 7.9 in choosing the evaluation points so that the divi-
sion checks constitute a valid checking mechanism. The division checks being used in the
algorithm are based on division of polynomials over the field of rational numbers, which is
cquivalent to removing the integer content from the divisor and then doing test division over
the integers (noting that the dividend is already primitive).

To ensure that the calculation does not become too expensive (it is only a heuristic after
all) we check on the size of the integers that would be generated if the computation were
allowed to proceed, and the return mechanism in the algorithm is, in this case, indicated by
Return_To_Top_Level. This needs to be a more ‘‘drastic’’ return mechanism than the ordi-
nary returns appearing otherwise in the algorithm because of the recursive nature of the algo-
1ithm and the fact that there is no point in continuing computation on a problem that has lead
to such large integers. Upon a return of failure, we increase the size of the evaluation point.

An exact doubling algorithm to compute the next evaluation point will produce a
sequence of values whose suitability would be highly correlated. This would not be good, as
failure of the first point would tend to imply that luter choices would also fail. We thus wish
the prime decomposition of successive evaluation points to have no ohvious pattern (ic.
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Algorithm 7.4. GCD Heuristic Algorithm.

procedure GCDHEU(A,B)
# Given polynomials A, B € Z[xy, . .., x;] we use

# a heuristic method for trying to determine G = GCD(A ,B)

vars < Indeterminates(A) U Indeterminates(B)
if SizeOf( vars) =0 then return(igcd(A, B))
else x « vars[1]

€ « 2min(|A].. | Bl..) + 2

to6do {
if length(E) - max(deg, (A), deg,(B)) > 5000 then
Return_To_Top_Level(fail_flag)

Y GCDHEU(¢,¢ (4),0, ¢ (B))
if v # fail_flag then
# Generate polynomial G from E-adic expansion of y
G0
for i from 0 while y# 0 do {
g« oM
G« G+gx
Ye-8)/8}
if G| A and G| B then return(G)

# Create a new evaluation point using square of golden ratio
€ « iquo (& x73794,27011) }

return(fail_flag)

end

some ‘‘randomness’’). To achieve this, we would like to avoid having the result of the pro-
duct be an integer, so that truncation will happen. To ensure that truncation will happen
most of the time, we would like to pick a multiplier o such that «, o, o, ..., are never
‘“‘close’’ t0 a ‘‘small’” rational. A good ‘‘small rational’’ approximation means that one of
the first convergents in the continued fraction decomposition for o is large. By these criteria
‘‘poor”’ candidates for o would be ?m or ;?)(1)3(2)(1)3 The value we select for a is one
such that the first convergents for «, o, ..., of are very small. This selection was done
from a randem set of candidates.
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We remark that the heuristic technique presented in this last section generalizes to
many other types of calculations, including such calculations as determinants of polynomial
matrices and fast methods for algebraic number computations (cf. Geddes, Gonnet, and
Smedley [6]). Indeed, there is now an entire theory of the use of these heuristics to reduce the
problem of intermediate expression swell in computer algebra. We refer the reader to
Monagan [12].

Exercises

L. (a) Use the Euclidean PRS to determine the GCD of
ARy =220+ 500 + Tt + 33+ 602 - 20 + 1,
B(x)=3x>+ 3t + 603 —x2+3x - 4.

(b) Repeat the calculation using the primitive PRS.

2.  Repeat the calculation in Exercise 1 using
Ax)=x*+x-w,
Bx)=x>+2x2+3wx —w+1,

with w an unknown.

3. Show that the coefficients of a Euclidean PRS can grow exponentially in », the degree
of the input polynomials.

4. Prove Gauss’ lemma : The product of two primitive polynomials is itself primitive.
5.  Show that a PRS does indeed calculate the GCD of two polynomials in R[x], R a UFD.

6.  Prove Theorem 7.3 by:
(a) Using the approach in Theorem 7.1.
(b) Using subresultants.

7. Calculate, using determinants, the subresultants for the polynomials from Exercise 1.
¥.  Calculate the reduced PRS for the polynomials from Exercise 1.

Y. Calculate the subresultant PRS for the polynomials from Exercise 1. Compare this
sequence with the quantities calculated in Exercise 8.
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10.

11.

12.

13.

14.

15.

16.

17.
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Let {R;(x)} be the reduced PRS from Example 7.5. For each i > j determine dij where
R;(x) =dyS (m;_1.R;_j:Ri_juy)-

Set up a table of such values.

Repeat Exercise 10, using {R;(x)} from Example 7.6 (the subresultant PRS).

Verify that the subresultant PRS algorithm is valid, that is, produces a PRS with coeffi-
cients in R for two polynomials from R[x].

What is the rate of growth of the coefficients of a normal remainder sequence if we are
using the reduced PRS algorithm? Notice in this case we have B, =1, B; =r?2, for

i3

Program both the reduced PRS and subresultant PRS in your favorite computer algebra
system, Use these algorithms to calculate the entire PRS for each method, when
applied to the following pairs of polynomials:
@ A(r)=1206x10 + 1413¢° - 1201x® + 2506x + 4339x°
+ 12%° + 1405x* + 415x% + 1907x* — 588x — 1818,
B(x) =402x° + 203x® + 402x7 + 103x® — 704x°
+ 1706x* — 1196x> — 313x% + 710x — 383.
®) A =3 +5xP+ - b - 5% - Tt + 33+ 52+ Tx -2,

5

B(x)=—x8+x +x24x+1.

Program the MGCD algorithm in your favorite computer algebra system. Test this on
the polynomials in Exercise 14.

Program the EZ-GCD algorithm in your favorite computer algebra system. Test this on
the polynomials

Alxy)= x3y +3yz -4,
B(xy)==3x2 +2y2+1.

Compare this with the MGCD algorithm of Exercise 15 along with the PRS algorithms
determined previously.

Using your EZ-GCD algorithm from the previous exercise, test the results using the
polynomials from Exercises 2.18 and 2.19 from Chapter 2. Also test the algorithm
using the polynomials
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18.

19.

20.

A(x,y,2)= (z4 + (y4 + x4)'z3 + 114)-(24 -2z + y4 +xt+ a4),

By.2)=C*+ 0+ xH) B +ah @t =yt + 2y +xt +ah,
and the polynomials

Ay )=+ 0+ 2B +a) @t - 22 +yt + 2t + a?),

Bxy,z2)=E*+0* +xH) 2 +a*+ 1)@ -y + 2y +x* + ah.

Program the GCDHEU heuristic in your favorite computer algebra system. Test this on
the polynomials

ARE)=P@)>Q@)*Rx)*, and B(x) =Px)*Q@) R(x)
where P(x), Q(x) and R(x) are given by

P(x) =704984x* — 995521 — 918115x + 903293x + 342709,

Q(x) = 8685x> + 7604x* — 2020x> — 5255x2 + 2517x + 3120,

R(x) = 544x% — 566x° + 892x* - 58x> — 335x% — 175x + 443.
Compare this with your implementations of your PRS methods and your EZ-GCD algo-
rithm.

Prove tl}‘e following: Let b be a positive integer, and let S be the set of polynomials

a(x)= .Zoaixi € Z[x] such that b 2|a]... Show that the evaluation homomorphism ¢,
=

is one to one from S to its image.

Suppose that A(x) and B (x) are from the ring of algebraic numbers Z[x]/<P (x)>, P(x)

an irreducible polynomial having only integer coefficients. Modify the GCDHEU algo-

rithm to create a heuristic algorithm for the GCD(A (x),B(x)). Hint: Choose an integer
m and let n =P (m). Consider the homomorphism

¢ : Z[x)/I<P(x)> > Z,, ¢({Cx)=C(m) mod n

How can the GCD algorithms be modified to find the cofactors D, D, of the inputs A,
B whereA=C-D,,B =C-D,, GCDA,B)y=C"?

The Sturm sequence of a polynomial A(x) e Q[x] is a sequence of polynomials
{Ag(x), ..., Ag(x)} defined by

Afx)=Ax), A|(x)=A"(x)

Aj(x)=—rem(4;_(x)A,_(x)).

A Sturm sequence is usually of interest in the special case when GCD(A(x)},A’(x)) = |
in which case A(x) is square-free (cf. Chapter 8). One example of the importance of a
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10.

11.

12.

13.
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Sturm sequence is that the number of sign variations of such a sequence at the end-
points of an interval tells how many real roots of A(x) lie inside that interval. Describe
algorithms to calculate the Sturm sequence of a polynomial.
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CHAPTER 8

POLYNOMIAL FACTORIZATION

8.1. INTRODUCTION

The problem of factoring polynomials arises in numerous areas in symbolic computa-
tion. Indeed, it plays a critical role as a subproblem to many other problems including sim-
plification, symbolic integration and the solution of polynomial equations. Polynomial fac-
torization also plays a significant role in such diverse fields as algebraic coding theory, cryp-
tography and number theory.

In Chapter 6 it was shown how homomorphism techniques reduce factoring problems
involving multivariate polynomials over the integers to univariate factoring problems
modulo a prime. Hensel lifting is then used to obtain a factorization in the larger domain.
However, the problem of factoring over the integers modulo a prime p has yet to be resolved.
This chapter will complete the process by describing two well-known algorithms,
Berlekamp’s algorithm and distinct-degree factorization, for the factorization of two polyno-
mials having coefficients from a Galois field GF(g), where ¢ =p™, p a prime. Factorization
modulo a prime is just the special case m = 1. For additional information on the subject of
factorization over finite fields, we refer the reader to the texts by Berlekamp [2], Lidl and
Niederreiter [13], Knuth [7] or McEliece [14].

Once we are able to factor multivariate polynomials over the integers, it is a simple
matter to factor multivariate polynomials having coefficients from the rational number field.
However, for applications such as symbolic integration we need more, namely the ability to
factor polynomials having coefficients from an algebraic extension of the rationals, that is,
where the coefficients come from such domains as Q(V2) or Q(¥2,¥3). Therefore in this
chapter we describe an algorithm due to Trager (which in turn is a variation of an algorithm
that dates back to Kronecker) to factor polynomials over algebraic number fields.

8.2. SQUARE-FREE FACTORIZATION

In this section we develop an algorithm for determining the square-free factorization of
a polynomial defined over a unique factorization domain. From this decomposition, we
obtain all the repeated factors of a polynomial. This effectively reduces the factorization
problem to one of factoring those polynomials known to have no repeated factors.
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Definition 8.1. Let a(x) € R[x] be a primitive polynomial over a unique factorization
domain R. Then a(x) is square-free if it has no repeated factors, that is, if there exists no
b(x) with deg(b(x)) = 1 such that
b(x)? | akx).
The square-free factorization of a(x) is
k .
a(x)=1] a;&Y 8.1)
i=1
where each g;(x) is a square-free polynomial and
GCD(ai(x),aj(x)) =1 for i #j.
[ ]

Note that some of the a;(x) in the square-free factorization may be 1. Thus, for exam-
ple,
a@) = (? + 1) (- D' +30)°
is a square-free factorization with ay(x) =as;(x)=1. Note that while the components are

pairwise relatively prime, the components themselves are not necessarily completely fac-
tored. Of course, once an algorithm has been given to determine the square-free factorization
of a polynomial, then a complete factorization of any polynomial can be determined. Algo-
rithms for factoring square-free polynomials are presented later in the chapter. Besides its
usefulness in polynomial factoring, square-free factorization is also of central importance in
symbolic integration (cf. Chapters 11 and 12). The primary goal of this section is to show
that such a factorization is easy to accomplish.

To determine whether a polynomial is square-free or not, the concept of the derivative
of a polynomial becomes useful. Recall from Chapter 2 that for any polynomial
a(x)=ag+ -+ +a,x" we may formally define the derivative by

ad(x)=a;+2ax+ - +nax"l. (8.2)

Of course, this definition of a derivative has useful properties which are familiar from cal-
culus. In particular as pointed out in Chapter 2, it satisfies

(a) Linearity: (a(x)+b(x)) =a'(x)+b'(x), (cra@)) =ca’'x);
(b) The productrule: (a(x)bx)) =a’x)b(x)+a(x)b'(x);
(c) Thepowerrule: (@(x)") =na(x)" “a’(x).

Theorem 8.1. Let a(x) be a primitive polynomial in R[x], R a unique factorization domain
of characteristic 0. Let ¢ (x) = GCD(a(x),a’(x)). Then a(x) has repeated factors if and only if
c(x) is not 1.
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Proof: Suppose that a(x) is a polynomial which has repeated factors. Then we can
write

a(x)=bx)*w(x)
S0
a’(x)=2bx)b’ )W) + b w (x) = b(x)W(x)

where w(x) € R[x]. Therefore a(x) and a’(x) have a nontrivial factor, and hence the GCD is
not 1.

Conversely, suppose ¢ (x) is nontrivial but that a(x) is square-free. Let the factorization
of a(x) be

a(x)=py(x)pa(x) - - p(x)
where each p;(x) is irreducible, deg(p;(x)) 2 1, and

GCD(p;(x),pjx))=1 for i#]j. (8.3)
Then the derivative is given by

a’(@x)=p"(X)pa(x) - - P+ -+ + p1(X)Pax) - e (x). (84)

Suppose p;(x)| c(x). There must be at least one such i, say it is i = 1. Then p;(x)| a’(x),
which from (8.4) implies

1) | Py @)pax) - - - pelx).

From (8.3), we have
p) | py’(0).

Since the degree of p (x) is greater than the degree of p;"(x), this can only happen if
p’(x)=0. (8.5)

But for domains of characteristic 0, equation (8.5) holds if and only if p,(x) is a constant, a

contradiction.
[

Theorem 8.1 gives a simple method for determining when a polynomial has repeated
factors. Consider now the problem of obtaining the square-free factors. Let a(x) have the
square-free factorization given by (8.1). Taking the derivative gives

k .
a()=Y ax) iy e ®x) - a(x)F (8.6)
i=1

and hence

k .
¢(x)=GCD(a(x),a’(x)) =[] ¢;(x)". 8.7
i=2
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If

wx)=aXx)cx)=a(x)ax) - apx) (8.8)
then w(x) is the product of the square-free factors without their multiplicities. Calculating

y&) =GCD(c(x),w(x)) (8.9)
and then noticing that

a;(x) = wx)/y(x) (8.10)

gives the first square-free factor. Finding the second square-free factor of a(x) is the same as
determining the first square-free factor of c¢(x). The common factors of this polynomial and
its derivative are determined by a simple division

GCD(c(x),c’(x)) = ﬁ a;(x) "t = c(x)ly (x).
i=3

The product of the remaining square-free factors is of course just y(x). These observations
lead to an efficient iterative scheme for determining the square-free factorization of a(x).

Algorithm 8.1. Square-Free Factorization.
procedure SquareFree(a(x))

# Given a primitive polynomial a(x) € R[x], R a UFD
# with characteristic zero, we calculate the
# square-free factorization of a(x).

i 1; Output < 1; b(x) « a’(x)

c(x) « GCD(a(x),b(x)); w(x) « a(x)/c(x)

while c(x)# 1 do{
y(x) < GCDW(x),c(x));  z(x) < wx)y(x)
Output « Output z2(x)’y i+l
wx) «yi) @) < c)iykx))

Output « Output -w(x)*

return(Output)

end

Example 8.1. Let a(x) be a polynomial in Z[x] defined by
a(x)=x®-2%+242-1.
Entering the procedure, we first calculate
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b(x)=a’(x)=8x" —12x° +4x, c(x)=x*—22+1 and wx)=x*-1
Since c(x) # 1 we go through the main loop. After the first loop the variables are
yx)=x2-1, z(x)=Ouput=xZ+1, i=2, wx)=cx)=x2-1.
Entering the main loop the second time gives
yx)=x2-1, z(x)=1, i=3, wx)=x2-1, and c(x)=1
while Output remains unchanged. Since ¢(x) = 1, we exit the main loop and return
Output = Outputw(x)® = (2 + 1)-(x - 1)%.

This is the desired square-free factorization.

341

The algorithm presented above is simple, easy to understand, and computes the correct
quantities. However, there are other, more efficient algorithms for square-free factorization
in the case of characteristic 0 domains. In particular, we include a square-free algorithm due
to D. Yun[22] which provides a second method for obtaining the square-free factorization.
The complexity of determining the square-free factorization of a polynomial a(x) can be
shown to be equivalent to the complexity of twice the cost of GCD(a(x),a’(x)) (cf. Exercise

8.5).
Starting with the square-free factorization of a (x)
a(x) = a;(x)ay(x)* - - - g0
we obtain
a’'®)=a, () a(x)? - g+ +kay(x)a(x)? - a(x )k_lak'(x)
and
c(x) =GCD(a(x),a’(x)) = ay(x)yas(x)? - - - a (x)F .
Let w(x) = a(x)/c(x) = a(x) - - - g, (x) be the product of the square-free factors and
y&x)=a'(x)c(x)
=a/(x)yayx) - aqx)+ o +kayx) g (a x).
Notice that both w(x) and y(x) add little overhead relative to the GCD operation. Letting
z2(x)=y(x) - w'x)
=ai(x)ay’(x) - g x)+ -+ (k-Dayx) - - g (g x)
=aqjx)[a)’(x) - g )+ - + k—Dayx) - - g1 (¥)a " (x) ]
we get the first square-free term by calculating

a;(x) = GCD(w(x),z(x)).
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So far the process has followed in a manner similar to our previous method, except for
the added derivative calculation. As before, the natural next step is to determine the square-
free decomposition of ¢(x)/w(x). In this second step, the corresponding w(x), y(x) and z(x)
are found by

w(x) =wx)ay(x) = ax(x) - - - a(x),

_ )
y(x) ,0)

=ay’(x) gy + -+ k=Dayx) - - g (0)a (x)

and
z(x) =y @) — w'(x)

with the second square-free factor of a(x) determined by GCD(w(x),z(x)). The advantage of
Yun’s method is that for the price of one differentiation, the GCD calculation inside the main
loop of the process is considerably simpler. This is especially noticeable in the case of fields
such as Q, where coefficient growth becomes a real concern during GCD calculations.

Algorithm 8.2. Yun’s Square-Free Factorization.
procedure SquareFree2(a(x))

# Given a primitive polynomial a(x) € R[x],Ra
# UFD of characteristic zero, we calculate the square-free
# factorization of a(x) using Yun’s algorithm.

i « 1; Output 1
b(x) « a’'(x), c(x) « GCDa(x),b(x))

ifc(x) =1then w(x) « a(x)
else {
wix) « a(x)/c(x)
y(x) & blx)c(x)
Z2(x) «y@x) - w'x)
while z(x) 20 do {
g(x) &« GCD(w(x),z(x)); Output « Output-g (x)’
i+ 1wk« wx)g)
yEx) —z(x)g);, z(x) —yxE)-wix)}}
Output « Output wxy
return(Output)
end
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Example 8.2. Let a(x) be the same polynomial in Q[x] from Example 8.1. We will use
a) =2+ 1)e2-1)» 8.11)
and demonstrate how the second algorithm ‘‘picks off”” the individual square-free factors.
At the initialization step, we determine that the greatest common factor ¢(x) is given by
c(x) =(x2- 1)2. Since c(x) # 1, we calculate
wx) =2+ D2 - 1), y)=2x(? - 1)+ 302+ 1)),
and z(x) = 2(x> + 1)(2x). Entering the while-loop, we get Output = g(x) = x*+1. The updat-
ing part of the loop results in
i=2, w)=02-1), y(x)=4x, z(x)=2x
Going through the while-loop a second time we get g(x) = 1, Output = x + 1, with the
updates given by
i=3, wx)=@>-1), yx)=2x, z(x)=0.
Since z(x) =0 we exit the loop. Since w(x) holds the last square-free factor, the output is

given by (8.11).
[ ]

8.3. SQUARE-FREE FACTORIZATION OVER FINITE FIELDS

Suppose that we now wish to determine a square-free factorization over a domain hav-
ing a nonzero characteristic. In particular, we want to determine a square-free factorization
for polynomials whose coefficients come from the field GF(g), a Galois field of order
q =p™, where p is a prime.

A procedure to determine a square-free factorization in GF(g)[x] follows the same pro-
cess as in the preceding section. As before, one determines the derivative and then computes
the GCD of the polynomial and its derivative. If this GCD is one, then the polynomial is
square-free. If it is not one then the GCD is again divided into the original polynomial, pro-
vided that the GCD is not zero. In domains of characteristic zero, GCD(a(x), a’(x)) # 0 for
any nontrivial polynomial a(x). Such is not the case for polynomials defined over finite
fields.

Example 8.3. In GF(13)[x] we have
a@)=x®+1 = a')=13x2=0

since the field has characteristic 13. However, in this example we may obtain a square-free
factorization for a(x) by noticing that

13 13
@+DB=xP+ (24 4 (Pr+1=xP+1=a)

13
where the last equality holds because 13 divides ( ; Yforall 1 si <12,
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The process for obtaining a square-free factorization in Example 8.3 generalizes to all
Galois fields. We first require some basic facts from finite field theory.

Lemma 8.1. Let GF(q) be a Galois field of order ¢ =p™, p a prime. For any r, s € GF(q)
we have

M=y, (8.12)
rlp = palp = ™ (8.13)
r+sP =r+s? | j=01,..., m (8.14)

Proof: For any r € GF(g) the set {1, r, rZ,...} is a finite subgroup of the multiplica-
tive group of GF(g). Since the latter group has order g — 1, Lagrange’s theorem (cf. Herstein
[5]) implies that the order of the subgroup (which is the same as the order of r) must divide
g — 1. Therefore,

=1,

from which (8.12) is a direct consequence. Equation (8.13) follows from the observation

(r”m_l) Py =y
Expanding the left hand side of (8.14) gives
4 (pj)er"-s +ot Pj YrosP' L s =P 5P
1 pi-1 -

J
where the last equality follows from the fact that the characteristic, p, divides (i) for all

1<k<pi-1.
[ ]

Using Lemma 8.1, we obtain <

Theorem 8.3. Let a(x)=ay+ax+ + - +a,x" be a polynomial of degree n in GF(q)[x]
satisfying a’(x) =0. Then a(x) = b(x)? for some polynomial b(x).

Proof: Since a’(x) =0 the only nonzero powers of x in a(x) must be divisible by p.
Therefore

a(x)=ap+a,x’ + aszz" + o+ a,q,x"”
for some integer k. Let
b(x)=bo+bx + - + bt

where

Wp =g P!

b= ap ip

(with the last equality holding from (8.13)). Repeated use of Lemma 8.1 gives
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b(x)? =b +bxP + -+ +bPxP
=ag+axP + - +aprt? =ax).
°

Note that the proof of Theorem 8.3 not only shows the existence, but in fact also shows
how to construct b(x) = a(x)'? when a’(x) =0. Theorem 8.3, along with the previous dis-
cussion on square-free decompositions, leads to an algorithm for square-free factorization.

Algorithm 8.3. Finite Field Square-Free Factorization.
procedure SquareFreeFF(a(x),q)

# Given a monic polynomial a(x) € GF(g)[x], with GF(g) a
# Galois field of order ¢ = p™, we calculate the
# square-free factorization of a(x).

i «1; Output « 1; b(x) « a’(x)
ifb(x) #0 then {
c(x) « GCD(a(x),b(x))
w(x) « a(x)/c(x)
while w(x) # 1 do {
y(x)  GCDw(),c()); 2(x) — wix)ly ()
Output « Output z(x)’; i «— i +1
wx) & y(x); c(x) < c)yx)}
if c(x) # 1 then {
c(x) « c(x)?
Output « Output - ( SquareFreeFF(c(x)) )? }}
else {
akx) « a(x)?
Output « ( SquareFreeFF(a(x)))? }
return(Output)

end

I:xample 8.4. Let a(x) be a polynomial in GF(3)[x] = Z,[x] defined by
a@)=x"t+ 2%+ 28+ P P 2 vl + 1

Then
a0 =20+ x" + 2%+ x

and
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c(x)=GCD@(),a’(x)=x"+ b + x> + 2.

Since ¢(x) # 0 we have w(x) = x24+2 and we enter the while-loop. After one loop we have
y(x)=x+2, z(x)=x+1, Output=x+1,

with updates
i=2, wk)=x+2, and c(x)= B e+,

The second time through the loop gives

y(x)=x+2, z(x)=1, Output=x+1,

with updates
i=3, wix)=x+2, and c(x) =x+2x%4x+42.

The third time through the loop also does not change Output. For the fourth time
through the loop we get

yx)=1, z(x)=x+2, Output=(x+1)-(x+2)*,
with updates
i=5 wix)=1, and c(x)=x%1.

Since w(x) = 1, we exit the while-loop. Since ¢ (x) # 1, it must be a perfect cube. The cube
root of ¢(x) is just x> + 1, and invoking the square-free procedure recursively determines that
it is square-free. Therefore, cubing the resulting square-free factorization and combining it
with the output to that point gives the square-free decomposition of a(x) as

Output = (x + )&%+ D> x +2)*

which is the square-free factorization of a(x).
[ ]

Example 8.5. Let the symbols A, B, C, and D represent square-free polynomials in
GF(3)[x] and set

a=A-B*C%Dd,

We will show how SquareFreeFF calculates the square-free factorization by tracing part of
the algorithm at the symbolic level.

Initially, the algorithm determines
b=a’=A"B3C>D%+2-4-B>C*C"D°
hence the greatest common divisor is
c=B3Cc*D°.
The square-free terms (not including those having exponents divisible by the modulus) is
w=alc=A-C.

Entering the while-loop, we have y =GCD(c,w)=C, z=w/C =A so Output=A and the
remaining variables are updated by
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i=2, w=C, ¢=B>C*D°.

Entering the while-loop for the second time gives y #C, z=1, so Output remains
unchanged, while the updated variables become

i=3, w=C, c=B3C*D’.
By the time the loop has been exited for the fourth time, the updated variables are
i=5 w=C, c=B>D®

with Qutput still set to A. Inside the while-loop for the fifth time, however, we have
y =1, z=C,hence Output = A-C>. The resulting updates for this step are

i=6, w=1, c=B>D°

Since w = 1, the algorithm exits the while-loop. Since ¢ # 1, a square-free decomposition is
recursively determined for the cube root of ¢, that is for B-D3. Working through the algo-
rithm gives this as B-D?, and this factorization cubed is included in Output. Finally, the

algorithm returns Output = A -B3-C3-D, which is the desired final form.
[ ]

A similar modification must also be made in order to carry the square-free algorithm of
Yun over to the finite field case (cf. Exercise 8.6).

8.4. BERLEKAMP’S FACTORIZATION ALGORITHM

In this section we describe a well known algorithm due to Berlekamp [1] which factors
polynomials in GF(g)[x], where GF(q) is a Galois field of order ¢ =p™, p a prime. This
algorithm is a wonderful exhibition of the elegance of computational algebra, combining fin-
ite field theory and vector spaces over finite fields to obtain a desired factorization.

Suppose that a(x) € GF(g)[x] is the polynomial to be factored. By the previous section
we may solve the problem in the case where a(x) has already been made square-free. Notice
first that the residue ring V = GF(g)[x]/<a(x)> is a vector space over the field GF(q) having
dimension n, where n is the degree of a(x). Let

W={v(x)e GF(@)[x] : v(x)?=v(x) mod a(x) }. 8.15)
Then W can be identified with the set
{v@] e V: v =[v(0)] }. (8.16)

With a slight abuse of notation we will also call this set W and identify a residue class [v(x)]
with its unique representative of degree less than n. The set W plays a central role in
Berlekamp’s algorithm.

Theorem 8.4. The subset W is a subspace of the vector space V.

Proof: Suppose v;(x) and v,(x) are in W. Using arguments similar to the proof of
cquation (8.14) we get
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(1) + v = v + vy(0)T = vi(x) + vo(x) 8.17)
50 v (x) + vy(x) is also in W. If ¢ € GF(g) and v(x) € W, then using equation (8.12) gives
v =civx) =cvx) (8.18)

hence ¢-v(x) is in V. Equations (8.17) and (8.18) show that W is a subspace of V.
[ ]

Example 8.6. Suppose a(x) is irreducible in GF(g)[x]. Then, in addition to being a vector
space over GF(g), V is also a field. As such, the polynomial

pi)=27—-z € VI[z] (8.19)

can have at most ¢ roots in V. From Lemma 8.1 every element of GF(g) is a root of (8.19)
and, since there are ¢ such elements, these account for all the roots. Thus W consists of all
constant polynomials modulo a(x) and so can be identified with GF(q) itself. As a result, W

is a subspace of dimension one in V.
[ ]

Example 8.6 gives a criterion for determining when a(x) is irreducible. Calculate a
basis for W. If there is only one basis element then a(x) is irreducible. But, what if W has
dimension greater than one? In this case the Chinese remainder theorem will provide a
method that determines W in a manner similar to Example 8.6.

Suppose that a(x) is square-free with a factorization given by
a@)y=a;(x) - @, (x)
where the g;(x)’s are irreducible and pairwise relatively prime. For each i, let
V; =GF(g)[x]/<a;(x)>.
By the Chinese remainder theorem, the mapping
o:V o Vi x - XV,
defined by
d(v(x) mod a(x) ) = (v(x) mod ay(x) , ..., v(x) mod a;(x))
is a ring isomorphism. Note that
v =v(x)moda(x) = v(x)? =v(x) mod g;(x)
forallie {1,..., k). Thus, ¢ induces a ring homomorphism
dw:W = W, x -+ xW, (8.20)
where, for each i,
W;={seV;:s1=s5 ).

Since a;(x) is irreducible, each V; is a field. Thus, as in Example 8.6, each W, can be identi-
fied with the ground field, GF(q).
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Theorem 8.5. The induced mapping ¢ in (8.20) is a ring (and hence a vector space) iso-
morphism. In particular, the dimension of W is k, the number of irreducible factors of a(x).
Proof: That ¢y is one-to-one follows since ¢ has this property. We need to show that
dw is onto. Let
(1., 80)€ Wy X+ XW,,

Since ¢ is onto, there exists a v(x) € V such that
OO =(sy, ..., Sp).
We need only show that v(x) € W. But
v =, ..., sDH=0q,..., sp) =)
Since ¢ is one-to-one, this implies v(x)? = v(x), hence v(x) € W as required.

Since the ring isomorphism is the same as a vector space isomorphism in this case, the
second part of Theorem 8.5 follows from the observation that each W; has dimension one as

a vector space over GF(g), hence W; x -+ - x W, has dimension k.
[ ]

Theorem 8.5 is useful in that it gives the number of factors in a(x). However, it still
leaves open the question of how to calculate the factors knowing W, or for that matter, how
to calculate W itself. We begin by answering the first question.

Theorem 8.6. Let a(x) be a square-free polynomial in GF(g)[x] and let v(x) be a noncon-
stant polynomial in W. Then

a(x)= [JI GCDEX)-s,alx)).
s € GF(q)

Proof: The polynomial x? — x factors in GF(gq)[x] as

X—x= J] &-v)

s € GF(q)

S0

v -vi)= [ “&-s).

s € GF(g)

Since a;(x) divides into a(x) for all i, we have

g | v —vx)= I @) -s). (8.21)

s € GF(q)

Note that

GCD(v(x) —s,v(x)—t)=1 (8.22)

fors # . Equations (8.21) and (K.22) imply that, for a given i, a,(x) must divide v(x) - s; for
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exactly one 5;. Therefore

a;(x)| GCD(a(x),v(x)—sp) i=1,...,k
and so
ax) | ﬁ GCD(v(x) - s5;,2(x)) | [ GCD(x)-s,ax)).
i=1 s e GF(q)
(8.23)
Clearly
GCD((x) — s,a(x))| a(x)
for each s € GF(g), which, combined with (8.22), gives
I1 GCDW(x)-s.a(x)| alx). (8.24)
s e GF(g)
Equations (8.23) and (8.24) prove Theorem 8.6.
[ ]

Theorem 8.6 reduces the problem of factoring a(x) to the problem of determining all
v(x) in W, together with a series of GCD calculations. However, if there are k factors then
finding the ¢* elements of W is somewhat prohibitive. Since W is a vector space of dimen-
sion k, it is enough to calculate k linearly independent basis vectors and then apply Theorem
8.6. This makes the problem more tractable, hence we direct our attention to describing a
basis for W.

For any polynomial v(x) € GF(g)[x], we have

v(x)T= (g + vix + - + v, X e
=vd +vTxT+ - + vn_quq(n—l)
=vg+vxd + - v, D=y 1)

since every v; € GF(q) satisfies v, = v;. Therefore we may write

W={v(x)e GF({@)lx] : vx?)—v(x)=0 mod a(x) }

which gives W as a solution space of a system of # equations in n unknowns, n the degree of
a(x). We may determine the coefficient matrix of the system of equations by letting Q be
the nxn matrix whose entries g; j (for 0, j < n—1) are determined by

= giotgjx+ - +qj,,,_1x"_1 mod a(x); (8.25)

that is, the matrix Q has rows 0, 1 ,..., n—1 determined from the remainders of a(x)
divided into x°, x4, x72, .. ., x¥®D respectively.
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Theorem 8.7. Let W be given by equation (8.15). Then with Q determined from (8.25) we

have
W={v=0g,..., V) : V(@ -1=01}.
Proof: The equation
v —v(x)=0 mod alx)

is equivalent to

n—1 . n-l .
0=3Yvx? - ¥ vx/ mod ax)
j=0 j=0
n-1 n-1 . n-1
=Y v,[Yq;x']- Xvx/ mod a(x)
J=0 " =0 j=0
n-1 n-1 i
= Z{Z"j'qj,i_"i} -x' mod a(x)
=0 j=0
hence
n—1
>viq;i—vi=0, for all i=0,..., n-1
J=0

Equation (8.28) is equivalent to

Woseo s V)@ —(vg, -, VD=0, ..., 0),
that is,

v(@-1)=0.
The equivalence of equations (8.27) and (8.29) gives (8.26).

(8.26)

8.27)

(8.28)

(8.29)

To complete Berlekamp’s algorithm we need to discuss the three main steps in detail.

To generate the matrix Q involves calculating

x2 mod a(x), x22 mod a(x), ..., ¥ mod a(x).

We may build up the Q matrix by a simple iterative procedure that generates x™*! mod a(x)

given that x™ mod a(x) has been determined. If
a)=ag+ax + -+ +a, " +x"

and
X"t =r, o x4 o 4, x"! mod a(x)

then (working mod a(x)) we have
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Algorithm 8.4. Berlekamp’s Factoring Algorithm.
procedure Berlekamp(a(x),q)

# Given a square-free polynomial a(x) € GF(q)[x]
# calculate irreducible factors ay(x) , ..., ag(x) such

# thata(x) =a(x) - -+ ap(x).

Q « FormMatrixQ(a(x),q)

v“], vizl v NullSpaceBasis(Q —1))
# Note: we can ensure that vl = (1,0,...,0).
factors « { a(x) }

re2

while SizeOf(factors) < k do {
foreach u(x) € factors do {

foreach s € GF(q) do {
gx) « GCDl(x) — s,u(x))
if g(x) = 1or g(x)+ u(x) then {
Remove(u (x), factors)
u(x) « u(x)/g(x)
Add({u(x),g (x)}.factors) }
if SizeOf(factors) = k then return(factors) }

re—r+1}}
end
m+l — 2, ... n
XS X F Py X7+ + Ty pyX
Erymox + rm_1x2 + oty (e —ax — - a,,_lx"'l)
= e - n—1
==TIma-19 + (rm,O - rm,n—lal)x + + (rm,n—z Tm,n—14 —l)x
= Frp X+ T 11
="'m+1,0 m+1,1 m+1,n—1
where
Tns10= " Tmn=180 A0 Ty i = Py = Ty 18
for i=1,..., n—1. Thus, we can generate the Q matrix by storing a vector of elements

from GF(q)
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re(rg,..., rn_1)
initialized by
re(1,0,...,0)

and updated by
re (—r,,_l-ao, ro—rp1ay,..., Ny 2—ry 1@ _1).

In this process, each new row of Q, i.e. each additional x4, requires g-n multiplica-
tions. Thus the cost of generating the Q matrix is O(q-nz) field operations.

Algorithm 8.5. Form Q Matrix.

procedure FormMauixQ(a(x),q)

# Given a polynomial a(x) of degree n in GF(g)[x], calculate
# the Q matrix required by Berlekamp’s algorithm.
nedegl@ax)); r«(1,0,..., 0); Row(0,0)) «r

for m from 1 to (n-1)q do {

F e (=Fp 180, Fo~ Q1o+ oy Tpoa = Fpet@y1)
if ¢ | m then
Row(m/q,Q) e« r}
return{Q)

end

Example 8.7. Let a(x) be the polynomial in GF(11)[x] = Z,[x] given by
a(x) =03+t -3 -2 -3+ 1

We will determine the Q matrix (of size 6x6) for a(x) using the method described above.
Row 0 of Q will be given by

(1,0,0,0,0,0,0)

since 1 =1 mod a(x). In addition,

X = x mod a(x),
g x2 mod a(x),
O= X mod a{x),
x* = x* mod a(x),
P 3 mod a(x),

and
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=30 —x* +3% +x%2+3x - 1 mod a(x).
Therefore,
el -3t P+ -x
2300 —x +30+ 2+ - D+ 3+ 0+ 3% —x
=-3x% —x3 - 52— 3x -3 mod a(x).
Continuing in this manner, we obtain x® mod a(x), x° mod a(x), x1% mod a(x) and
xW=5x% - 5x% = 3x* - 3x2+5x + 3 mod a(x).
This gives row 1 of Q as
(3,5,-3,-3,-5,5).

s

Proceeding as above to calculate 1# mod ax),..., x 5 mod a(x), we get the matrix

10000 0]
3 5-33-55
3-5-5 1-1 0
0=|5 4.1 3422
4-3-1 0 0-3
3 -1-43-1-3

Once Q has been determined, there is still the problem of determining a basis for the
solution space of Q —I. Using elementary column operations, we will column reduce the
matrix Q —7 to a matrix L which is in triangular idempotent form. Such a matrix will be
lower-triangular and have only a 0 or a 1 on the main diagonal. Furthermore, if the i-th diag-
onal element is a | then it is the only nonzero entry in that row. If the i-th diagonal element
is a 0, then the i-th column is 0. For example, the lower-triangular matrix

1 0 000
30000
L=10 0 1 00 (8.30)
2 0 400
00001

is in triangular idempotent form. It is not hard to prove that such a matrix is indeed idempo-
tent, that is, satisfies

L*=L
(cf. Exercise 8.7).

When the matrix Q -1 is column reduced to a matrix L, the resulting solution spaces
are of course the same. The advantage of column reducing a matrix to one that is in triangu-
lar idempotent form is given by:
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Theorem 8.8. Let L be a matrix in triangular idempotent form. Then the nonzero rows of
I — L form a basis for the solution space

S={veV:vL=0}.

Proof: Let vI*l, ..., vI*] be the set of nonzero rows of / —L. Since L is idempotent,
we have
(-LyL=0
S0
vl =0
foralli. Hence V!, ..., vI¥l are all in the space S.
These vectors are also linearly independent. For, suppose there are constants ¢y, ..., ¢
such that
PO IR Y

Then there exists a nonzero vector v such that
v({-L)y=0, ie v=vL.
Here the j-th component of ¢ is zero if the j-th row of [ —L is zero, and is c; if the i-th

nonzero row is row j. Suppose that row j is the i-th nonzero row of I — L. From the defini-
tion of triangular idempotent form, we have that column j of L is the zero column. There-
fore the j-th component of v-L, that is, ¢;, is zero. Since this occurs for all i in which there is

a nonzero row of I — L, we must have ¢; = - - = ¢, = 0 proving that the vectors are indeed
linearly independent.

Let /; be the i-th diagonal entry of L. Then from the defining properties of a triangular
idempotent matrix, it is clear that /; is one if and only if the i-th row of I — L is the zero row.
Similarly, {; is zero if and only if the i-th column of [ — L is the same as the negative of the

i-th column of the identity. Therefore the rank of L is n —k, and so S has dimension &.
Since the nonzero rows of I — L form a set of k linearly independent vectors in S, they will
form a basis.

[ ]
Example 8.8. The matrix L of equation (8.30) is in triangular idempotent form. The rank of
1. is 3, hence the dimension of the solution space of L is 2. The two nonzero rows of [ —L
are

vi=(=3,1,0,0,0) and v¥=(-2,0,4,1,0).
[ ]

An algorithm to determine a basis for the null space of the matrix Q — I is given by
Algorithm §.6.
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Algorithm 8.6. Null Space Basis Algorithm.
procedure NullSpaceBasis(M)

# Given a square matrix M, we return a basis {v!!}, . .., v!¥1} for the null
# space { v: v-M =0 } of M. The algorithm does this
# by transforming M to triangular idempotent form.

n « rowsize(M)
for k from 1 to n do {

# Search for pivot element

for i from & to n while My; =0 doi «i+1

ifi <n then {
# Normalize column i and interchange this with column &
Column(i , M) « Column(i M) -Mg"
SwitchColumn(i kM)

# Eliminate rest of row & via column operations
for i to n withi # k do
Column(i M) « Column(i M) — Column(k,M) -M,; }}

# Convert M to M -1
forifrom1ltondoM; «M; -1
# Read off nonzero rows of M
ie<0je1

while j<n do{

while Row(j,M)=0andj<ndoj e j+1
if j <n then {

ie—i+1
vl Row(j.M) }}
return( {v{!l, . i) )

end
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Example 8.9. Let O be the matrix of Example 8.7. We will determine the solution space for

3 433
3-5 51
-2 4-1 2
4 -3-1 0

-3 -1 -4 -3

using the above method.

0 000 OO

-5 5
-1 0
-4 2
-1 -3

-1 4

We use column 2 to eliminate the rest of the nonzero terms in the second row. At the
end of this loop, the matrix looks like

0 0 00O
01 00
44 4 0
-5 1 2 5
1 2 5-5

4
-2 2

N

0
0
1
1

-5-3-2-1-5 0

S o

Since the element in row 3, column 3 is nonzero, we multiply the third column by 41=3
and use the resulting column to reduce our matrix to

Mutltiplying the fourth column by 5~

00 00
01 00
0 010
4 3-5 5
-4 4 4-5
|35 5-1

1
0000
0100
0010
0 0 01
0~1-1-1
0 0 4 2

o © o

5-5

wm O O O

w

1 -1

W

= -2 and reducing, we obtain

0

S o O O oo
oS o o oo

which is a matrix in triangular idempotent form. Since
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100000
000000
000000
I=L=1 990000 0
011110
0 0-4-2 0 1

a basis for W will be
vil=(1,0,0,0,0,0), v¥'=(0,1,1,1,1,0), v?'=(0,0,-4,-2,0,1).
In terms of polynomial representation, the basis is
v[”(x) =1, vm(x) =x*+3+x%+x and vm(x) =x0— 23— ax?
[ ]

Example 8.10. In this example we finish factoring the polynomial a(x) of Example 8.7
using Berlekamp’s algorithm. Since there are three basis vectors for W, it follows that a(x)
factors into three irreducible factors (it is easy to check that a(x) is square-free, hence the
algorithms of this section are applicable). To complete the algorithm for a(x) it remains to
calculate the GCD’s. For this we have

GCD@@) ' Ax) =x+1,
so we have one of the factors a;(x) =x + 1. Letting

a@) _

O-at+50+32-dx +1
x+1

a(x)=

we then calculate
GCD@@) )+ 1) =1, GCD@@@)V () +2) =1,
GCD(a(x)vH(x)+3) =1, GCD(a(x) v (x)+4) =1,
GCD@a(x),vAx)+5) =1, GCD@@X)vx)+6) =1,
GCD@@) ) +7) =3 +2x% +3x + 4.

Since

% =x2+5x+3
the factorization is

a() =+ 1)@ +5c+3) (3 + 202+ 3x + 4).
Note that if we had found GCD(a(x), v?l(x)+5) =1 for all s € Z;; then we would have

repeated the above process with vi3l(x).
°
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Theorem 8.9. Suppose that g = p™ is small enough to fit into a single computer word. Then
the cost of Berlekamp’s algorithm for computing the factors of a polynomial a(x) of degree
n in the domain GF(q) is O(k-q-n2+ n3). Here £ is the number of factors of a(x). On aver-
age, k is approximately log(n) (Knuth [7]).

Proof: The cost of ensuring that a(x) is a square-free polynomial is O(n2), the cost of a
GCD operation. The cost of generating the 0 matrix is g-n? field multiplications, while the
cost of determining a basis for the solution space is the cost of Gaussian elimination, that is,
O(n?) field multiplications. Using the method presented, each factor requires ¢ GCD calcu-
lations each at an approximate cost of n® operations. Hence, this last step requires about
k-q-n2 field operations, giving the total cost for the Berlekamp algorithm as O(k~q-n2+n3)
field multiplications.

o

The cost of addition and multiplication in the field GF(™) is given in Chapter 4.
When p fits inside one computer word, addition and multiplication are proportional to m and
m?, respectively, When p requires more than one computer word, addition and multiplica-
tion are proportional instead to m-log(p) and m?log?(p), respectively.

8.5. THE BIG PRIME BERLEKAMP ALGORITHM

When ¢ is large, the Berlekamp method from the previous section requires modifica-
tion to be a viable procedure. For example, when g is large the cost of generating the Q
matrix along with calculating the GCD’s exhaustively is dominated by O(g -k -n?). This pro-
cedure is useful only for small values of ¢g. For example, to factor a polynomial of degree
100 over the field GF(3!%) having four factors requires on the order of 191 billion field
operations. In this section we present a modification of the algorithm of the previous section
which makes the process feasible for large g.

For large g, the Q matrix may be generated more efficiently by binary powering. To
implement binary powering, first store the values

x" mod a(x), ™! mod a(x), ..., x*" % mod a(x).

Erg+rx+ o+, mod a(x)

then x?* may be generated by

xaxtah = r Ax+ o 455, 022 mod a(x)
where

Fi=rirg+ - +rgr; (with r;=0for i 2n).

Replacing x* mod a(x), ..., x**2 mod a(x) by the values already calculated and stored,

gives the coefficients for x2*. Using this method, we generate the first row of Q, i.e.
1/ mmod a(x) in log(q) steps. Thus, the first row is determined in Iog(q)-n2 operations, rather
than the g-n operations of the preceding section. However, the subsequent rows, i.c. the
representations for 14 ', may all be determined by muliiplication by 17 followed by
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replacement of x” mod a(x),..., % mod a(x). Thus, each subsequent step also

requires n” (rather than g-n) operations. The total number of operations to generate the Q
matrix in this manner is O(log(q)~n2 + n3) field operations. This compares to O(q-nz) opera-
tions using the method of the preceding chapter. When g = 4782969 = 314 for example, the
cost of generating the matrix Q using binary powering is about O(23-n% + n%) operations
versus O(4782969-n2) operations by the previous method. Binary powering in this case is
better for all polynomials of degree less than approximately 4782943. Even when
g =32=2, binary powering generates Q more efficiently for all polynomials of degree less
than 27.

Although binary powering is, in general, a significant improvement in generating Q for
large g, the gains will be lost if we require the exhaustive methods of the previous section to
determine the factors since this cost will be O(k-g -n2) operations. Furthermore, a greatest
common divisor operation is most expensive when the input polynomials are relatively
prime. Thus those instances where we gain the least amount of information are also the most
expensive to calculate.

The initial attempt to reduce the cost of the GCD step of Berlekamp’s algorithm was
initiated by Zassenhaus (cf.[23]). His approach was to determine the s € GF(g) which
would give nontrivial GCD’s, that is, to obtain only those values of GF(g) which would be
useful to the factorization process. For a given v(x), define

S={se GF(q@) : GCD(x)-sa(x)#1 }
and define

my(x)= [T & —s). 8.31)

ses

Theorem 8.10 (Zassenhaus). The polynomial m,(x) defined by (8.31) is the minimal poly-
nomial for v(x). That is, m, (x) is the polynomial of least degree such that

m,(v(x)) =0 mod a(x). 8.32)

Proof: For an arbitrary i € {1, ..., k }, a;(x) divides GCD(v(x)~s ,a (x)) for some s in
S. Therefore a;(x) divides a factor of m,(v(x)), and hence a(x) divides m, (v(x)). Thus equa-
tion (8.32) holds.
Suppose now that m,, (x) is not the polynomial of least degree satisfying equation (8.32).
In particular, suppose that m(x) is a polynomial of smaller degree. Since m(x) has a smaller
degree there must exist an s in § such that
mx)=qx)(x —s)+r (8.33)
where r is a nonzero constant in GF(g). Since s is in S, one of the factors of a(x) divides
v(x) —s; say the factor is a;(x). Then a,(x) divides m(v(x)) since m(v(x)) =0 mod a(x).
Substituting v(x) for x in equation (8.33) implies that a;(x) must divide the nonzero constant

r, a contradiction.
[ ]
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There is a standard way to compute the minimal polynomial for a given v(x). For each
r starting at 1, we determine v(x)? mod a(x), v(x)3 moda(x) ,..., v(x) moda(x) and
solve

my+mv(x)+ - +my(x) =0 mod a(x).
The first nontrivial solution gives m(x). Of course there must be at least one nontrivial solu-
tion for r <k <g¢q since v(x)? —v(x) =0 mod a(x) for all the v(x) that are of interest to us.
The process is then completed by factoring m(x), with the corresponding GCD’s taken at the

roots. We remark that there is also an alternate method for calculating m(x) which uses the
notion of a resultant (cf. Exercise 8.16).

Exampie 8.11. Consider a(x) from Example 8.7. From the first two steps of the Berlekamp
algorithm we know that there are three irreducible factors, along with a basis for W. Let

3+,

vix) = vm(x) =x*+x
an element in W, We will determine the minimal polynomial for v(x). Note that
v =—2 + 2% =50 =22+ 2x + 5 mod a(x).
However, there are no nonzero solutions of
a+bv(x)+ v(x)? =0 mod a(x)

hence the minimal polynomial has degree at least three. Since the first two steps of
Berlekamp’s method imply that there are exactly three factors, the set S has at most three
elements. Therefore the minimal polynomial must have degree exactly three. Calculating

a(x)3 == 5x* + 43+ 222 - 5x +3 mod a(x),
and setting up an equation of the form
a+bv(x)+cv(x)*+v(x)*=0 mod a(x)
we find that there is a solution given by a =0, b = 4, ¢ = —5. The minimal polynomial is
m,(x)=x3 - 5x% + 4x
which factors as
m,(x)=x-(x - 1)(x - 4).
‘Therefore, the set S consists of {0, 1, 4} and so we know that only these need to be checked

when applying the GCD calculations.
o

The above method does indeed reduce the number of GCD calculations to only those
that are necessary for the calculation of the factors of a(x). However, the reduction does not
come for free. Generating the minimal polynomial and the subsequent root finding requires
substantial computation. The method is feasible, however, if the number of factors, &, is
vmall in comparison to ¢ (where the exhaustive search method is at its worst).
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The previous method ensured that the greatest common divisor operation was only
undertaken when it was ensured that an irreducible factor would result from this calculation.
Subsequently, D. Cantor and H. Zassenhaus [4] have given an efficient algorithm which cal-
culates GCD’s even in some cases where success is not assured. The GCD operations that
are done turn out to be snccessful about one-half the time, so about twice the number of such
operations might need to be done. However, determining which greatest common divisor
pairs are to be used is straightforward and considerably cheaper than the above method.

Central to the approach of Cantor and Zassenhaus is the observation that, for odd g, we
have the factorization

2 —x=x- (@2 1y@@ D24y (8.34)
and hence any v(x) in W satisfies
v Y2 - @@ D2+ 1) =v@x)? —v(x) =0 mod a(x).

The nontrivial common factors of v(x)? —v(x) and a(x) are then spread out amongst
v(x), ()42~ 1) and (v(x)“@ 2+ 1). 1t is reasonable to expect that almost half the non-
trivial common factors of v(x)? —v(x) and a(x) are either factors of v(x)@ V21 or
v(x)("_l)’2 + 1, since both of these are about half the size of v(x)? — v(x). Indeed, we have

Theorem 8.11. The probability of GCD(v(x)4~12 - 1,a(x)) being nontrivial is

1= (k- (B (835)
In particular, the probability is at least 4/9.
Proof: Let
(51, ..., S), 5; € GF(q) (8.36)

be the modular representation of v(x), and define
w(x) = GCD(v (x)4 2 - 1,a(x)).
Then w(x) is nontrivial if either w(x) # 1 or w(x) # a(x).
Suppose a;(x) is a factor of w(x). This is equivalent to

Si(q-l)lz = l,

that is, the i-th component of v(x) is a quadratic residue of g. In each component subspace
W; there are g clements, exactly (g — 1)/2 of which are quadratic residues, a probability of
(g—1)/2q. When all the components of (8.36) are equally likely, the probability that an ele-
ment in W has components all of which are quadratic residues is
q-1

( 24 ).
Every such element satisfies w(x) = a(x), that is, results in a trivial greatest common divisor.
Similarly there are (¢ + 1)/2 non-quadratic residues, hence the probability that an element in
W has components none of which are quadratic residues is
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g+l

( 2 )

Every such element satisfies w(x) =1, that is, results in a trivial greatest common divisor.

Thus, the probability that a random v(x) in W has a nontrivial w(x) is (8.35). Expanding
(8.35) by using the binomial expansion gives the probability as

1- (21—q)" (=1 + (g+DF)

1 ky k
=1- (Z)k{ 2¢* +2()¢" 2 +2()¢"F+ - +2)
1 ky 5 K _
=1—F{ 1+()a+ (gt + - +q7 )
1 1,_4
21—7{ 1+3 }= 9
where the last inequality holds because k£ 22 and ¢ = 3.

Note that the statement of Theorem 8.11 could easily have replaced
GCDv(x)% V2 - 1,a(x)) by GCD(v(x)9™12 + 1,a(x)) and be equally valid.

The procedure for determining the factors of a(x) given that a basis vy, . vl
has been determined for W is as follows. Let v(x) =c;vIU(x)+ - -+ + ¢, v[*lx) with each

¢; € GF(g) a random element of W. If we have already obtained a partial factorization
ay(x) + - - a,(x)a,,1(x) where m is initially O, then calculate

w(x) = GCD (x)4 V2 — 1,4, ., (x)).

We know that we will find a nontrivial factor about half of the time. If w(x) is trivial, then
randomly pick a new v(x). Otherwise decompose a,,,(x) as

A1 @) =wx)(vx)w(x))

and continue the process until we have determined the k irreducible factors.

Example 8.12. Let a(x) be the polynomial from Example 8.7. Let vU(x), v1#(x) and vP*)(x)
be the basis for W determined in Example 8.9. Taking a random set of coefficients from
GF(11), we might consider the random element in W given by

v(x) =3y - 208y + 5vB¥w) = 500 — 2t - 2 - 20 + 3.
Then

GCD(a(x), v(x)’ - 1) = x> - dx* + 523 + 32— dx + 1
with

ax)=(x+ 1) —dx*+ 53+ 32 —dx + 1)

so u)(x)=x+1, and we know that the second factor must split into two irreducible com-

ponents.
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Taking another random element of W, say
vx) =2vx) + 3v[2](x) +4vB3(x)
=40+ 32t =53 - 222+ 3x 4 2
we obtain
GCD( - ax*+5x% + 32 —dx + Lv(x)’ - 1) =1
so no information is determined from this choice.
Taking a third random element of W, say
v(x) = vm(x) + 3v[2](x) - 4v[3](x) =40+ 3t -3 3+ 1
we obtain
GCD(® — ax* + 5x° + 3% —dx + 1, v(x)’ - 1) =x%+ 5x + 3.
Since x> — 4x* + 5x3 + 3x% — 4x + I reduces to
(2 +5x +3)-(> + 22+ 3x +4)
we obtain our factorization
a(x) = (x + 1) (2 + 5x + 3y (3 + 2% + 3x + ).
[ J

Theorem 8.12. The big prime Berlekamp algorithm for factoring a polynomial a(x) of
degree n in the domain GF(g) has complexity O(k-nz-log(q)-log(k) +2n%) field operations.
As before, k represents the number of factors of a(x), which on average is approximately
log(n).

Proof: The cost of determining the Q matrix using binary powering is just
O(n*log(g) +n%) field operations. Determining the basis for W, that is, determining the
solution space for the matrix Q —/ adds another on®) operations. Every random choice of
v(x) requires a random linear combination of the k basis vectors and hence requires O(k)
field operations. If the degree of a;(x)'is r, then it takes O(r>log(q)) field operations (using
binary powering) to calculate vE)9 Y2 - y(x) mod a;(x) and a further or? operations to
calculate the corresponding GCD. There are, on average, approximately O(log(k)) random
v(x)’s and corresponding GCD computations required. The total complexity is therefore
bounded by O(n2-log(q)~log(k)) field operations for the splitting step. Thus the total cost is
given by O(n2'log(q)-log(k) +2n3) field operations.

[ J

We remark that the term ‘‘field operations’’ appearing in Theorem 8.12 depends on the
size of the integer ¢ along with the type of representation used to represent the field GF(q).

For example, if the integer ¢ is greater than the word-size of the computer then the average
arithmetic cost is usually multiplied by log2(g).

The previous method does not work in the case g = 2™, since in this case the factoriza-
tion (8.34) does not hold. However the polynomial x%" — x can still be factored into two fac-
tors, each of about the same degree. For this we need the trace polynomial defined over
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GF(2™) by

2 om-1

Tr(x)=x +x2+x%+ - +x
Lemma 8.2. The trace polynomial Tr(x) defined on GF(2™) satisfies:
(a) Foranyvandwin GFQ2™), Tr(v + w)=Tr(v) + Tr(w),

(b) For any v in GF2™), Tr(v) € GF(2);

) x¥ —x=Tr@x)(Tr)+1).

Proof: Statement (a) follows from

Trv+w)= (v +w)+ @ +wl+ - + @ +w)
=w+w)+02+wd+ - + (¥ +w?) (cf. Lemma 8.1)
=it Dk wrwia e )

=Tr) + Tr(w).
Statement (b) follows from

Trv) = (v +v2+ -+ 492 )

=viavie 402

=v24vte o ay

-1 m
+v2

77 pv =Tr(v).

Therefore, for every v in GF(2™), Tr(v) is a oot of the polynomial x2 —x. Since the ele-
ments of the field GF(2) give exactly 2 roots of this polynomial in the field GF(2™), Tr(v)
must be one of these elements.

To show statement (c) let o be any element of GF(2™). From part (b), Tr(a) =0 or 1,
and hence o is a root of Tr(x)-(Tr(x) + 1). Therefore
xF-x= [ (-o divides Tr(x)(Tr(x)+1). (8.37)
ae GF(2™)

Since both Tr(x) and Tr(x) + 1 have degree 2™, the degree of their product is 2™, the same
degree as x?" — x. This fact combined with equation (8.37) proves statement (c).
[ J

Theorem 8.13. The probability of GCD(Tr(v(x)),a(x)), v(x) € W being nontrivial is
_ Lyt
1-¢ 2) .
In particular, the probability is at least 1/2.
Proof: Let v(x) € W. Proceeding as in the proof of Theorem 8.11, suppose
(S1 e ey Sk)

15 the unique modular representation of v(x). The linearity statement of Lemma 8.2 implies
that
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Tr(v(x) mod a;(x)) =Tr(v(x)) mod a;(x)

and so the unique modular representation for Tr(v(x)) is
Tr(sy, ..., Trisp).

Also from Lemma 8.2, we know that for each £, Tr(s;) is in GF(2), that is, it is either 0 or 1.
The condition Tr(s;) = 0 is equivalent to

a;(x)| Tr(v(x)).

Therefore, GCD(Tr (v (x)),a (x)) will be trivial if either all of the components are 1 (in which
case the GCD will be 1) or if all the components are 0 (in which case the GCD will be a(x)).
Since either case occurs with a probability of (1/2)*, the probability that neither occurs is

-2k =1-G)F
[ ]

Example 8.13. Let GF(16) be the field defined by Z2[Jc]/<x4 +x+1>andletabe a
root of x* +x + 1. Then every element of GF(16) can be written in the form
2

ag+ a0+ 0,02 + ;0

where each g; is either 0 or 1. Let a(x) be the degree 5 polynomial in GF(16)[x] defined by

a@)=(1+0+ o) +ox + (1 + 02+ ) + (1 +a+ o + x5,

We will factor a(x) using Berlekamp’s algorithm and nondeterministic splitting.

Working out the powers of x gives

1 0 0 0 0
l+a+ot+od 0 1+ o o? o
0= a+ ol a 1+ o a+rod+o 1+a+a+od |,
at+o?+? 1+o++od a? a+r o 1
0 a l+a+ o o a+ol+a’ |

while calculation of the solution space of Q — I gives a basis for W as

vy = 1, vI(x) = (o+ad) x + (1+ot+od) x2 + (1+o+a+ol) x3 + x4,

Since the dimension of the solution space is 2, we know that a(x) splits into two irredu-
cible factors. A random linear combination of the basis elements might then look like
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#
#

#
#

Q

vl

#

end

Algorithm 8.7. Big Prime Berlekamp Factoring Algorithm.
procedure BigPrimeBerlekamp(a (x),p™)

factors « {a(x) }

while SizeOf(factors) < k do {

Given a square-free polynomial a(x) € GF(p™)[x]
calculate irreducible factors ay(x), ..., a(x) such

that a(x) = ay(x) - - - az(x) using the big prime
variation of Berlekamp’s algorithm.

¢« BinaryPoweringFormQ(a (x))
0yl e NullSpaceBasis(Q ~ 1)
Note: we can ensure that vViI1 = (1,0, ..., 0).

foreach u(x) € factors do {
(¢1. ..., ¢) < RandomCoefficients(GF(p™))
v(x) « clvm(x) + -+ ckv[k](x)

if p=2 then

V) v + v+ o+ (@)
else v(x) —v(x)?" 2 -1 mod u(x)
g(x) & GCD(v(x),u(x))

if g(x) =1 and g(x) # u(x) then {
Remove(u(x), factors)
u(x) « u(x)/g(x)
Add({u(x),g(x)}.factors)

if SizeOf(factors) = k then return(factors) } } }

v(x) = o2vI(x) + (@2 + o) v(x)

=+ (a+a

Taking the trace gives

Zrodyx+oxl+ ol a3+ o+ o) 5t

Trv@) =vex) + v +v)* +v(x)8

= (o0 2+03) + x + (orod) x2 + (1+o+od) 1 + (1+a+a?) x4

with the greatest common divisor working out to
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GCD(@(x),Trv(x)) = (1 + o) + (@2 + o) x + x2.
This gives one of the proper factors, with division giving the other. The final factorization for
a(x) is then
(A+add)+ @2+ D) x+x)(Q+o)+ @+ D) x+ (1 +a+ad) x2+x).
[ ]

We remark that the algebraic manipulation involved in computing Example 8.13 would
be extremely difficult to do without the assistance of a computer algebra system. In our case,
Example 8.13 was completed with the help of the MAPLE system.

8.6. DISTINCT DEGREE FACTORIZATION

Given a square-free polynomial a(x) € GF(q), ¢ a power of a prime, the distinct degree
factorization method first obtains a partial factorization

ax)=[] a:x) (8.38)

where each g;(x) is the product of all irreducible factors of a(x) of degree i. The process
then uses a second technique to split the individual g;(x) into their irreducible components of
degree 1.

To obtain the partial factorization (8.38), we use

Theorem 8.14. The polynomial p,(x) =x? —x is the product of all monic polynomials over
GF(g) whose degree divides r.

Proof: Let m(x) be an irreducible polynomial of degree d in GF(q)[x] with d| r, say
r =d-s. Consider the residue ring .

F=GF(g)x] ! <m(x)>. (8.39)

Since m(x) is irreducible, F is a field. Since m(x) has degree d, the field F has qd elements.
From Fermat’s little theorem, every f € F satisfies

=5
and so also
fq' = ((fq")q" e )q" =f. (8.40)

In particular consider f = [x], the representative of the polynomial x in F. Equation (8.40)
implies

@) =[x —x]1=[x]¥ - [x]=f7 - f =0 8.41)
in F. Equation (8.41) is equivalent to
p,(x)=0 mod m(x),

that is, m(x) divides p, (x).
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To show the converse, suppose m(x) is irreducible of degree d and divides p,(x) where
d > r. Then, with the field F as given by (8.39), we have

[x17 - [x] = [p,(x)] =0 (8.42)
in F. Let
f=lforfix+ o +faxi)
=fo+frixl+ - +for X1, f; € GF(QQ)
be an arbitrary element of F. Using equation (8.42) and Lemma 8.1, we have
U= for frixd+ - +fa g1
=foq' +f1‘1'-[x] 4 ... +de’1 J[x] 941
=fo + AT X+ -+ f A T
=fo+frixl+ - +fay k1= 1.
But then every element of F is a root of the polynomial p,(x). Since there are more elements

in F than the degree of p,.(x) we obtain a contradiction.
[ J

Therefore to determine, for example, a;(x), the product of all the linear factors of a(x),
one calculates

a;(x) = GCD(a(x), x? —x),

and setting
a(x)=a(x)a,(x)

leaves a square-free polynomial having no linear factors. Similarly,
a,(x) = GCD(a(x), x¢ ~x),

and we continue the process to obtain a3(x), and so on. When a(x) is of degree n, we need

only search for factors of degree at most n/2, at which point if the polynomial remaining is
nontrivial it will in fact be irreducible. The partial factorization algorithm is given by Algo-
rithm 8.8.
Example 8.14. Let

a)=x*+1 e GFQ)lx] .
Then

a,(x)=GCD(u(x), x2~x)=x + 1,

and we set
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63
ax) _x +1_ & 2

a(x)= x4+ exlex 41
ay(x) x+1
Therefore
ay(x) = GCD(a(x), x4—x) =x2+x+1,
with
()= 2L oy 604 35T LM xS
a(x)

The product of the irreducible factors of degree 3 is then given by

4 2

a3(x)=GCD(a(x),xg—x) L L R S TR D

with the updated a (x) given by

x54+x53+x51 +x50+x48+x46+x45+x42+x33+x32+x30+x29+x27

25 24 21 i1 9 8 6 4 3

+xB 4 x4 x4y L L NI L I A Ny

Calculating further, we obtain
GCD(a(x), x1% - x) = 1, GCD(a(x), x> —x) =1, and
GCD(a(x), x5 -x)=a(x),

hence over GF(2)[x] we have the partial factorization

5 2

B+1= x + 1)-(x2+x + 1)-(x6+x +x*+x3+x%+x 4+ 1)aq(x)

where g4(x) is the polynomial of degree 54 given above. Therefore x%3+ 1 has one irreduci-

ble factor of degree 1, x + 1, one irreducible factor of degree 2, xX+x + 1, two irreducible
factors of degree 3 and nine irreducible factors of degree 6.

The GCD calculations are done by first reducing x? —x modulo a(x) for each j. A
natural way to reduce x? modulo a(x) is by taking the g-th power of x7" mod a(x), that is,

=7 '—x) mod a(x)E(x” " mod a(x))? —x mod a(x).

For large integers g, a better method pointed out by Lenstra|10] is to calculate the Q matrix
from the previous section. For any polynomial v(x) in the ring V = GF(g)/<a(x)> we then
have

vQ=v! mod a(x)
(cf. Exercise 8.13). Here v is the vector (vg, . .., V,_;) Where vo+vix + -+« +v,_x" s

the unique representative of v(x) in the residue ring V of smallest degree; v? is the
corresponding vector of coefficients of the representative of v(x)? in V.

Part one of the distinct degree algorithm gives the product of all irreducible factors of
each degree {. From this partial factorization, we can easily deduce the number of irreduci-
ble factors of degree i. If all the irreducible factors of a(x) have distinct degrees, the previ-
ous method gives the complete factorization. However, when there is more than one
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Algorithm 8.8. Distinct Degree Factorization (Part 1: Partial Factorization).
procedure PartialFactorDD(a(x),q)

# Given a square-free polynomial a(x) in GF(g)[x],
# we calculate the partial distinct degree factorization
# ay(x) - ayx) of a(x).

ie—1; wx)éex; ayx)e1
while i < degree(a(x))/2 do {
w(x) < w(x)? mod a(x)
a;(x) ¢ GCD(a(x),w(x) ~x)
if a;(x) # 1 then {
a(x) « a(x)la;(x)
w(x) &« w(x) mod a(x)}
ie—i+1}
return(go(x) - + - a;_y(x)a(x)

end

irreducible factor of degree i say, there remains the problem of splitting the i-th factor, a;(x),
into its irreducible factors.

Thus suppose that @;(x) has degree greater than i. When g is odd, the method of Cantor

and Zassenhaus can again be used. Let v(x) be any polynomial. Since v(x)? — v(x) is a mul-
tiple of all irreducible polynomials of degree i, it follows that a;(x) factors as

GCD(g;(x),y (x))-GCD(g;(x),v (x)4 "2 — 1)-GCD(g;(x),v (x)4 2 + 1).

As was the case with the GCD calculations using the Cantor-Zassenhaus method in the big
prime Berlekamp algorithm, GCD(a,-(x),v(x)(q"l)’ 2~ 1) is nontrivial approximately half the
time, as long as v(x) is chosen to have degree at most 2-i — 1.

Example 8.15. Let
ax)=x®-1 e GF1)x].

Applying the first part of the distinct degree algorithm, we obtain the partial factorization
a(x) = ay(x)a(x) =& - D+ x3+ 1)

Therefore a(x) has five linear factors and five irreducible quadratic factors. To complete the
factorizations, we apply the Cantor-Zassenhaus method and obtain for our first random try
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GCD(a,(x), (x+4)° — 1) =x+ 5x + 5.
Since

ay(x) = (x2 +5x + 5)-(x3 - 5x%2-2x+ 2)
using x+8 as our next random choice gives

GCDG2 + 5x + 5, x+8)° - D=x—1,

with

2+5r+5= x-1)x-95),
and

GCD(> - 5x% - 2x +2, (x+8)° - 1) =x ~ 4,
with

P -5xt -2+ 2=(x -4 (® - x +5).
Continuing with this method we obtain
@)= -1 x-=3)x-4)x-5Cx+2).
Splitting a,(x) follows the same random pattern, with
GCD(@,(x), (x+2)° = 1) =x8 + 3% + 4x* — 2% + Sx? + d4x - 2
and
a0)= (8 + 3% + ax* - 23 + 52+ dx -2yt - 3P+ 5xP —x + 5).
To find the factors of degree 2, we try
GCD(* ~3x> + 5x2 ~x +5, +7)0 - 1) =x? 4+ 3x - 2,

and

GOD (S +3x +4x =203 +5x 2 +dx—2,(x+7)%0 — 1) = x*+ 203 +x2-5x-2.
Since

=335l —x +5=(2+3x - 2)(x* + 5x + 3)
and

XSO+ A 235 M 2 = (2 X2 - Sx = 2)(x P4 x + 1)

we have three three irreducible factors of degree 2 so far. Continuing the factorization using
x* + 23 + x - 5x - 2 we finally end up with

F43=-2) (2 +5x + N+ + 5 (P -2+ ) K +x + 1)
as our factorization for a,(x). Thus we obtain a complete factorization for ¥ =1 in

GF(11)[x].
®
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Algorithm 8.9. Distinct Degree Factorization (Part II: Splitting Factors).
procedure SplitDD(a(x),n,p™)

# We assume that a(x) is a polynomial in GF(p™),
# made up of factors all of degree n. We split a(x)
# into its complete factorization via Cantor-Zassenhaus method

if deg(a,x) <n then return({a(x)})

# each factor has degree given by:
m « deg(a(x),x)/ n
factors « {a(x)}

while SizeOf(factors) < m do {
v(x) « RandomPoly(degree=2n — 1)
if p=2 then
V() = v+ + o+ Q)
else
v(x) & v(x)9 21
g(x) « GCD(a(x),v(x))
if g(x) # 1 and g(x) # a(x) then
factors < SplitDD(g(x), n,p™) U SplitDD(a(x)/g (x),n,p™) }
return(factors)

big m-1

end

As was the case in the previous section, the non-deterministic splitting method requires
alternate methods in the case where ¢ is even, that is, when g =2" for some m. Lemma 8.2
gives a factorization of the form

x? —x=x¥"—x =Tr(x)Trx)+1)

where Tr(x) is the polynomial of degree 2™ =1 defined as in the previous section. Therefore,
for an arbitrary polynomial v(x) of degree at most 2i — 1, we have

a;(x) = GCD(q; (x), Tr (v(x)))GCD(g; (x), Tr(v(x)) + 1).
By calculating
GCD(g;(x), Tr(v(x)))

tor a random v(x) we will obtain an irreducible factor of a;(x) with a probability of

| - (l/2)”1 where r is the number of irreducible factors of a;(x).
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8.7. FACTORING POLYNOMIALS OVER THE RATIONALS

Consider now the problem of factoring a polynomial in the domain Q[x]. Multiplica-
tion by the LCM of the denominators converts this to a factorization problem in the domain
Z[x]. Let a(x) € Z[x] and let p be a prime which does not divide the leading coefficient of
a(x). Previous sections show how to factor the modular polynomial a(x) (mod p) in the
domain Z,[x]. If a(x) is irreducible in Z,[x] then a(x) is also imeducible in Z[x]. Otherwise
if a(x) =u,(x)v,(x) (mod p) is a factorization in this domain with GCD (1, (x), v,(x)) = 1,
then this pair of factors can be lifted to a possible factorization of a(x) in Z[x] using the Hen-
sel method of Chapter 6. If the u,(x) and v, (x) are irreducible in Z,[x] then a(x) can have at
most two factors in Z[x]. However, in general, this is not the case and we must determine
both the number of factors of a(x) and how to combine the lifted factors into true factors.
This process results in an exponential combinatorial problem that must somehow be
resolved.

Example 8.16. Let
a(x)=x%+11x*+121.

Factoring this polynomial in the domain Z3[x] gives
a(x) = 1 (x) ua(x)ua(x) Uy (x) us(x) ug(x) (mod 13)

where u; and u, have degree 2, and the other four factors have degree 3. This results in 37

possible distinct factor pairings which could be tried for the initial lifting process.
[

For a given prime, let D, be the set of the degrees of the factors in the pairings in the
mod p reductions. Because of symmetry we need only consider those degrees which are less

than or equal to one half the degree of the polynomial. Thus, in the case of Example 8.16,
each pairing must have at least one factor whose degree is in the set

D13={2)374757677)8}-

One method of reducing the number of combinations which need be tried when lifting
modular factors and then determining true factorizations is the modular reduction of not one,
but a number of primes. The prime with the least number of pairings would then be used in
the lifting stage. It is also possible to reduce the number of possible pairings by comparing
the degree sets of the various modular reductions.

Example 8.17. Let a(x) be the polynomial from Example 8.16. Reducing mod 23 factors
a(x) into eight irreducible factors, each of degree 2. This gives 162 possible distinct pairings
to try in the initial lifting stage, with the degree set given by

Dy={2,4,6,8)
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This implies that the possible degree set of a(x) must be in the set
D13_23 = { 2,4,6,8 }.

Therefore 12 possible pairings are eliminated from the mod 13 reduction of Example 8.16
leaving only 25 to consider. In this case the reductions mod 13 are more useful because of
the smaller number of polynomials.

[

Thus we see that reducing mod p a number of times can reduce the number of possible
pairings which need to be lifted. This is often a useful method even when there is only a sin-
gle possible pairing to choose from.

Example 8.18. Again let a(x) be the polynomial from Example 8.16. Then reduction mod 5
results in 2 factors of degree 4 and 12, respectively. Thus we have the degree set

Ds={4}.
There is only one possible pairing which needs to be lifted. Reduction mod 31 gives two fac-
tors each of degree 8 for a degree set

Dy ={8}
hence a combined degree set is given by

Ds3={},

that is, there are no possible factors of a(x).
[

Determining the number of modular reductions is commonly based on heuristics using
a measure of the average number of factors per reduction (determined from the degree of
a(x)). The modular reductions can continue until the number of reductions exceeds this
measure or until the degree analysis stops refining the degree set, whichever comes last.
Unfortunately it is also possible that degree analysis will not gain anything. Indeed there are
examples of polynomials, known as the Swinnerton-Dyer polynomials, which factor into
linear and quadratic factors for every mod p reduction. The polynomial

a(x) =x® — 40x® + 352x* - 960x? + 576
is such an example.
Let p be a particular prime which has been chosen for use with Hensel lifting. Let
a)=u{"(x) - u{O(x) (mod p)
be a factorization in Z,[x] into irreducible factors. Then for any positive integer k one can
simultaneously construct polynomials u,-(")(x) for 1 < <r satisfying
awy=u® @) - uPu) (mod p*)

and



376 Algorithms for Computer Algebra

uP)=uPx) (mod p) i=1,...,r.

Such a process is called parallel Hensel lifting [21] and some of the details were discussed at
the end of Chapter 6. Once p/‘ is larger than a bound on the size of the coefficients which
could appear in the factors, we begin the combination step to find true factors. Each such
attempt involves multiplying a set of polynomials together to form a single potential factor
and then dividing this into a(x). It is often possible to reduce the number of combinations
without doing the costly polynomial division and multipications. One such method is to con-
sider the trailing coefficients of the factors. For a given combination of factors, one can mul-
tiply the trailing coefficients together and then divide this into the trailing coefficient of a(x).
If a(x) is monic and the trailing term division is not exact then the given combination of fac-
tors can be eliminated from consideration without the polynomial operations. When a(x) is
not monic such an approach requires some modifications (see Exercise 8.21).

Example 8.19. Let
a()=x8+4x"-2x5-20° +3x* +44 3 + 22 X2 -4 x+34.

A degree analysis using the primes 3, 5,7, 11, 13, 17 and 19 yields the degree set
D35711,13,17,19 = {0, 2,4}

with p = 19 the best prime to use for the lifting step. In this case the lifting will continue
until the modulus is at least

| a(x)]..-298@®) = 4498 = 11264
which implies that a factorization be lifted to Z;g[x] = Zy303[x]. Doing this via parallel
Hensel lifting gives the factors as

u®(x) = x% +30024x — 30026, uf? (x) = x2 —30022x — 60049 ,

u§V(x) = x? — 30028x + 30026 , u® (x) = x2+30030x + 60055 .

Combining trailing coefficients, reducing mod 130321 and dividing into the trailing coeffi-
cient of a(x) reduces the number of possible factors to

P00 uf® o) and wf®0ufO0x) .
Expanding these combinations and dividing into a(x) yields the complete factorization

a() = +4 3 +6 2 +4x+2) (X -8 +242—2x+17) .

[ ]

Multivariate Polynomial Factorization
The problem of factoring a multivariate polynomial in Q[xy, . . ., x,], or equivalently in
Z[xy, ...,x,], can now be solved using the various tools which have been developed. An

overview of the method is described by the homomorphism diagram in Figure 6.2 of Chapter
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6. At the base of the homomorphism diagram is the problem of factoring a univariate poly-
nomial over a finite field, a task which has been described earlier in this chapter. The lifting
process to construct the desired factorization in the original multivariate domain can be
accomplished by the univariate and multivariate Hensel lifting algorithms developed in
Chapter 6.

Note that the polynomial may factor into more factors in an image domain than in the
original multivariate domain, and hence the issue of combining image factors arises. The
discussion above indicates how this problem would be resolved.

In order to invoke the Multivariate Hensel Lifting Algorithm (Algorithm 6.4), it will be
noted that this algorithm requires as input the list of correct multivariate leading coefficients.
Specifically, suppose that our task is to factor a(xy, . ..,x,) € Z[xy, ..., x,], x; is chosen as
the main variable, and we have determined that, modulo an evaluation homomorphism, the
polynomial factorization is

a(xy, ....x,)=u(x) - -u,lx)e Zx.

The leading coefficient of the original polynomial a(x;, . ..,x,), viewed as a polynomial in
the main variable x;, is a multivariate polynomial in the other v—1 variables, in general. The

leading coefficient problem, which was discussed in detail in Chapter 6 for the univariate
case, arises equally in the case of multivariate Hensel lifting. Namely, during Hensel lifting
the leading coefficients of the factors may not be updated properly. However, in the same
manner as was discussed for the univariate case, if we can specify the correct leading coeffi-
cients then by forcing the correct leading coefficient onto each factor, the factors will be
lifted properly. This is what Algorithm 6.4 does, hence why the list of correct leading coeffi-
cients is required as input to that algorithm.

How can we determine the list of correct leading coefficients for the factors? A method
for this was presented by Wang [20] as follows. Suppose that the original polynomial is of
degree d in x; and let

a(ey, ..., %) =g, ..., x)xf+- .
We first factor the leading coefficient a4(x,, . . ., x,), which implies a recursive invocation
of our multivariate factorization algorithm. The problem now is to correctly distribute the
factors of the leading coefficient to the polynomial factors uy(x(),..., u,(x;). Wang’s
suggestion is that when choosing the set of evaluation points o, ..., o, € Z for the vari-
ables x,, . .., x,, ensure that the following three conditions hold:
b ay(oy,. .., o) does not vanish;
2) alxq,0,,...,o,) has no multiple factors;
1) each factor of the leading coefficient a (x,, ..., x,), when evaluated at ., ..., o,

has a prime number factor which is not contained in the evaluations of the other factors.
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The third condition above allows us to identify the comrect leading coefficients as fol-
lows. Namely, factor the leading coefficients of each image factor

Ui(xy), - - ., U,(xp) € Zixy).

The multivariate leading coefficient a4(0;, .. ., o), when evaluated, is an integer whose
factors make up the leading coefficients of the u;(x;). By using the identifying primes of

condition (3) and checking which of the multivariate factors of the leading coefficient
ay(xy, ..., x,), when evaluated, is divisible by each identifying prime, we can attach the

correct multivariate leading coefficient to each factor u;(x;), ..., u,(x;). Algorithm 6.4 can

then be invoked to lift the univariate factors up to multivariate factors.

8.8. FACTORING POLYNOMIALS OVER ALGEBRAIC NUMBER FIELDS

Given the information of the previous sections along with the concepts of Chapter 6, we
are now in a position to factor any polynomial over Q[x]. While this is the most common
domain for factoring, the algorithms for symbolic integration (cf. Chapter 11) require that we
be able to factor polynomials having coefficients from an algebraic number field.

There are several algorithms for factoring polynomials over algebraic number fields.
We choose to present an algorithm due to Trager[17]. This in turn is a variation of an algo-
rithm originally due to Kronecker (cf. van der Waerden[18]).

Preliminary Definitions

An algebraic number field can be specified by F[x}/<m(x)> where F is a field and m(x)
is an irreducible polynomial over Fx]. If a is a root of m(x) (in a larger field containing F)
and m(x) is of degree n then we have the isomorphism

Flxl/<m(x)> =F(a)
={[fo+fi0+ - +foy 0" }:f;€ F}.

Example 8.20. If F = Q and m(x) = xZ — 2, then

Qlxl/<x?-2>=Q(2)={a+b\2: a,b € Q}
with addition and multiplication given by

(@+bV2)+ (c +dV2)=(a +c) + (b + d)V2,

(@ +bV2) - (¢ + dV2) = (ac + 2bd) + (ad + bc)V2.
®

Let m(x) be the unique, monic minimal polynomial of o over F. The conjugates of o
over F are the remaining distinct roots of m(x) : &y, O, . . ., @,. Thus, for example, —V2 is

the conjugate of V2 over Q. If B e F(a) is represented by
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B=fo+fia+ - +fpya
then the conjugates of B are §,, . .., B, where B; is represented by
Bi=fo+fio+ - +fp o/

Note that conjugation induces a series of isomorphisms
o;: F(o) > F(o;) where o;(B) = B;.

Fundamental to computations involving algebraic numbers is

Theorem 8.15. Anelement B € F(a, ..., &) is in F if and only if it is invariant under all
permutations of the o;.

Proof: By the fundamental theorem of symmetric functions (cf. Herstein [5]), B can be
uniquely expressed in terms of the elementary symmetric functions of &, . .., a,,. Thesein

turn are expressed in terms of the coefficients of the minimal polynomial which lie in F. The

result follows directly.
®

For polynomial factorization over an algebraic number field we rely heavily on the
Norm function defined as

Norm(B)=B-B, - -- B,

that is, the Norm of an element B is the product of all its conjugates. It is not hard to prove
that Norm(p) is invariant under conjugation for any B, and hence Norm is a function

Norm: F(a) > F.

The norm also has an alternate definition in terms of resultants. If g(x) is monic then we
show in Chapter 9 (cf. Theorem 9.3) that (up to sign differences)

res,(p.g)= [] p&).

x:q(x)=0
Therefore, for any P represented by a polynomial b (ct) we have
Norm (B) =res (b (x),m(x))
where b, m are considered as polynomials in x. We can extend the definition of Norm to

include polynomials over F(at). Let p € F(ax)[z]. Then we can consider p as a bivariate
polynomial in the variables o and z. We define

Norm (p) =res,(p(x,z), m(x))

which results in a polynomial in F[z]. We note that a similar approach extends the Norm to
multivariate polynomials over F(c).

A fundamental property of the Norm function is
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Norm(b-c) = Norm(b)-Norm(c).

Thus any polynomial a(z) which factors in F(a)[z] will result in a factorization of Norm(a)
in F[z]. Trager’s algorithm proceeds by reversing this procedure, that is, by first factoring
Norm(a) and then lifting the factors from F[z] to factors of a(z) in F(a)[z].

In order to proceed with this approach, we first need to recognize when a given
a(z) € F(a)[z] is irreducible. To this end we have

Theorem 8.16. Suppose a(z) € F(o)[z] is irreducible over F(a). Then Norm(a) is a power
of an irreducible polynomial over F.

Proof: Suppose Norm(a) = b(z)-c(z) where b(z), c(z) are relatively prime polynomials
from F[z]. The polynomial a(z) must divide one of b(z) or ¢(z) in F(a)[z], say b(z) (since
a(z) divides Norm(a) in F(ar)[z] and a(z) is irreducible in this domain). Thus

b(z)=a(z)d(z)

with d(z) € F(a)[z] and relatively prime to a(z). Taking conjngates gives
b(z) = 0;(a(z))-0;(d(2))

hence 6;(a(z)) is a factor of b(z) for all i. But then

Norm(a) =11 o;(a) | b(z)

so ¢(z) = 1. This implies Norm (a) = b(z) and b(z) must either be irreducible or a power of

an irreducible element.
[

Theorem 8.16 implies that, if our original polynomial a(z) € F(a)[z] has the property
that Norm(a) is a square-free polynomial in F[z] then a(z) will be irreducible if and only if
Norm(a) is irreducible. Similarly, if a(z) factors in F(ot)[z] as

a@@y=a(z) - a(z) (8.43)
with each a;(z) irreducible in F(a)[z], then

Norm(a) = Norm(a;)-Norm(a,) * - - Norm(a;) (8.44)
with each Norm(g;) an irreducible polynomial. When Norm(a) is square-free it can not hap-

pen that Norm(g;) = Norm(a;) for some | # j since this would result in a repeated factor in

Norm(a). In particular there will be a one to one correspondence between the factors of a(z)
over F(o) and the factors of Norm(a) over F. The converse of this is given by
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Theorem 8.17. Let a(z) be a polynomial in F(a)[z] with the property that Norm(a) is
square-free. Let p1(z), . . ., Px(z) be a complete factorization of Norm(a) over F[z]. Then

k
a(z)= l_'ll GCD(a(2), pi(2))

is a complete factorization of a(z) over F(o)[z].

Proof: Suppose (8.43) is a complete factorization of a(z) in F(ot)[z] so that (8.44) is a
factorization of Norm(a). Thus, for each i, we have

pi(z) = Norm(a;) (8.45)

for some j. Since Norm(a) is square-free it cannot happen that Norm(a ;) = Norm(ay,) for
some h # j.

We claim that if a;(z) and p;(z) are related by (8.45), then
a;(z) =GCD(a(2),p;(z)) (8.46)

where the GCD is taken over the domain F(a)[z]. By (8.43), (8.45) and the definition of
Norm we see that a 5(2) divides both a(z) and p;(z) in F(a)[z]. The existence of a larger divi-

sor is equivalent to an a,(z) dividing both a(z) and p;(z) in F(o)[z] for some h # j. Since
a,,(z) divides p;(z), we have that

Norm(a,) | Norm(p;) . (8.47)
Since p;(z) € Flz], we have
Norm(p;) = p;(z)". (8.48)

Since Norm(a,,) is irreducible, equations (8.47) and (8.48) imply that Norm(a,) = p;(z), a

contradiction when 4 # j. Thus (8.46) holds and our proof is complete
[

Thus, in the case where Norm(a) is square-free, we can factor a(z) by following the
arrows

F(o)[z] F(a)[z]
Norm GCD

Flz] Factor Flz]
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For a given a(z) € F(a)[z] we can use the previous sections of this chapter to reduce
the factoring problem to one where a(z) is already square-free. However the results of this
section require, in addition, that Norm(a) be square-free. We accomplish this by finding
some s in F such that b(z) = a(z + s-@) is square-free. The polynomial b(z) is then factored
using the previous approach into

b(z) = by(z) - - - by(z).
A factorization for a(z) is then given by
a(z)y=ay(z) -+ ap(z) where a;(z)=bi(z—s" o).

That there always exists an s such that a(z + s-a) is square-free follows from

Theorem 8.18. Let a(z) be a square-free polynomial in F(a)[z]. Then Norm(a(z — s-o)) is
square-free except for a finite set of s € F.

Proof: Let
r .
Norm(a) = T1 p;(z)’
i=1
be the square-free factorization of Norm(a) in F[z]. Since a(z) is square-free and divides
Norm(a), it will also divide the square-free polynomial
p@)=py(2) - p,(2).
Notice that p(z) € F[z].
Let the roots of p(z) be B ,..., By so that p(z) =TI (z — B;). Since p(z) is square-free, all
13
the B; are distinct. For any s € F we have

¢(z) = Norm(p(z — s0) = [1 11 (z — (s°0t; + B;)) -
Joi

The polynomial ¢ (z) € F[z] can have a multiple root in F if and only if
S‘(lj + Bi =5, + Bv
for some j, i, u, v, that is, if and only if

Bv _Bi

o -0y
Thus, for all but a finite number of s € F, we have
Norm(a(z —x')) | p(z =s'0) | ¢5(2)
with c,(z) a polynomial in F[z] with no multiple roots. In these cases a,(z) =a(z —s o) is a

polynomial in F(c)[z] having a square-free norm.
®
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The algorithm for polynomial factorization over an algebraic number field is then given
by Algorithm 8.10.

Algorithm 8.10. Factorization over Algebraic Number Fields.
procedure AlgebraicFactorization(a(z), m(x), o)

# Given a square-free polynomial a(z) € F(o)[z], &
# an algebraic number with minimal polynomial 7(x)
# of degree n, we factor . We considera as

# a bivariate polynomial in o and z.

# Find s such that Norm (a,(2)) is square-free

s & 0; ag(0,2) « a(o,z)

Norm(a,) ¢ res,(m(x),as;(x,2))

while deg( GCD(Norm(a,), Norm(a,)") ) # 0 do {
ses+1a(0z) «aga,z—o)
Norm(a,) ¢ res,(m(x),a:(x,2))}

# Factor Norm(a,) in F[z] and lift results to F(a)[z].
b « factors(Norm(a,))

if SizeOf(b)=1 then return (a(z))
else
foreach g;(z) € b do {

a,(0,2) « GCD (a;(2), a,(a,2))
a;(0,2) « a;(o,z+sa)
substitute(a;(z) « a;(a,2), b) }

return (b)

end

Example 8.21. Let

)=+ +R+a-0)2+ (1 +a?-200)z-2€ Q)

where o = 3%, Then the minimal polynomial for o is m(x) =x* -3 and the norm of au(z) is

given by

Norm(ay(z)) = res, (f,(z).m(x))
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=216 4 4215 + 14714 + 32213 + 47212 + 92211 4+ 66210 + 1207°
— 5028 = 2477 -1322° — 4025- 52z* — 6423 — 6422 — 32z + 16,

It is easy to check that this norm is squarefree over Q[z]. Factoring the norm over Q[z], we
obtain

Norm(f(2)) = g(z)h(2)
where
g(@) =28 +427 + 1025+ 162° - 22 - 823 - 202 -8z +4
and
hz)=28+428 + 974 + 422 +4,
Taking GCD’s in the domain Q(a)[z], we obtain
GCD(fo(2),g (@) =22+ (1 —a)z + (1 — a?)
and
GCD(fo(2),h(2)) = 2% + az + (1 + &),
Thus the factorization of f(z) over Q(a)[z] is
fl@)=(2+ Q0 -z +(1-09))(2+0z+(1+0?).
[ ]

Algorithm 8.10 has drawbacks in that, although the algorithm maps down to simpler
domains to perform its factoring, the resulting polynomials grow quickly both in degree and
coefficient size. Obtaining efficient algonthms for factoring polynomials over algebraic
number fields is an active area of current research.

Exercises

1. Show that the derivative of a polynomial satisfies linearity, the product rule, the power
rule, and the chain rule.

2. Calculate the square-free factorization of

rt e 28+ T+ v+ P+ P+ 2 + 1 € ZIx).

3. Calculate the square-free factorization of

i +x3+x%+1 € Z,[x].
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10.

Let a(x) be given symbolically by
a=A-B*C%D™
where A, B, C, and D are all irreducible polynomials. Apply Algorithm 8.2 to a to

obtain its square-free factorization.

Show that the running time of Algorithm 8.2 is at most twice the running time required
to calculate GCD(a(x),a’(x)).

Generalize Algorithm 8.2 to work for polynomials defined over a Galois field. Apply
your algorithm to the symbolic polynomial from Exercise 2 considered as a polynomial

over Z,[x].

Let L be in triangular idempotent form. Show that LZ=L.

Determine a basis for the set { v: v-M =0 } where

00000000
01100000
00101000
00010010

M=11 90010010
10111000
00101101

11001 101)]

and where the coefficient arithmetic is in Z,.

Factor the polynomial a(x) =xP-1e Z,[x] using Berlekamp’s algorithm.

5

Let a(x)=x10+x6=x +x3+x%+1 Z,[x]. Factor a(x) using Berlekamp’s algo-

rithm,

Factor the polynomial

9 5

D D N L S A i
over Z,[x].

How many factors does a(x) =x'+1¢e Zp [x] have when

(@ p=27

by p=1 mod 8?

(¢) p=3 mod §?
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(d p=5 mod 8?

13. Let a(x) be a polynomial of degree n and Q the matrix whose i-th row is the com-

, n— )
ponents of x*Y mod a(x). Letv(x)= )=:0 vyxlandv=(vg, ..., V,). Show that
J

v-0=v? mod a(x)

where vi=(v{,..., vi).

14. Let a(x) be an irreducible polynomial in GF(g)[x] and let O be its matrix as given in
Exercise 13. Show that the characteristic polynomial of Q is given by

detx I -0)=x"~1.

Generalize this to the case where a(x) is reducible.

15. Specify an algorithm which implements BinaryPoweringFormQ, that is, the procedure
for generating the QO matrix via binary powering.

16. Leta(x) e GF(g)[x] and v(x) € W where W is the subspace (8.15). Show that
m,(x) =res,(v(2),a(z) — x)

where m, (x) is the minimal polynomial of v (x) (cf. Theorem 8.10) and where the resul-

tant of the two polynomials is with respect to the z variable. Verify this in the case of
Example 8.11.

17. Using the distinct degree method, factor the polynomial
a@)=xd +xT + 20 +30 + 3t + 30 P+ 2 + 1
(@) over GF(7),
(b) over GF(19),
(c) over GF(23).

4

18. 'What is the complete factorization in Q[x] of a(x) = O+xtexatrx 429

19. What is the cost of determining if a(x) € GF(q)[x] is irreducible if
(a) we use Berlekamp’s algorithm?
(b) we use the big prime Berlekamp algorithm?
(c) we use the distinct degree method.

20. Let g =p* be a power of a prime p. The trace polynomial Tr(x) can be defined over
more general Galois fields GF(g™) by
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21.

22.

23.

24.

Trix)=x +x? +xT 4+ x
(a) Forv,w e GF(¢™), prove that Tr(v + w) =Tr(v) + Tr(w).
(b) For ¢ € GF(q), v € GF(g™), prove that Tr(c-v)= ¢ Tr(y).
(¢) Forv e GF(g™), prove that Tr(v) € GF(g).
(d) Prove that
X —x= II @Trix)-s).
s € GF(q)

Suppose a(x) € Q[x] is not monic. What modifications are required when using trail-
ing coefficients to determine potential factors as suggested for the combination step in
Section 8.77

Use Algorithm 8.10 to factor the polynomial
x*=-2
considered as a polynomial over Q(+2, V-1). You should find that you need to factor
the polynomial
x16 - 8x'% 4 52x12 - 264x1% + 3078x8 - 5112x° - 6668x* + 8968x7 + 12769
over Q[x].
This question determines an easy way to find, for each B € F(at), o algebraic over F, the
minimal polynomial m(x) for B.
(a) For B € F(a), let b(x) = Norm(x — B). Show that b(x) = mﬁ(x)" for some integer
k.
(b) Using part (a), determine mg(x).

Specify an algorithm which determines the splitting field of a polynomial over Q[x].
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CHAPTER 9

SOLVING SYSTEMS OF EQUATIONS

9.1. INTRODUCTION

In this chapter we consider the classical problem of solving (exactly) a system of alge-
braic equations over a field F. This problem, along with the related problem of solving sin-
gle univariate equations, was the fundamental concern of algebra until the beginning of the
““modern’’ era (roughly, in the nineteenth century); it remains today an important,
widespread concern in mathematics, science and engineering. Although considerable effort
has been devoted to developing methods for numerical solution of equations, the develop-
ment of exact methods is also well motivated. Obviously, exact methods avoid the issues of
conditioning and stability. Moreover, in the case of nonlinear systems, numerical methods
cannot guarantee that all solutions will be found (or prove that none exist). Finally, many
systems which arise in practice contain ‘‘free’” parameters and hence must be solved over
non-numerical domains.

We first consider the solution of linear systems. In the present context of exact compu-
tation, it is often desirable to imagine the coefficient domain as the quotient field of an
integral domain and to organize algorithms so that most of the computation is performed in
the integral domain. This aim is motivated by the fact that systems with either rational
number or rational function coefficients are arguably most common in practice; and, any sys-
tem with rational coefficients may be written in terms of integer or integral polynomial coef-
ficients. We therefore develop variants of Gaussian elimination which exploit this view. We
then briefly describe a number of other approaches which appear in the literature. Each of
the methods discussed may also be applied to the computation of determinants. Familiarity
with all of the relevant results of (basic) linear algebra is assumed.

Finally, we discuss the more difficult problem of solving systems of nonlinear equa-
tions. This topic is usually covered briefly in basic algebra courses; but, inevitably one
cncounters only simple systems which may be solved by a combination of substitution, fac-
torization and the known formulae for univariate equations. Although these techniques are
extremely useful, the general solution requires a more robust approach. We present a method
for nonlinear elimination using the polynomial resultant defined in Chapter 7. It will be use-
tul, for this and later chapters, to develop the theory of resultants and discuss algorithms for
their computation. We take the view that the roots of a single polynomial equation are
known (although computation with them requires the theory of algebraic extension fields),
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and therefore that the reduction of a system to a single equation constitutes a solution. It
should be pointed out that the technique described here is by no means the only method for
solving nonlinear equations. A more recent (but still ‘‘classical’’) approach, which uses a
generalized resultant due to Macaulay, is the basis for methods described by Lazard [11] and
Canny et al. [5]. (See also the extensive references of the latter.) In Chapter 10, we describe
a more modern technique using the theory of Grobner bases for polynomial ideals.

9.2. LINEAR EQUATIONS AND GAUSSIAN ELIMINATION
Let us consider a linear system of equations over an integral domain D, written
Ax = b, O.D

where A is an m X n matrix with entries a;, X = [xg,-.., x,,]T, and b=1[by,... ,bm]T. As is
typical in such discussions, we immediately restrict our attention to the case where 4 is a
square (n xn) matrix; extensions to other cases will be evident later on. It is well known
from linear algebra that the solutions of (9.1) (or a proof that there are none) may be com-
puted by reducing the augmented matrix

AO=[gM=[A|b], 1<i<n, 1<j<n+l,
where a,{ﬁll =b;, 1 i < n, to upper echelon form using Gaussian elimination. That is, we
apply a series of transformations to A©:

A® 5 4 5 ... 5 400D

such that (when A is nonsingular) the first n columns of A®™ form an upper-triangular
matrix, and the solutions of (9.1) are precisely those of

AP [_T] =0.

We assume for now that no diagonal entry in the above is zero. (Again, this may be relaxed
at a later point by adding a ‘‘pivoting’” strategy to our algorithms.) The best known formula
for the above transformation is the ordinary Gaussian elimination formula: compute the
entries of A®) by

k1)

a.

al) = a,-}"‘”—%ak(f‘l), k+1<i<n k+l Sj<n+l, 9.2)
akk_ )

which is applied for & = 1, 2,..., n—1. We adopt the convention that the elements a,")

(k+1 <! <n) are assumed to be zero at the end of step &, and all other elements not explicitly
updated remain unchanged. Using standard terminology, at step k the element gf ™ is

called the pivot element and row k is called the pivot row.
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Example 9.1. Consider the linear system:
3x1+4x2_ZX3+ X4 =—2,
xl—x2+ZX3+ZX4 = 7,

2,

4x) — 3x, + 4x3 — 3xy4

1.

-x; + x2+6x3 — Xy

The sequence of transformations of the augmented matrix given by the ordinary Gaussian
elimination formula (9.2) is:

34 2 1 =2
3 4 2 122 0 18 5 B
o -1 2 27 o 33 3 3
AT = 3 4 3 20047 2520 13 o1l
e Ce
L"??‘? 3
34 2 1 -2 34 2 1 =2
7 8 5 23 7 8 5 23
0-3 3 3 3 0-3 3 3 3

AD = CA® =
0 0 -2 12 159 |» 0 0 -2 _12 _159
7 7 7 7 7 7
00 8 1 8 L00 0 _%_LZ_S.

Note that if D is not a field, the update formula (9.2) produces fractions as in the above
example: when a,}o) € D, we have a,-J("? € Fp for £ > 0. In principle, this is inconsequential
since the solutions to the given system lie in the quotient field anyway. However, the (hid-
den) cost of reducing these fractions to lowest terms via GCD computations is a significant
one. This is particularly important if the coefficients happen to be rational functions. 1t is
therefore desirable to delay the forming of quotients as far as possible.

If we assume that d = det(A) # 0, we know from Cramer’s rule that the solutions of
(9.1) can be expressed in the form

* .
where x; is given by
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an Gy - Qi by Ay @y,

x'=det|. . . . . . . . |=@%),. 9.3)

Lanl a4, - an,i-l bn an,i+1 o Gpp

Clearly it is possible to compute the solutions almost entirely within D. In asymptotic terms,
however, computing determinants directly (i.e. from cofactor expansions) would seem rela-
tively inefficient since it requires O(n!) operations compared to O(n®) for Gaussian elimina-
tion (cf. Exercise 9.6). Nonetheless, the above concept remains a valid one; we therefore
wish to describe variants of the classical scheme (9.2) which compute the quantities x,-‘, d
(entirely within D) more efficiently. The basic concepts of so-called ‘‘fraction-free’’ Gaus-
sian elimination were presented by Bareiss [1] in the context of the integral domain Z. Later
Bareiss [2] extended these ideas to a general integral domain. (Such a generalization was also
presented by Lipson [12].)

The simplest means of avoiding fractions during elimination is to simply clear the
denominator of (9.2); this yields the division-free elimination formula:

(] k-1) (k- k-1) (k-1
af = afValV - af VafD, 94
k+1<i<n, k+1<j<n+l,

fork=1,2,...,n-1.

Example 9.2. Consider the linear system of Example 9.1. The sequence of transformations
of the augmented matrix given by the division-free Gaussian elimination formula (9.4) is:

3 4 2 122 3 42 1-2
o 22 7 fo 78 sa3f
43 4-3 2 0 =25 20 =13 14]°
11 6 -1 1 {0 716 2 1
34 2 1 -2 3420 1 22
o |07 8 s B 078 5 2
00 60 216 477 | 00 60 216 477
0 0 —168 =21 —168 0 0 0 35028 70056

[ ]

We see that while the update formula (9.4) avoids producing fractions, the growth in

the size of the integers involved is explosive. 1t is easy to show that if the entries a,}m are &
digit integers, the entries a,§") may contain 28 digits. Hence, the computing time for the

division-free scheme is typically worse than for the ordinary Gaussian elimination scheme.
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9.3. FRACTION-FREE GAUSSIAN ELIMINATION

It is useful to consider the formulas (9.2), (9.4) as analogous to the Euclidean algorithm
and Euclidean PRS, respectively, of Chapter 7. Clearly, it is possible to reduce the coeffi-
cients of (9.4) in the manner of the primitive PRS, by computing

GCD@Rors aBoas -5 @)
for each k+1 < i < n, at each stage. This, however, still requires many GCD subcomputa-
tions. Fortunately (as with the reduced PRS algorithm) it is possible to divide the results of

(9.4) by a previous pivot element within the integral domain D. To see how this is possible,
suppose that

AQ = pqr .s

After two iterations of the division-free formula (9.4) we obtain

[ b c d
0 (af-be) (ag—ce) ... (ah—de)
AW = o (aq-bp) (ar—cp) ... (as—dp) |;

and then
[a b c d ]
0 (af-be) (ag—ce) - (ah—de)
AD = 0 0 (azfr—azgq—aber .. (a%s —azqh—abes
+abgp+aceq—acfp) +abhp+adeq—adfp)
10 0

Notice that the entries of the third row (and all following rows) of A® are divisible by the
pivota = al(?). Therefore the entries of the altered rows of A® may be divided by a (within
13) before proceeding with the elimination. After another iteration, we would find that the
(altered) rows of A® are divisible by az(%) =af —be. In fact, such divisions are possible all

through the elimination process. Formally, this is expressed as the (single-step) fraction-free
climination scheme:
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a§h =1, [aij(O)] = AOQ, 9.5)
aiﬁk) = (ak(f'l) aij(k_l) - ak(}‘_l) a,-ik‘l))/ak(ffi)_l , (9.6)
k+t1<i<n, k+1<j<n+l,

fork=1,2,..., n—1 which, according to Bareiss, was known to Jordan.

Example 9.3. For the linear system of Example 9.1, the sequence of transformations of the
augmented matrix given by the fraction-free formulas (9.5), (9.6) is:

3 4-2 1-2 3 4 2 1 22
o |1t 22 o7 8 s )
4-3 4-3 2 0 -25 20 —13 14 |’
11 6-1 1 0 7 16 =2 1
34 2 1 22 3 42 1 22
0-7 8 5 23 0-78 5 23
AD = 402
00 20 72159 002 72 159
0 0 —56 7 —56 0 0 0 -55 1112

It can be shown that the divisor used in (9.6) is the largest possible such divisor. If the
entries a,fo) are polynomials of degree 8, then the degrees of the entries a,-j(k) are bounded by

(k+1)8. (A similar result holds when the coefficients are integers; see Exercise 9.1.) Since
the entry a{") produced in the above method is det(A) (see Theorem 9.1 below), we have a

polynomial-time determinant algorithm, Moreover, with the addition of an analogous
fraction-free ‘‘back-solving’’ scheme we will have a complete solving algorithm. However,
we postpone discussion of these details. Instead, we will prove (following Bareiss [2]) that
the exact division in (9.6) always works; in so doing, a worthwhile improvement to this for-
mula follows.

Let us now define elements a,-j(k) as subdeterminants of A© by
ao(al) =1, [ai§0)] = A(O), .7)

ay agp .. ay alj
dy Ay ... Ay azj
af? =det | .. . oo, 9.8)

Apy Ay ... Ay akj

a;y iy ... Ay aij

k+1<i<n, k+l1<j<n+l,



9. Solving Systems of Equations 395

for 1 < k < n. (The relationship with our previous use of “aij(k)” will soon become clearer.)

We then have the following:

Theorem 9.1 (Sylvester’s Identity). For a{") defined in (9.7) - (9.8) we have

at(ﬂ,m at(ﬁ,n
det(A) [af O =det | .. .. . 9.9)
ey o af)

for1 <l<n-1.
Proof: Partition and factor the matrix A as
Ay A JAn O [T AfAy
As L21 An ] T A 1|0 Ap-AnATAL |’
where A is a nonsingular k X k matrix. Then
det(A) = det(A;;) det(A,; — AyAfALp)
in fact, since the last determinant on the right hand side is of order n—k,
det(A1)""! det(A) = det(det(A11) Ay ~ AyAiT An)) -

Since Ajj -det(A;;) = A%Y , we also have, fork < i <nandk<j<n,

ko ok
det(A1) (A — AgAfT'A) = detA)la; — Xa;, X (A et ]

r=1 s=1

ok
det(A1Da; ~ X.a;; Y Aqdy

r=1 s=1

»

= a4k
= o

where A-s, is the cofactor of (Aqy),. (The last line follows by expanding the determinant

(9.8) along the last row from right to left.) Then (9.9) follows by taking determinants of both
sides. It is noted by Bareiss [1] that this holds even when A is singular.

[
If Theorem 9.1 is applied to (9.8) (i.e. view aij(k) as a determinant), we obtain
! ! !
al(+)1,l+1 al(+)1,k al(+%,j
aPlaf O = der| 5 ©.10)
v Ay - af off

[ [ !
alihy . aff ”.f)
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for 1 <! <k-1. Hence the right hand side above is divisible by the factor [a,ﬁ’_l)]k". If we
let I = k-1 in the above, we obtain

k— -
4D gD

1
———det | gty _aen s ©.11)
a3, af™ aft

af®) =

which is precisely (9.6)! This correspondence is made clearer by the observations that
af™ =0, j<k
(since the corresponding determinant has two identical columns), and

al™D = det(A).

The former means that the transformed (augmented) matrix may be written

o o 0 ©

o a® .. .. aQ a9,
1

af) .. .. oaf) afl,

Al = 9.12)

af™ .. alD gl

(n-1) ,(n-1
Ann Qn st |

where the entries not shown are zero. Then, it can be shown that the solutions of the system
with augmented matrix (9.12) are precisely those of (9.1), in the form

n
Eak(jk_l)x; = det(A) ak(ﬁ;l
Jj=1
fork=1,2,..., nwhere X" = det(A)X; this corresponds to the adjoint form of (9.1),
Ax" = det(A)b. (9.13)

(See Exercise 9.2.) Bareiss [1] describes how (9.10) may be used to derive fraction-free
schemes which eliminate over k—! columns at once. Of particular interest is the formula
obtained by setting [ = k—2:
k-2 k=2 )
ak(—l,k)—l ak(—l,k) ak(fl,j)
aft) = —2—det | gD oD ol

T T k3 12
lax2% 5]
: k-2 k-2 -2
ai(,k-l) a,& )ai,(k )

It turns out that the quantity ak(ffk)_z divides all of the cofactors of ak(ff?, aks-k‘z), a,-}k_z). in

the above. This follows for a,ﬁk"z) by (9.11), and for the others because row/column inter-

changes (which could make them corner elements) would not affect the value of the deter-
minant except possibly in sign. Hence, we have the two-step fraction-free scheme:
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ak =1, [a”=4D, 9.14)
o2 =@, ™ - ¥R a1, (9.15)
P =@ al) - ol af ) 1al5,, ©9.16)

c§=@fR ot - af P a0l ©.17)

aék) =2 a ék—z) +efkD g k(f'Z) ) algfizj)) /a 1552313 - (9.18)

fork+1 <i <n, k+1 <j <n+l;
af D =cf?, (9.19)

aff V=aP = @421 aff™ - a7 o105}, (9.20)

fork+1</<n+1,

which we apply fork=2,4,...,2 l"z;lJ

We note that when n is even, the last elimination is performed by the single-step method. In
effect, the formulas (9.14) - (9.20) are obtained by applying the single-step scheme to itself.
This causes some terms to cancel, and thus results in fewer computations (Exercise 9.4).

Example 94. For the system of the previous example, the augmented matrix transforms
according to the two-step scheme as follows:

(3 42 12 34 2 1 2
o |1tz 27| o 8 s a3l
4-3 4-3 2 00 2072159

-1 1 6-1 1 0 0 =56 =7 -56

3 4-2 1 -2
0-7 8 5 23
0 020 72 159
0 0 0 -556 -1112

A=

Analyses of the relative efficiency of the one and two-step methods by Bareiss [2] and Lip-
son [12] (for the cases of integer and multivariate polynomial coefficients, respectively)
show that the latter is about 50% faster asymptotically.

We remark that in practice, some pivoting (i.e. row interchanges) may be necessary in

the course of any of the single-step schemes (when ak(f‘l) = 0) or the two-step scheme (when
cgk D= ak(f’” =0). In the latter case, for example, it is necessary to switch one (or both) of
the “‘active”” rows (k—1, k) with later rows of A%2 until qﬁ"'Z) # (. (Note that we also

Tequire ”k(kl ‘;) 1 20.) Such an exchange will be impossible it det(A) = 0; but, it is often possi-
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ble to continue elimination from a later column (e.g. for a homogeneous system). We also
mention that when the entries of A®) are not of uniform size, it may be worthwhile to inter-
change rows in order to obtain a smaller pivot for the next step. A version of the single-step
fraction-free scheme (which doubles as a determinant algorithm) is presented as Algorithm
9.1. We leave the task of justifying the extension to general m X n matrices as an exercise for
the reader.

Algorithm 9.1. Fraction-Free Gaussian Elimination.
procedure FractionFreeElim(A)

# Given an m X n matrix A (with entries a;),

# reduce it to upper echelon form via formulas (9.5), (9.6).
sign < 1; divisore—1; re1

# Eliminate below row r, with pivot in column k.

for k from 1 to n while r <m do {

# Find a nonzero pivot.
for p from r to m while ap, =0 do {}
if p <m then {

# Pivot is in row p, so switch rows p and r.

for j from k to n do { interchange ay; and a,; }

# Keep track of sign changes due to row exchange.
if r # p then sign « —sign
for i from r+1 tom do {
for j from k+1 to n do {
a;; < (ay a;; — a,; ag )/ divisor )
a, <0}

divisore—a,; r—r+1 } }

# Optionally, compute the determinant for square
# or augmented matrices.

if r =m + 1 then det « sign-divisor else det « 0
return(A)
end
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It also turns out that fraction-free back-solving is possible. Since we know that x'eD
for each x,-* in (9.13), and that the x,-* are determined by (9.12), we have

X, = aly, ©.21)

n
X = @SV alN - F afaiafD, 022)
Jj=k+1

fork=n-1,n-2,..., 1.

Example 9.5. In Example 9.4 we computed the matrix

34 -2 1 -2

0-78 5 23
A® =

0 0 20 72 159

0 0 0 -556 -1112

Then det(4) = ap) = —556, and according to (9.21) and (9.22) we have

x; =-1112, x5 =417, x; =556, x{ =-278.

Therefore the solutions to the (original) linear system of Example 9.1 are
1

Xy =7 xZ=—l, X3=—,

) 4 .X4=2.

Bareiss [1] develops back-solving strategies (for both the one and two-step schemes) which
proceed, in effect, by applying the respective elimination schemes to the rows of ALY,

Once an upper echelon form of the augmented matrix is known, it is easily determined
whether the associated linear system is inconsistent, under-determined or uniquely deter-
mined. The details of formulating the ‘‘solution’’ procedure in the latter cases is left as a
(straightforward) exercise.

9.4. ALTERNATIVE METHODS FOR SOLVING LINEAR EQUATIONS

The algorithms for fraction-free Gaussian elimination described in the previous section
should be considered reasonably good ones, since their asymptotic complexity is polynomial
of low order. And (once the rather complicated derivations are complete) they are fairly sim-
ple to implement. However, a variety of other possible algorithms exist. These methods
deserve mention not just out of completeness, but because some of them may be particularly
well-suited to certain types of problems.

It is fairly easy to see that our fraction-free elimination methods will be less efficient
for problems with multivariate polynomial coefficients than for ones with integer or univari-
ate coefficients. This is due to the growth which occurs when, for example, the products are
tormed in an elimination step (9.6) (t.e. before division by a previous pivot), Given two
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univariate polynomials with s, ¢ terms, their product has at most s +¢ terms. However, if
such polynomials are multivariate the product may contain as many as s+t terms. Therefore
an elimination such as the single- (or double-) step fraction-free scheme is prone to some
intermediate expression swell.

Minor Expansion

As pointed out in the previous section, when a unique solution to (9.1) exists it may be
computed via Cramer’s rule in terms of determinants. Typically, one imagines a determinant
in terms of the cofactor definition:

det(A)

Z’I:a,-jA'ij, forany 1<i<n,
j=1
n -

= Zaiinj’ foranyl<j<n,

i=1

where /f,-j is the cofactor of a;;. These are referred to as minor expansions since each cofactor
is, in turn, defined as A; = (=)™ det(M;;) where M; is the (i, j) minor of matrix A. The
evaluation of a determinant in this form requires O(n!) multiplications, i.e. exponential com-
puting time (even when such a scheme is implemented efficiently, i.e. there are no redundant
computations of sub-determinants). As such, this may be considered a poor algorithm in
view of the results of the previous section. However, the reader should be aware that in many
instances sub-optimal algorithms may outperform optimal (or merely ‘‘better’, in terms of
asymptotic complexity) ones. A surprising case study by Gentleman and Johnson [§] pro-
vides evidence of this in the present context. Their analysis compared the computing time
requirements for the single-step, fraction-free elimination scheme and the minor expansion
method, applied to the computation of determinants of dense matrices with polynomial
entries. They found (using particular computational models) that when the matrix entries are
dense univariate polynomials with # terms, the minor expansion method is superior unless:

@ n=6,t>1; (b) n=7,t>3;, (c) n=8.

Further, when the matrix entries are (totally) sparse multivariate polynomials the minor
expansion method always requires less computation.

The above results suggest that the solution of linear systems using minor expansion
may indeed be feasible for many practical problems. This would seem to apply particularly
to sparse systems, since Cramer’s rule after all requires the computation of n+1 deter-
minants. Elimination methods tend to “‘fill in’’ the upper triangular portion of an initially
sparse matrix; however, in such cases minor expansion may be extremely effective if (at
each level) the expansion proceeds along a near-empty row or column (or equivalently, if the
rows are ‘‘suitably’’ permuted). The combination of the minor expansion method with
heuristics for selecting advantageous row orderings is examined by Griss [9].
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The Method of Sasaki and Murao

The growth problem described above may be alleviated to some extent using a modifi-
cation of fraction-free elimination due to Sasaki and Murao [14], which we sketch very
briefly. Suppose that we re-name the diagonal entries of the augmented matrix [a,-J(O)], ie.

write a{” = X; for 1 i < n. Then the subdeterminant defined in (9.8) becomes

Xl Ayy ... Ay a,ﬂ
(53] X2 v Qop azj
a® = det (9.23)

dry Qg ... Xk akj

a;1 ap ... Ay a,‘j

As before we may apply the single-step fraction-free formulas (9.5) and (9.6), say, to obtain
aij(k) from aék") and ak(ffi)_l. However, we note from the above formula that the quantity

ak(ff:i)_, is actually a polynomial in the variables X;; it is of degree k—1, and has P =

XX, * - X;_; as its leading term. Therefore we may divide P2 by a7, i.e. write

P?= Qi a7 + Ry, (9:24)

where R,_, contains no terms which are multiples of P and Q,_; is linear in each of Xj,...,
X;_;. By multiplying (9.6) and (9.24) we may obtain

a‘_}k) P2 = (a&c—l)aiﬁk—-l) _aks[c—l) aiik—l)) Qk—2 + a‘_}k)Rk“2 .

Now, by (9.23) we know that a,-j(k) is linear in each of the X;. Hence, the second term of the
right hand side (in view of the definition of R,_,) has no terms which are multiples of P2
This means that a,y‘) may be determined from the first term of the right hand side, simply by
taking all terms which are multiples of P2 In fact, since Q;_; is linear in the X; we need

only take those terms of the parenthesized part which are multiples of P before examining
the product. The X; are replaced by the original diagonal values when a,§"“l) is obtained.

Consider, as a very simple example, the matrix

a b c .. X, b ¢
4O e X 8
2 r P9 X

After one iteration of the fraction-free formula (9.6) we obtain



402 Algorithms for Computer Algebra

-)(1 b c
0 X\X;—be) (X;g—ce) ...
AD = [0 (X,g-bp) X1Xs~cp) ...

.0 -

Now for k = 2 we have P? = X12 and Qg = X3; so to find (for example) a3(32) at the next itera-
tion we compute the coefficient of X; in

(X Xy —be)(X X3 —cp) — (X1g —bp)(X,g —ce).
Hence, only the terms

X, X:X5 — X3be — Xocp — X189 + ceq + bgp
need be formed.

The key point in the above procedure is that the required terms may be computed effi-
ciently without fully expanding all products. For this purpose, it is possible to define a spe-
cial (associative) multiplication operation for polynomials in X; which, in essence, only

expands products which contribute essential terms. We will not attempt to describe this
operation here, but refer the reader to Sasaki and Murao [14] for further information.

Homomorphism Methods

We noted above that minor expansion may be superior to Gaussian elimination when a
system is sparse, has sparse polynomial coefficients, or is of small order. We now consider
the opposite extremes: namely, dense systems with dense polynomial coefficients which
may also be of large order. In such cases, the use of modular/evaluation homomorphisms
combined with the CRA/interpolation techniques of Chapter 5 may be especially appropriate.
In fact, the use of homomorphisms for inverting matrices with integer entries seems to have
been one of the seminal applications of the congruence method (cf. Takahasi and Ishibashi
[15]). In view of the fact that Chapter 5 deals with homomorphism methods in great detail,
we will not completely specify algorithms here. Instead we will examine those details which
are specific to the problem at hand.

As in the previous section, we consider the adjoint form (9.13) of the system (9.1).
When A is nonsingular, we may determine the solutions to (9.1) as x = x'/ d where

X =AYb, d= det(A). 9.25)
Note, however, that these quantities (which exist even when x does not) lie in the coefficient

(integral) domain; hence, they may be computed by homomorphism techniques. We recall
that an example of such a computation has already been provided in Section 5.5,

Let us first assume that the system (9.1) has integer coefficients. In this case we may
apply to it a modular homomorphism of the form ¢,,: Z — Z,, where m is prime. Since the
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solutions to (9.1) may contain both signs, the symmetric representation of Z,, is usually
chosen. Further assume (for now) that A is nonsingular. Then, unless the modulus m divides
det(A), the adjoint solution ", d) may be easily computed in Z,, using the ordinary Gaus-
sian elimination scheme (9.2). (Of course, we may now use field inverses, rather than
reciprocals, of the pivot elements.) That is, we first determine x; for 1 < i < n from the
transformed matrix A®™D; then we use the fact that the determinant is the product of the
pivot elements to obtain x;” = d-x; (mod m).

Example 9.6. Consider the linear system of Example 9.1. If we apply formula (9.2) while
working over Z,, then we obtain

34-2 1-2
40 = 05-1-=2 4
00 5-4 4|
00 0 3-5

Then (modulo 11), we solve to obtain

x=31(-5)=2, =2, x=-1, x;=-5.
We also see from A® that

d =det(A)=3-5-53=5.

Therefore

Those prime moduli m which divide d may be rejected as “‘unlucky’’, since X may not be
determined by the above method. We mention, though, that Cabay [3] provides a method for
computing x" in case d = 0 mod m. (Note that this may only be desirable, though, if d £ 0 for
other moduli; indeed, if d = 0 mod m, it is very likely that 4 = 0.) When sufficiently many
images of x", d have been computed these quantities may be reconstructed in terms of their
mixed-radix representations (cf. 5.15)

) k-1
X = utwlm)+--+w([Im) (9.26)
i=1
N k-1
d® = vy +vy(mp) +- -+ v ([Tmy) (9.27)

i=1
via Algorithm 5.1. 1n general, we require that the moduli satisfy

* L k
2max(|d|,|x;],...|x,]) S [Im; - 1.

i=1
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Since the x,»' are determined by (9.3) we may apply Hadamard’s inequality to obtain (cf.
Howell and Gregory [10])

max (|d].]x7]) < T1LXef1* X b . (9:28)
sSisn

1 i=1 j=1 k=1

‘We mention that this may often yield too conservative a bound; see Exercise 9.8. It turns out
that there are other ways to determine how many images are required. Suppose that we
update the mixed-radix representations (9.26), (9.27) as each new image is computed. If, at
some point, the new mixed-radix coefficients of x,-', d all vanish, we may check to see if

(9.13) is satisfied by the current representations; we then continue with additional moduli
only if it is not. In fact, it is shown by Cabay [3] that if the update coefficients for x;", d all

vanish for sufficiently many consecutive moduli (after, say, m;) then the current representa-

tions x"®), d® satisfy (9.13) even if they are not complete! We thereby obtain the solution x
if d® %0, or a proof that d=0 when d®'=0 but x*® 0. In general, we may prove that
d =0 only by continuing (9.26) and (9.27) until a bound such as (9.28) is reached.

When the coefficients of (9.1) are multivariate polynomials over Z (i.e. elements of
Z[y,...., y;]), we proceed in an analogous manner using (composite) evaluation homomor-

phisms of the form
¢y1-cl ¢y2—cz T ¢y,—c,: D[yl’- -"yl] —-D.

If the entries a;;, b; are of degree (at most) §, in y,, then x*, d are of degree at most 1 §;;

ij'
hence these quantities may be reconstructed by recursively applying Algorithm 5.2, using
n & + 1 images to invert &y, — ¢, If we first apply a modular homomorphism

¢m:Z[ylv"'vYI]—)Zm[yb---,)’l]

(cf. Figure 5.1) to the original system, then the interpolation proceeds over Z,,. This requires

also a bound on the size of the integers involved, which is easily obtained. If on the other
hand, one is willing to involve rational numbers (in spite of the disadvantages of such an
approach), then any method may be used to solve the image problems over Z.

Example 9.7. Consider the simultaneous linear equations
cx+ (c+y + z =1,

x+ cy+(c+l)z

1l
()

(c+1)x + y+ cz = -1,

inx,y, z. If weapply the evaluation homomorphism ¢, (corresponding to ¢ =0), the aug-
mented matrix for this system becomes A = [4 | b] where
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011 1
A= (101],b= |2
110 -1

with the obvious notation x = [x, y, 7. By applying fraction-free elimination, we obtain the
solution image

«",d) = ([0,-2,417,2).
Similarly, after applying ¢._;, 0,_,, and ¢,.,,, we obtain
(-6, 2, 61", 4), ([-16, 14, 8]", 18), ([0, 14, 0], -14),

respectively. (The homomorphism ¢, is rejected since 9.,1(d) =0 # ¢._¢(d).) By Cramer’s

rule, we know that deg(det(A)) <3, so four images will suffice. Therefore we can reconstruct
", d using the interpolation algorithm to obtain

d =2+2(c)+6c(c—-1)+2c(c-1)(c-2) = 23+2,

= 2ct-4ac,
y* =4ac’-2,
2f =2c+4.

The interested reader is referred to Bareiss [2] and Cabay and Lam [4] for comparisons
of the relative efficiencies (in the integer coefficient case) of the modular and fraction-free
elimination methods. We also mention that McClellan [13] has investigated such details as
coefficient and degree bounds, choosing homomorphisms, termination, and computing time
analysis in detail for the polynomial coefficient case. These studies reveal that the
homomorphism methods are indeed superior in terms of computing time bounds. However,
as one finds with the GCD problem, the crucial assumption of dense coefficients is not
always realistic.

9.5. NONLINEAR EQUATIONS AND RESULTANTS

In this section, we examine the problem of solving (or, at least somehow representing
the solutions of) systems of nonlinear equations over a field F. As in the previous section,
we pay particular attention to the solution of equations with coefficients in Q or
Q(cy, ..., ¢;). We therefore consider (certainly without loss of generality) systems of equa-

tions over an integral domain D; some of the results of this section are in fact valid for com-
mutative rings with identity. However, we bear in mind that in the present context, the solu-
tions will lie in an extension field of the quotient field Fp.

We recall that a solution (or root) of a system of k polynomial equations in r variables

Pxg Xan oo x)=0,1<i<k (9.29)
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over D is an r-tuple (a;, o1, . . ., o) from a suitably chosen extension field of Fp such that
Pi(al,(lz,...,(lr) = O, 1<i <k,

It is well known that even single univariate equations of degree greater than four cannot (in
general) be explicitly solved in terms of radicals. Hence, the solution problem for (9.29)
inevitably leads to the related problem of computing in algebraic extensions. Here, we will
proceed as though the roots of a single univariate equation are known (i.e. in principle); we
therefore concentrate on the problem of reducing a given system to an equivalent form in
which the roots are easily obtained, modulo this assumption.

Example 9.8. Consider the following systems:
i xy-x+2=0,
xy-x+3=0;

(ii) )cz—y2 =0,
xz—x+2y2—y—1 =0;
Gidx2c+xy—ye—-1=0,
2xy2+ycz—c2—2 =0,
x+y?-2=0.
The first system in x, y has no solutions, as is easily verified by subtracting the equations.

The system (ii) in x, y has precisely four roots, namely

(x=y=1}, {x=y=—71,

_ 1 _ -1 = -1 - 1
{X—qg,y—vg), {x ﬁ’y 73‘)~
If the system (iii) is solved over Q(¢)[x,y] (i.e. for variables x, y in terms of the parameter
¢), it has only the solution

{x=y=1}.

If, however, we consider the equations over Qfx,y,c], then the above set represents a family
of solutions. That is, there are infinitely many since ¢ may be given any value. Furthermore,
there are also 9 complex-number solutions corresponding to the roots of

@ ~14¢" = 108 + 103 = 2¢* - 56¢3 + 64c - 24c -8 = 0
which do not belong to this family.
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It is well known from linear algebra that when the p; are linear, the existence and

uniqueness of solutions to (9.29) may be neatly characterized in terms of the rank of the
corresponding coefficient matrix. The above example illustrates that even when there are as
many independent equations as variables, these issues are not so simple. In general, when
k = r the number of solutions will be an exponential function of the degrees of the p;. (See,

for example, Bézout’s theorem in Vol. 2 of van der Waerden [16].) However, such matters
are better treated by the Grobner basis theory/methods of the next chapter. We will instead
proceed by describing a method for solving nonlinear equations (in the sense described
above) which is (roughly) analogous to Gaussian elimination. Of course, the nonlinear
methods will also be more difficult computationally. We see that just as determinants are
fundamental to linear elimination, the basic tool of this section is the polynomial resultant
(cf. Section 7.3). While resultant theory seems to have emerged primarily through study of
the GCD problem (and has been applied most often to algebraic elimination), we mention
that applications to quantifier elimination (cf. Collins [7]) and computing in algebraic exten-
sions also exist. After presenting some additional theory of resultants, we will outline some
algorithms for their computation. Finally, we show how they may be used to solve systems
of polynomial equations.

Properties of Resultants

We recall from Definitions 7.2 and 7.3 that for polynomials f, g € R[x] (where R is a
commutative ring with identity), res(f, g) is defined as the determinant of the Sylvester
matrix (7.5) of f, g when this matrix is defined. It is also typical to let res(0,g) = O for
nonzero g € R[x], and res(o, B) = 1 for nonzero constants o, B € R.

Example 9.9. For the polynomials
f=3yx2—y3—4, g =x*+y% -9,

considered as elements of Z[y][x], we compute the resultant (with respect to x) as

3y 0 -y-4 0
0 3y 0 -y-4
det 1y -9 0

01 y -9

res,(f.g)

~3y19 - 12y7 + y6 — 54y* + 8y3 + 729y> - 216y + 16 .
o
We note the obvious but important fact that res(f, g) € R; that is, it does not contain the

indeterminate x. Several additional properties of resultants may be deduced almost directly
from the properties of determinants.
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m . n .
Theorem 9.2. Let R be a commutative ring with identity, and let f= _iﬁoa,-x’ and g = _Eob,-x‘ be
1= i

polynomials in R[x] of nonzero degrees m, n, respectively. Let c € R be a nonzero constant.
Then:

(i) resc,g)=c";

(i) res(f,/)=0;

(i) res(f,8)=(-1)""res(g,f) ;

(iv) res(cf,g)=c"res(f,g) ;

(v) res(x"f,g)=b(§res(f,g), k>0 ;

(vi) if #R > R is a homomorphism between commutative rings with identity,
deg(¢(f)) =m and deg($(g)) =k, 0 <k <n, then

O(1es(f, 8) ) = B(a,)" *res((F), 0(2)) .

Proof: Parts (i)-(iv) follow directly from Definition 7.3 and the properties of deter-
minants. The proof of (v) is left as an exercise (see Exercise 9.13). Finally, we consider (vi).
If deg(¢(g)) = n, the result holds since deto(M) = ¢p(det M), where M is the Sylvester matrix
of f, g. If deg(d(g)) = k < n, the first n—k columns of the ‘‘g”’ entries become 0. So, the Syl-
vester matrix becomes upper-triangular for the first n—k columns, with ¢(a,,) on the diago-
nal. Reducing the determinant by cofactor expansion (along the first n—k columns), we
obtain the desired result. (Note that the resultant on the right hand side is obtained by delet-
ing n—k rows and columns from that on the left hand side.)

o

As we showed in Section 7.3, resultants have a basic connection with polynomial
GCD’s which is specified by Sylvester’s criterion. In addition to this result and the useful
relation (7.6), the resultant may be characterized by the following theorem.

m n
Theorem 9.3. Let f(x) = a,, [1(x—«;) and g(x) = b, l'll(x—Bi) be polynomials over an integral
i=1 i=

domain D with indeterminates o, B;. Then

@  restf, @) = a2 b TTT1(—B;) 3

i=1 j=1

@) resfg) = al [1e(0) ;

i=1

i) restf,g) = 1™ B TT/(B)
i=1
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Proof: We first observe that if we write f(x) (respectively, g(x)) in the form f(x) =

Z a; x’ (respectively, g(x) = ): b x7), we may express the g; (respectively, b;) as symmetric

functlons of the ¢ (respectlvely, Bj), multiplied by a,, (respectively, b,). Since the resultant
is homogeneous of degree n in the ¢; and of degree m in the b;, it must equal a;, b," times a
symmetric function of the &; and B;. By Sylvester’s criterion, res(f, g) vanishes when oy =
B, since £, g have a common factor. Hence it is divisible by (a;—P;) for 1Si<m,1<j<n.
It is therefore also divisible by the product on the right hand side of (i), since all of its factors
are relatively prime. Since this quantity and res(f, g) are of the same degree, they must be
equal up to a constant multiple. They are in fact equal since they both contain the term

al b <1y™ ([18; V" = albf?
j=1

n
(Here we have used the fact that by = (1) b, HlBj.) The relations (ii) and (iii) follow
]:

directly from (i).
e

We mention that the above formulae are of particular interest when the indeterminates o, Bj

are the roots of f, g. In fact, (i) is often presented as the definition of res(f, g).

Bézout’s Determinant

The most obvious means of computing the resultant of two polynomials is by direct
evaluation of Sylvester’s determinant (which is of order m+n). But since Sylvester’s matrix
has a rather special structure, it is actually possible to express the determinant in terms of one
of lower order. Specifically, we consider a method given by Bézout in the eighteenth century
for computing the resultant as a determinant of order max(m, n). Assume (without loss of
generality) that m > n, and consider the equations

f=ax"+a, x" '+ +ax+a =0

’

m-n

X" = bx™ 4 b, X" b L p™ T = 0.

Suppose we eliminate the leading terms by multiplying by b, a,,, respectively, and subtract-
ing. If we repeat this using the multipliers b,x +b,_,, a,,x +a,,_;, etc., we obtain n new

cquations, namely (in reverse order):
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m—1

(ambo—am—nbn)x + (am—lbO_am-nbn—l - am—n—lbn)xm_-2 t-- aObl =0,
(bt = O 1D)X™ 4 (@, 0y = Ao, X2+ e —agh, = 0.
(9.30)
Then, construct an additional m—n equations as
xm-n-lg = bnxm—l + bn—lxm_2+' ¥ boxm—n—l =0,
xm-n-Zg — bnxm—Z + e ¥ boxm—n—Z =0,
g = b,x" + +by =0.
9.31)

Now, Bézout's determinant is that of the coefficient matrix for the system given by (9.30),

(9.31) in the unknowns x™1, x™=2, .., 1. Note that we need not explicitly subtract the terms

which cancel when forming (9.30).

Example 9.10, Consider polynomials f, g of degree 3, 2 respectively. Following the method
described above, Bézout’s determinant is

azbo—a,by apo—aiby—aghy —aph
F = det a3b1 - azbz a3b0 - albz —aobz
by by by

Note then that we might also pre-multiply the Sylvester matrix of f, g by a suitable matrix to
obtain

1 0 00 ol (a5 a, a; a5 0]
0 1 00 0f |0 a & a a
-by by a3y ay 0| by, by by O
0 b, 0 a3 0| [0 5, by B,
0 0 00 1| [0 0 b b b
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ay a a ap 0
0 o a a dy
= |0 0 (azbg—a1by) (aby—aiby—aph,y) —aph
0 0 (a3by—axby) (mbp—aiby)  —aohy
[0 0 by by by

If we take determinants on both sides, we obtain
(@3)?res(f,g) = (as)?r,

which proves the equivalence of Bézout’s determinant to the resultant. (This also provides a
clue to the proof in general.)
®

Resultants and the Division Algorithm

The above approach may be effective if the polynomials involved are sparse. However,
it may be shown (cf. Exercise 9.6) that the (worst-case) behavior of the Bézout algorithm is
exponential in the degree of the input. It is possible, though, to use the connection between
resultants and GCD’s to devise algorithms of polynomial complexity. Such a method may
be obtained using the following result:

Theorem 9.4. Let D be an integral domain and let p,, p,, p3 € D[x] be polynomials in x such

that p;(x) = py(x)g(x) + p3(x) and deg(p;) = I, deg(p,) = m, lcoeff(p,) = a,,, deg(p;) = n.
Then

res(pZ’ pl) = a'il—n res(pZ* P3) .
Proof: Let o; be the roots of p,. Then using Theorem 9.3 (ii), we have

resoa,py) = 415 = aA[TP1(@) ~po(e)g ()

i=1 i=1

an[Ip:(y)

i=1

-
ay” res(py, py) -
[ J

Now, given py = f, p» = g € D[x] such that GCD(p,,p,) € D (so that res(f, g) # 0), we use
the Euclidean algorithm to construct a remainder sequence (cf. Chapter 7) for f, g (over Fp, if
D is not a field), say py, Py, . .., pr. We then define n; = deg(p;), and note that

=0 => res(py_y,py) = lcoeff(p )™ ",
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to obtain the formula
k-2
res(py, py) = leoeff(p,)™ " [T(=1)""“'coeff(p;)™ . (9.32)
=1

Example 9.11. The polynomials of Example 9.9, viewed as elements of Z[y][x], are
F=0t-0P+4), g=x+0Hr-9.
We may compute a remainder sequence over Q(y) via the Euclidean algorithm as follows:

n=rf.p=g,

p3 = rem(py, pp) = (—3)’4)X +(—y3+27y-4) s
P4 = 1€ML (D2, p3)
_ =3y10—12y7 + 8 — 54y% + 8y3 + 729y? — 216y + 16
9y® '

Then by equation (9.32), we have

(p4) Ieoeff, (p3)*
_3y10_ 12y7+y6 - 54y + 8y’ +729y2— 216y + 16.

Il

l'es_x(f, g)

1l

This has the now familiar disadvantage of requiring computations over the quotient field of
D. However, it turns out that similar formulae may be derived for the superior reduced and
subresultant PRS algorithms. These offer an obvious advantage when the coefficient domain
D is, in tum, a multivariate polynomial domain.

The Modular Resultant Algorithm

In what follows we will be particularly interested in computing resultants of polynomi-
als in Z[xy, ..., x,], viewed as univariate polynomials in

Z[xl, N xj'_l, xj+l’ P xx][xj-]

for some 1 <j <s. In such instances, we will write res;(f, g) to denote the resultant with
respect to the (main) variable x;. It also happens that in many practical situations, it is neces-

sary to compute resultants of large, dense polynomials. We will therefore briefly discuss a
further improvement to the above methods, namely the modular resultant algorithm of Col-
lins [6]. This scheme, in essence, uses homomorphisms and the CRA/interpolation (cf.
Chapter 5) to reduce the multivariate problem over Z to a series of univariate ones over finite
fields. Consider first a modular homomorphism ¢,,,: Z — Z,, where m is prime. We recall
that by property (vi) of Theorem 9.2, the CRA allows us to compute res(f, g) if ¢,, (res(f, g))

is known for sufficiently many prime moduli m; such that deg(¢,, () = deg() and
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deg(9,,,(g)) = deg(g). The reconstruction via Algorithm 5.1 requires a bound on the coeffi-

cients of the resultant, which we derive as follows. For a multivariate polynomial in s vari-
ables,

! .
g = Yy, ..., x )x € Zlxy,...,x],
i=0

we define a norm by

| g ,$=0(qe Z)
lal. = .
EI ¢ |+ , 821,
i=0
m .
Then it is easily seen that for the polynomials f = ‘_ani(xl,...,xx_l)xs’ and g =
i=
n .
‘Zobi (X1, - - - » Xs_1) Xs, the resultant in x; satisfies
i
|res(f, )} € (m+n)t A"B™, 9.33)

where
A=max{]ag],: 0<i<m}, B=max(|p)],: 0<i<n}.

Next, each multivariate problem over a finite field Z, is reduced to a series of univariate

ones using evaluation homomorphisms of the form
q)xl—cl e q)x_._l—c_._l : Zp[xl’ rer xs—l] - Zp
for which the leading coefficients of the ¢,(f), §,(g) do not vanish. In the Euclidean domain

Z,[x,], the resultant may be easily computed by the formula (9.32). This result is then lifted
back to Z,[xy, ..., x] by interpolation, with the degree bound

deg,(resy(f,g)) < deg,(f)deg,(g) + deg,(g)deg,(f), (9.34)

which holds for 1 <r < s. Collins shows that the maximum time required to compute the
resultant of two s-variate polynomials of maximum degree n and whose coefficients are at
most & digits is O(n**1 8 + n% &),

Resultants and Nonlinear Elimination

We have already seen that the resultant of two polynomials f, g € R[x] is an eliminant
(i.e. res(f, g) € R) with a connection to the GCD of f, g. The following result shows pre-
cisely how resultants may be used to solve systems of algebraic equations.
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Theorem 9.5 (Fundamental Theorem of Resultants). Let F be an algebraically closed field,
and let

m N n .
f=3a(x,.... 00 , &= Thilxy,...,x)x
i=0 i=0

be elements of F[x,,..., x,] of positive degrees in x;. Thenif (¢t;,. .., ®,) is a common zero
of f and g, their resultant with respect to x; satisfies

res (f,8)(0, ..., &) = 0. (9.35)
Conversely, if the above resultant vanishes at (0t,, .. ., o), then at least one of the following
holds:

@  a,0,...,0)= - =ayd,...,0,)=0

@) b,(0y...,0) = - =hy0y,...,0)=0;

(iii) ap(oy,...,0,)=b,(0,,...,0,)=0;

(iv) 3o, e Fsuch that (o, 0,,..., &) is a common zero of f and g.

Proof: The first part of the result is obvious using Theorem 7.1. Now assume that
(9.35) holds, and that a,,(c.y, ..., 0,) # 0. Denote by ¢ the homomorphism corresponding to

evaluation at (Qy,...,®,). Then by Theorem 9.2 (vi), we have res;(¢(), ¢(g)) = 0. If
deg(d(g)) =0, this implies (by the definition of the resultant) that

(M) =0 = byoy,...,0)=0,

i.e. that (ii) holds. If deg(¢(g)) > O, then (by Sylvester’s criterion) ¢(f) and ¢(g) have a non-
constant common divisor 4 € lE[xl]. Since F is algebraically closed, this has a root which we

denote by a. It follows that f, g have a common root at (&, &y, . .., ©,), i.e. that (iv) holds.

Similarly, if we assume that (9.35) holds and b, (0, ...,@,) # 0, we find that either (i)
or (iv) holds. The case (jii) is the remaining possibility.
®

Let us assume for now that our system (9.29) has finitely many solutions. Then, as a
consequence of Theorem 9.5, we may eliminate x; from this system to obtain new equations
in r—1 variables without losing information about the common roots of (9.29). We may
similarly proceed to eliminate x,, x3,..., X,_; (in turn) and obtain a univariate polynomial
q,(x,). The set of roots of this polynomial then contains all possible values of x, which may
appear in roots of the original system. We also note that if we were able to eliminate all of
the variables to obtain a nonzero constant (as the final resultant), there would be no solutions
to the given system, This follows from Theorem 7.1, since each resultant along the way may
be expressed as a combination of the original polynomials p;. Hence there would exist poly-
nomials @; € F[xy, ..., x,] such that
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k
Eai(xl,...,x,)pi(xl,...,x,) = 1,

i=1
which implies that the simultaneous vanishing of the p; is impossible. This does not mean

that our final resultant must be a constant when no common roots exist, however.

Example 9.12. Consider the system from Example 9.8 (i):
pp=xy—-x+2=0,
Py=xy-x+3=0.

We find that
tes,(p,p)) =y—1.

However, p; and p, have no common roots.
[ ]

The above example shows that while we lose no information about the roots by computing
resultants, we may gain some spurious information. The value y = 1 associated with the
resultant above is called an extraneous root, in this case it arises from part (iii) of Theorem
9.5.

There is no particular significance to the order of the variables when we specify the
polynomial ring as D[x;,x,,....X,]. So, we may repeat the elimination process for different
permutations of variables (e.g. consider our polynomials as elements of D[x;,...,x,,x,_]
instead of Dlxy,...,x,_y,x,]), to similarly obtain univariate polynomials g;(x;) for
I €i £r—1. Then the (finite) set of r-tuples of roots of the g; contains the set of roots of
(9.29).

Example 9.13. For the system of Example 9.8 (ii),

py=x-y2=0,

X-x+2%t-y-1=0

P2
we find
gr=res,(p), py) = 9y  — 6y> —6y2 + 2y + 1
=0 -DG+DHGY -1,

gy =res, Py, Pa) =9x -6 —6x2+2x + 1.
[

While the above certainly constitutes a *‘fairly explicit™ representation of the solutions,
several shortcomings of this approach are obvious. First, if the system has infinitely many
solutions then no such linite inclusion of the 10ots will exist. Second. there renains the
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problem of somehow determining which r-tuples are in fact roots of the original system. For
this purpose, a decision procedure of Tarski is suggested by Collins [6]. Finally, we observe
that when there are many variables (» 2 3), the elimination process may be quite time-
consumning. Given r polynomials in r variables, we normally must compute r(r—1)/2 resul-
tants to obtain a univariate polynomial. However, as each variable is eliminated, the degrees
of the intermediate polynomials grow according to (9.34). In view of this exponential degree
growth, the computational cost of constructing the univariate polynomial depends on the per-
mutation of variables used, including which variable is not eliminated.

For the above reasons, it is more practical to obtain (or represent) the solutions in terms
of only one elimination process. Formally, we require the following:

Definition 9.1. LetP=(p,,...,p} C f’[xl, ..., X;] be a set of polynomials over an algebra-

ically closed field F, where k 2 r. A reduced system for P_is a list of r sets of polynomials
G = (E,,...,E,}, such that the polynomials of each E; < F[x;,..., x,] for 1 <{ <r contain
all roots in the variables x;, . . ., x, which are possible values for common roots in E;_;, where
Ey=P.

[ J
We note that G is the nonlinear analogue of a triangulation of the original system, in that the
set E; (cf. row/equation i in a reduced linear system) contains only the last » —i + 1 variables.

Once G is known, the problem of finding the roots of P is reduced to a series of univariate
problems. Each common root, say o,, of the univariate polynomial(s) in E, may be substi-

tuted into the polynomials in E,_;. The GCD of the resulting univariate polynomials will, in
turn, yield a number of roots. Each of these roots, say o, _;, corresponds to a pair (¢,_y, o)
which is a root of (E,_;, E, }. This “‘back-solving’’ process continues until either an r-tuple
(o, ..., 0,) is obtained (i.e. a root of P), or a partial root cannot be extended for some rea-
son. (The reader should compare the implications of cases (i)-(iii) of Theorem 9.5.)

The sets E; are computed as sets of resultants (with respect to x;_) as follows. Suppose
that initially each p; € P contains all variables, and let E; = P. Then we construct E, by
eliminating x,:

E) = (res,(p1, py), res(P1,p3), 1es1 (P, Py), - } 9.36)
until (at least) » — 1 independent nonzero elements are obtained.~ If there is a subset P c P of
polynomials which do not contain x;, we simply set E; =P —P and E, = P. The remainder
of E, is then computed from E; as above. We similarly obtain E; from E;_; for3<j<r. A

possible algorithm to compute a reduced system for an arbitrary set of polynomials appears
as Algorithm 9.2. Note that if the system is under-determined (i.e. kK < r) or has infinitely
many solutions, it may still be useful to carry out the elimination as far as possible, in spite
of the fact that a reduced system will not exist.
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Algorithm 9.2. Nonlinear Elimination Algorithm.
procedure NonlinearElim(P)

# Given a set of polynomials P = { py,...,p;}
#c ﬁ[xl, -, X,] (none of which are constants or multiples

# of any others), construct a reduced system if possible.
# Note that we always remove the (multivariate) content,
# because of exponential coefficient growth.

# Distribute the p; into subsets (by domains); also note

# all pairs of (distinct) polynomials in each subset.

forifromltordo{E; < 3; B, <0}
Eppy <2
foreach p € P do {
ifpe 'F[x-,...,x,]—'F[xj+1,...,x,] then {
B;«B;U{lq,pp®)]:qe E;}
E;ieE;u{pp@)} 1}

# Compute resultants until each E; has a member, or

# no more resultants are left.

dountil (E; #9,1<i<ror(B;=9,1<i<r-1){
kemax{i:B;#90}
[f, gl « anelementof B, ; B, « B, —{ [f. g] }
p < pp(res;(f, 8))
if p 20 then {
ifp=1 the{n return( no so~lutions )
elseifp € Flx;,..., x| —Flxjeg .- 2] apd
(nose Ej divides p) then {
Bj(—Bju{[s,p]:se Ej}; Ej<—Eju{p} 113
return( { E,,...,E, })
end
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Example 9.14. For the system
43 — 52x — 96y +4z + S5yz +26xz +2xy = 0,

D1

py = —69 — 35y — 8yz — 14xy + 3xz = 7522 = 0,
ps = —44—3xz ~78xy —8y* +822 = 0,

we set Ey = { p1, py, p3 } and compute
ey =r1es,(py, p2)

=3588 — 1923z + 2284y — 150yz — 1414y” + 3888z>
—3732% + 54y%z — 195023,

ey =T1es,(py, P3)

=2288 — 1015z + 3266y + 24yz — 7072y” — 404z% + 31z%y
+ 182y%z — 16y + 20823 .

Then E2 = [621, €77 }. Finally, E3 = { €3 } where
€3 = r1esy(eyy, €33)

= 1048220182880z° — 5872517552395442% + 27783779484105880z7
—3849680915399436162° + 1241155878703492504z°
— 1738563821260717568z* + 21735815459712524482°
— 2265902857293468008z + 9000616752514001762
— 803436440099440576

=8 (201580804427 — 1086471118279z% + 302542241987652°
— 56070153025559z* + 52952636877592z
— 10153612493940522 + 227992356833 18z — 40941522630424)

(65z% — 1382z + 2453) .
[ ]

We reiterate that the variables x; may be eliminated in any order, and that the overall

difficulty of this process is much greater for some orders than for others. Therefore, in prac-
tice one usually first selects x; as the variable which ‘‘appears to the lowest degree’” in the

set P (in some sense), and considers the choice of x, only after computing resultants in x;

(see Exercise 9.15). (We further add that although the resultant pairs may be chosen in any
order within each set B, it is important to take account of (9.34) here as well.) Ideally, for a
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system of r equations in r unknowns it should be possible to compute E;,; after obtaining
the r —i+ 1 polynomials of E;. However, extra resultants may have to be computed if some

of the first r —i resultants computed above are identically zero. Indeed, this will happen
when the polynomials involved are not relatively prime. The approach taken in Algorithm
9.2 is to consider new pairs of polynomials until the required number of nonzero elements is
obtained. For example, if the polynomials of E, do not yield r —2 elements for E;, we may

augment (9.36) using
1es,(py, p3), Tesy(p2, Pa), ---

and hope that some of the new resultants in x, are not zero. In general, this procedure cannot

be avoided since we do not know in advance if P admits a reduced system or not (even in the
case of r equations in r unknowns; e.g. Example 9.8 (iii)). Still, this alone is not an entirely
satisfactory solution, since some of the resultants at the next stage may be zero. Therefore, a
better approach is to ensure that the polynomials of each E; are relatively prime. When poly-

nomials f, g € E; have a common divisor 4, the system {f = g =01} is clearly equivalent to
{(h=0} or {i=%=0}.

Yun [17] notes that a division into subsystems offers a further advantage, in that the subse-
quent resultants will be of lower degree. In fact, since

res(fg, h) = res(f, h) res(g, h) 9.37)
(Exercise 9.14), we may reduce the growth of intermediate results by complete system subdi-

vision at each resultant step.

Example 9.15. For the polynomials of Example 9.8 (iii),
12) =x2c+xy—yc—1 =0,

2xy2+yc2—c2—2 =0,

D2

22} x+y2—2=0,

where ¢ is considered a parameter, we proceed by temporarily viewing the p; € Z[c][x,y] as

clements of Z[x,y,c]. (Note that we might also use Z[y,x,c].) Then we find E, = {ey, €1},

where

€ resx(p3, pl)

= yle -y —dy2c —ye + 2y + 40 - 1

2

= (v- I)(y‘<-+y ('—_y2—3y('—_y -4dc+ 1),
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ey = 1es,(p3, p2)
= -—2y4+4y2+ycz—cz—2
= (-} +2% -2y -c2-2).

Since these are actually univariate polynomials in Z[c][y], we need only consider
GCD(e,;. €52) =y — 1. Hence, we find that the only solutions are (x=1, y=1}. Note that,

although E, = {e,;} would have completed a reduced system, the extraneous roots are more

easily detected using the ‘‘extra’’ polynomial e;,.

If we wish to solve the above system for x, y, ¢, we compute E, as before except that its

elements are now polynomials in Z[y,c]. Then
res,(ey, e) = 0,

since e,; and e,, are not relatively prime. However, we may use the factorizations above to

derive the subsystems
p1=0,py=0, p3=0,y-1=0,
and
p1=0, p,=0, p3=0,
éy = yc+yle=y*=3yc-y~4c+1=0,
€y = 23 +2y° =2y —ct-2=0.

The former is not a reduced system, but quickly yields the family of solutions {x=1, y=1}
nonetheless. For the latter, we compute

€31 = 1es,(€31, €37)

=%+ 14c7 + 10c® = 1067 + 2¢* + 56¢° - 64c2 + 24c + 8 =0,

and hence the reduced (sub-)system
G = {{p1.py 3}, (€2, €0} {631} } .

1t may be shown that the roots of G do not belong to the family above.
[ ]

Of course, it is not generally possible to exactly solve univariate equations (i.e. in terms
of radicals). However the back-solving process used for triangular linear systems may in
principle be generalized to the nonlinear case. The resulting algorithm appears as Algorithm
9.3.

We conclude this section with a brief discussion of some important practical considera-
tions. First, it seems that the non-existence of a reduced system for a given set may only be
established after all possible resultant pairs have been tried (at considerable computational
expense). Even then, Algorithm 9.2 may arrive at a collection of polynomials which is not
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Algorithm 9.3. Solution of a Nonlinear System of Equations.
procedure NonlinearSolve(P)

#GivenasetP C lE[xl, ..., X,] corresponding to a

# system of k nonlinear equations (k = r) with finitely
# many solutions, find the common roots of P.

G < NonlinearElim(P) ; roots « &
# If we obtain a nonzero constant, there are no solutions.

if no solutions exist then return(roots)
else {

# The reduced system G has the form (E,,..., E,}.
# Find the roots of the univariate polynomials.

g < GCD( polynomials in E, )

roots < roots U { (@) : q(o) =0}

# Now extend each partial root by back-solving.

for j fromr—-1 by-1to 1 do {
R«
foreach (@4, .-, 0) € roots do {

U_[ — {e(Xj,aj+1, A ,(X.,) €€ Ej} - {O]
q < GCD( polynomials in U; )

# Note that ¢ may sometimes be constant.

Re—RU ((ajy,...,0,) 1 q(@)=0} }
roots —R }
return(roots)
end

really a reduced system. However, such sets will be detected only when the back-solving
procedure fails. (See Exercise 9.22, for example.) We shall find a much nicer solution to this
problem in the next chapter, where a more refined counterpart to the reduced system (i.e. a
Girobner basis) is examined. Still, in such cases the back-solving process may often be con-
tinued by solving for x;_; in terms of x; when E; cannot be completed by Algorithm 9.2 (or
when U; is empty in Algorithm 9.3). This reformulation is analogous to the treatment of a

lincar, homogeneous system, except that the result here will be an algebraic function of .
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Second, we recall that the resultants are computed from pairs of polynomials; but, the com-
mon roots of a pair f, g are not necessarily those of a triple f, g, h. Therefore, it is possible
that the introduction at some point of extraneous roots (i.e. those which cannot be extended
to complete common roots) to the reduced system will cause unnecessary expression growth,
(Note that some of the GCD’s computed in Algorithm 9.3 may be nonzero constants.) We
can estimate the magnitude of this growth if we consider a system of r homogeneous polyno-
mials in r variables of degree d. By Bézout’s theorem, the number of solutions of such a sys-
tem (and so, the required degree of a univariate polynomial in a reduced system) is d”. On
the other hand, it may be shown that the use of resultants will yield a final univariate polyno-
mial of degree d¥". Once such a univariate polynomial is obtained, extraneous factors may
often be removed by computing extra resultants in each E;. Then, the set £, may be reduced
to the GCD of any polynomials it contains. In fact if some extra resultants are computed in
the early stages of the elimination, perhaps less complicated resultants may be found later on
(since there are more pairs of polynomials to choose from). Nonetheless, some intermediate
expression swell is unavoidable. Finally, even when a univariate polynomial of degree less
than 5 is found, it may not be possible to carry out the back-solving process (i.e. exactly) in

practice when nested radicals occur (or when the coefficient domain involves extra parame-
ters).

Exercises

1. Suppose that a matrix with integer entries aij(o) of length at most & digits is transformed
according to (9.5) and (9.6). Derive a bound on the size of the entries of a,§k).

2. Prove that if a " is defined by (9.7) - (9.8), the solutions of

n
Eak(f"l)x; = det(A) ak(f‘,,;l
j=1

are the same as those of (9.13) for l <k < n.

3. Using your favorite computer algebra system, implement the single-step fraction-free
elimination scheme (9.5) - (9.6). You should include pivoting (row interchanges) in
case ak(,f'l) =0, or in case ak(,f‘l) is larger than other possible pivots. Test your code on
Example 9.3, and on the following matrices:

1

(@ A=LCM(Q,3,4,56,7)

w|m 4>|._- w|—- NI.—-

1
3
1
4
1
5
1
6

‘;;'._. ul._. Nl—-
~ | @|~ ml;—- IS
. '



9. Solving Systems of Equations 423

1 l+x l+x+x?  lax+tx’
14x EE RTINS FESTLE PR
® A= Trie? lbrbetrd Tietr? Tt |
[Trttx® Tttt e T
-1 x Yy z-
x 1 x vy
© A= y x 1 «x ;
z y x 1
(1t 2 7]
1 x 25
@ A=|; ) 2
|1 =z z? z3_

Obtain formulas (9.14) - (9.20) by applying the single-step scheme to itself. How many
additions/multiplications are saved in this manner?

Formulate a pivoting strategy for the two-step fraction-free elimination scheme. Imple-
ment this scheme and test your code on the matrices of Exercise 3.

Show that the number of multiplications necessary for the evaluation of an n-th order
determinant by minor expansion is n(2*~! = 1). (This shows that the time complexity of
Bézout’s resultant scheme is exponential in the degrees of the input.) Hint: During an
expansion along, say, rows how many distinct minors of order k are there?

Implement the minor expansion algorithm for computing determinants, avoiding redun-
dant computation of subdeterminants (cf. Exercise 6). Test your code and compare it
with Gaussian elimination on the matrices of Exercise 3, (a)-(d). Repeat this com-
parison (including the respective storage requirements) as each marrix is extended to
order 5, 6, 7, 8 (with a suitable limit on the time for each computation).

Derive a bound for the adjoint solution in the case of integer coefficients, i.e.
max(| d|,|x"|..), which is tighter than (9.28). Hint: Apply Hadamard’s inequality

directly to (9.3).

By repeating Example 9.6 for a suitable number of prime moduli (see Exercise 8),
obtain the solutions of Example 9.5 (over Q) via the CRA.
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10.

11.

12.

13.

14.

15.

16.

17.

Algorithms for Computer Algebra

Use (single-step) fraction-free elimination and back-solving to solve linear systems
Ax=bforb= [1,2,3,4]T and for the following coefficient matrices:

(a) the (scaled) Hilbert matrix of Exercise 3(a);

(b) the univariate band matrix whose nonzero entrics are defined by

_2 _ _ )
a;=¢%, g =1+c, gy =1-c;

(c) the multivariate band matrix whose nonzero entries are defined by

ai=c, G;u=4d,a,;p=€, aG,;=f, a5;=8 .

Compare the solution by minor expansion (and Cramer’s rule) to the fraction-free elimi-
nation method as the systems of Exercise 10 are extended to orders 5, 6, 7, 8. (The vec-
tor b should be extended to [1,...,n]7.)

Use the CRA/interpolation method to solve the system of Exercise 10(c).

Prove part (v) of Theorem 9.2. Hint: First prove that res(xf, g) = bgres(f, g) directly
from Definition 7.3.

Derive formula (9.37).

Consider the system of Example 9.14.

(a) Which permutation(s) of variables will yield the univariate polynomial of smallest
degree? How might this be predicted?

(b) Show that the polynomial “‘e;,>” contains an extraneous factor.

Consider the system of nonlinear equations over Q

3yx2—y3—4=0, x2+y3x—9=0
from Example 9.9. How many solutions (in x, y) does this system possess? How many
real solutions are there? How many of these real solutions can you approximate (i.e.

not using nonlinear elimination) using a fixed-point iteration technique (e.g. Newton’s
method)?

Solve the following system (explicitly!) for x, y, z in terms of parameter c:

xZ+y242cz = 0,

cxy—zz=0,

xX+y+z—-¢c =0.
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18.

20.

21.

For the polynomials
f = 5x2y2+x2—2xy+3x +2y2+ Iy-17,
g = xzy—2x2+xy2+9xy+3x—6y2—2y -9,
compute res,(f, g):
(a) directly;
(b) by Bézout’s determinant;

(¢) using the Euclidean algorithm and (9.32).

Use the results of Section 7.3 and the fact that res(f, g) = 50, f, g) to derive the follow-
ing formula: if py, py,..., p; is a reduced PRS for py, p, € Dlx], n; = deg(p,),
8, =n;—n;,, and n, =0, then

318, -1)

-1
res(p, py) = (—l)o‘ lcocff(pk)s“‘ [kl_llcocff(pi)_ 1,

i=2
k-1
where Oy = 2 nni .
i=1

Using your favorite computer algebra system, implement the following resultant algo-
rithms:

(a) Bézout’s method;
(b) the reduced PRS method;
(¢) the modular method.

Test your implementations on the polynomials of Example 9.14.

Compare the schemes implemented in Exercise 20 by computing the resultant with
respect to x of the following pairs of polynomials:

@) f=43x + 11x% = 7x% + 5520 — 8319 + 53x17 + 3¢ 16 + 84x 3
— 93¢+ 4x3 - 1785124 9x 11 4 83x10 4+ 729 — X8 — 71247

+3x8+ 935 — 27x% + 110x% — 61x% + 3x + 301,

g = 1507 + 8x22 — 1602 + 83220 — 3x19 4+ 9317 + 4715 — 1514
+48x2 + 5312 - 1160 +9x10 + 127x° + 67x% + 2x7 + 10x6

+108x5 —93x4 = 4 1762+ 55x - 19 ;
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(b) f=4+9y — 11y2 - 11y + 8y* - 4y° — 3x + 6xy + 2xy?
- 9ch3 - IOxy4 +5x2 - 2.ny —4x%y? - ,\:2y3 +10x?
—7x3y +6x%y? — 2t + 11ty — 62,
g=T+y =2y + 6y’ — 10y* = 9y° — 4x — 9xy — 50°
—10xy® = 2xy* + 11x% - 9x2y + 8x2Zy? + 11x%y3 - 323
— 23y — 262 — 3t 3ty 4 320

(©) f=—10+4x + 11x> + 1022 = 3y + Tvy — 5v’x + vz
+3vx2 + TV + 10v2 = 9yz - 6vz2 — Tvy — 6vy2 - Tvx
—3xz — 6xz2 - 3x%z - 2y22 +3yz + 3yz2 +622-82% - 6xyz

—8vyz+4vxy—vxz+3xy-5x2y+9y+11y2+9y3+8z,

g=-3+4x+ 73 +3v + 7vly - Tvix + 10v3z - 10vx? - 6v°
+ 12— 9vz + v+ 6vy - 6vy2 —Tvx + 1lxz + x22+ 2x%z
—3y%z — 2yz + 4yz2 +322+ 223 + 3xyz —vyz
+4vxy —dvxz - 10xy2 = 2%y + 3y — 11y2=7y3 -9z .

22. Apply Algorithm 9.2 to the polynomials of Example 9.8 (iii), considered as elements of

Qlc,x,y]. Is the result a reduced system? Suggest how Algorithm 9.3 may be general-
ized to treat this case.

23. Using the resultant scheme of your choice, solve the following systems:
(@) yz+19wx +5w>+45 = 0,
z=Ty+9% -w+44 =0,
53yz +2wx + 1lxy +454 = 0,
3wl+wyz—6y+30 =0,
for x, y, z, w. Hint: You will not be able to find the solutions explicitly, but your
reduced system should contain a univariate polynomial of degree 12.
(b) 27y%2% + 9xy? - 36x22 - 452 -Tx -8 = 0,
2x2z +y22 -3z+x+y+1=0,
9xy2+9y3—12xy—7x—15y—8 =0,

forx, y, z. Hint: There are infinitely many solutions, consisting of a one-parameter fam-
ily plus exactly 9 numerical roots.
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CHAPTER 10
GROBNER BASES FOR

POLYNOMIAL IDEALS

10.1. INTRODUCTION

We have already seen that, among the various algebraic objects we have encountered,
polynomials play a central role in symbolic computation. Indeed, many of the (higher-level)
algorithms discussed in Chapter 9 (and later in Chapters 11 and 12) depend heavily on com-
putation with multivariate polynomials. Hence, considerable effort has been devoted to
improving the efficiency of algorithms for arithmetic, GCD’s and factorization of polynomi-
als. It also happens, though, that a fairly wide variety of problems involving polynomials
(among them, simplification and the solution of equations) may be formulated in terms of
polynomial ideals. This should come as no surprise, since we have already used particular
types of ideal bases (i.e. those derived as kernels of homomorphisms) to obtain algorithms
based on interpolation and Hensel’s lemma. Still, satisfactory algorithmic solutions for
many such problems did not exist until the fairly recent development of a special type of
ideal basis, namely the Grobner basis.

We recall that, given a commutative ring with identity R, a non-empty subset [ c R is
an ideal when:

(@) p.gel = p-qel;

(i)pel,reR = rpel.

Every (finite) set of polynomials P ={p,,..., p,} c Flx,..., x,] generates an ideal

k
<P>= <p1""’pk> = { Zaipi ta; e F[xl,...,x,,]} .

i=1
The set P is then said to form a basis for this ideal. Unfortunately, while P generates the
(infinite) set < P>, the polynomials p; in P may not yield much insight into the nature of this
ideal. For example, a set of simple polynomials over Q such as

pi=x'yz —xz%, py=xy’z-xyz, py=x%?-7*
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generates a polynomial ideal in Q[x.,y,z]; namely,

<pLpypP3>={aypi+ayprtasyps: a;,ap,a3€ Qlxy,z]}.

It is not difficult to show that g = xzyz -7

nomials a, b, ¢ such that

is a member of this ideal since one can find poly-

q = apy+bpy+cps.
In this case, one could eventually determine these a, b, ¢ by trial-and-error. However, it is
generally a difficult problem to decide whether a given g is in the ideal <py,..., py> for
arbitrary polynomials p;. We mention that the ‘‘ideal membership’’ problem (which was

considered, but not fully solved by Hermann [23] in 1926) may be viewed as an instance of
the °‘zero-equivalence’’ problem studied in Chapter 3. For example, deciding if g €
< p1,P2,P3> in the previous problem is the same as deciding if g simplifies to O with respect

to the side relations
,\:Byz—xz2 =0, 22—z =0, x32-2=0.

It is easy to show that for a fixed set of polynomials P, the relation ~ defined by
Q-9 = q1—q2€ <P>

is an equivalence relation. Hence, both of these problems will be solved if we can find a nor-
mal function (i.e. a zero-equivalence simplifier) for F[xy, ..., x,] with respect to ~.

Consider also the problem of solving a system of nonlinear equations
P1=0,p,=0,...,p,=0,

where each p; € Flx;,..., x,] and Fis a field. In the previous chapter we used resultants to
transform a set of polynomials P = { p;,..., p; } into an equivalent set (i.e. one with all of the
original common zeros) from which the roots could be more easily obtained. For example,
the nonlinear system of equations

[xzy——x2+5xy—2y+1 =0, xy2—2xy+x—4y3—7 =0}
may be ‘‘reduced’’ into the system

(xy —x*+ Sxy-2y+1=0, xy2—2xy +x—4y3—7 =0,

16y + 4y® — 42y° + 85y* —37y> — 56y2+ 78y —48 = 0} ,
which is then solved. However, we noted in Chapter 9 that such a reduced system will not
always exist; moreover one cannot always tell from a reduced system whether a given system
of equations is solvable or not. In hindsight, it should be clear that a reduced system for P is
simply an altemate (but more useful) basis for the ideal < P>. What we would like, how-

ever, is an alternate ideal basis which always exists and from which the existence and
uniqueness of solutions (as well as the solutions themselves) may easily be determined.
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It is reasonable to wonder if the above problems might be solvable, if only an arbitrary
ideal basis could be transformed into a sufficiently potent form. In fact, Hironaka [24] esta-
blished the existence of such a basis (which he called a ‘‘standard basis’’) for ideals of for-
mal power series in 1964. However it was Buchberger [5] who, in his Ph.D. thesis, first
presented an algorithm to perform the required transformation in the context of polynomial
ideals. He soon named these special bases Grobner bases (after his supervisor, W. Grobner),
and refined both the concept and algorithm further. Hence, most of the concepts (and, in
fact, many of the proofs) we present are due to Buchberger. Today, most modem computer
algebra systems include an implementation of Buchberger’s algorithm.

In this chapter, we will first present the concepts of reduction and Grobner bases, in
terms of the ideal membership problem. We develop Buchberger’s algorithm for computing
Grobner bases, and consider its practical improvement. Various extensions of the algorithm,
and its connection with other symbolic algorithms are (briefly) discussed. Finally, we exam-
ine some of the applications of Grdobner bases, including solving systems of algebraic equa-
tions.

10.2. TERM ORDERINGS AND REDUCTION

For univariate polynomials, the zero-equivalence problem is easily solved since Fx] is
a Euclidean domain. Hence, we can simplify with respect to univariate polynomials using
ordinary polynomial division (i.e. the “‘rem’’ function). For multivariate domains, however,
the situation is much less clear, as our previous example shows. Still, it was pointed out in
Chapter 5 that a multivariate polynomial domain over a field (while not a Euclidean domain,
or even a principal ideal domain) is a Noetherian ideal domain; that is, every ideal in such a
domain has a finite basis. Fortunately, this is almost enough to allow us to solve the above
problems - and more. The missing (but easily supplied) element is a small amount of addi-
tional structure on the polynomial ring, which will permit a more algorithmic treatment of
multivariate polynomials. As in earlier chapters, we will denote the polynomial ring by F[x]
when the (ordered) set of variables x = (x,, x5, . .., x,,) is understood.

Orderings of Multivariate Terms
We begin by defining the set of terms in x by
Ty = {x{ " x7 :ip....i,eNY,
where N is the set of non-negative integers. Note that this constitutes a (vector space) basis

for F[x] over the field (coefficient domain) F. We will require that these terms be ordered as
follows.
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Definition 10.1. An admissible total ordering < for the set Ty is one such that:
(i) 1 ST t;
(ii) s <pt => su<rtu

foralls,t,u € T, where 1 =x0 - - - x0.

[
A wide variety of admissible orderings are possible. (See, for example, Exercise 10.17.)
However, we will discuss the two which are most common in the literature (and which seem
to be the most useful in practice).

Definition 10.2. The (pure) lexicographic term ordering is defined by

in Ao

s=x Xt < i oxh=r <>

Jlsuchthati; <j, and iy =ji,, 1<k <.

®
Note that by specifying the polynomial ring as F[x,, .. ., x,], the precedence
Xy > X >ttt > Xx,
is implied.
Example 10.1. The trivariate terms in (x, y, z) are lexicographically ordered
l<pz<pz?<y - < y<pyz<pyid<g -
<Lyr<pylr<p o< x<pxz<p < xy<g -
®
Definition 10.3. The (fotal) degree (or graduated) term ordering is defined by
s=x{""x,£‘ <p x{‘---x,{“=t =
deg(s) < deg(?) , or
{deg(s)=deg(r) and 3/ such that iy > j, and i, =j;, I <k<n}.
®

We note that terms of equal total degree are ordered using an inverse lexicographic ordering,
which is admissible within these graduations. Obviously, a different term ordering results
from using the regular lexicographic ordering for this purpose. Both types are referred to as
“‘total degree’” orderings in the literature; however, we will use Definition 10.3 exclusively.
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Example 10.2. The trivariate terms in (x, y, z) are degree-ordered
l<pz<py<px<p
<p 22 <p yz <pxz <py*<p Xy <p x*
<p<pyr?<pxt<pyz<pxyz<p .
[ J

Clearly, any polynomial in F[x] contains a monomial whose term is maximal with respect to
a given term ordering <7. We will adopt the following notation.

Definition 10.4. The leading monomial of p e F[x] with respect to < is the monomial
appearing in p whose term is maximal among those in p. We denote this by My (p), or sim-
ply by M(p) if the term ordering <y is understood. Also define hterm(p) to be the maximal
(“‘head’”) term, and hcoeff(p) to be the corresponding coefficient, so that

M(p) = hcoeff(p) hterm(p) .

We adopt the convention that hcoeff(0) = 0 and hterm(0) = 1.

Example 10.3. Suppose we consider
p=-2%yz + x%y2 + X222+ 3%y + 2y%2? - 3y -y +yz + 22+ 5

as an element of Q[x,y,z]. We may write p so that its terms are in descending order with
respect to <p, as

p= 2xyzz2 - 3xyz3 +x2y2— 2x2yz +x%72 +x2y -xy+yz+ 2+5.
Clearly, then, we have
M(p) = 2xy%z?, hterm(p) =xy*z%, hcoeff(p)=2.
If p is considered as an element of Q(z)[x,y], then we write
p=x%y?— (22 - Dx?y + 2y + 2Hx% - B3+ Dy + (2)y + (22+5);
hence
M) =x2y2 , hterm(p) =x2y2 , hcoeff(p)=1.
We note finally that under the lexicographic ordering for Tix,yy we would write the terms in
descending order as

p =x%y? — 2z - )x%y + (2202 + (22)09% - 323+ Dxy + (2)y + (22+5) .
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Reduction in Multivariate Domains

The above structure on F[x] now permits a certain type of simplification.

Definition 10.5. For nonzero p, ¢ € Hx] we say that p reduces modulo q (with respect to a
fixed term ordering) if there exists a monomial in p which is divisible by hterm(g). If
p=cot+rwhereae F-{0},te Ty, re F[x] and

t

- = T
hterm(q) “e o
then we write
p P p_L =p__a_u.q =p’
q M(q) q hcoeff(g)

to signify that p reduces to p’ (modulo g). If p reduces to p’ modulo some polynomial in Q =
{41, G2 - - -» Gy}, We say that p reduces modulo Q and write p ¢ p’; otherwise, we say that
p is irreducible (or reduced) modulo Q. We adopt the convention that 0 is always irreduci-

ble.
[ ]

It is apparent that the process of reduction involves subtracting an appropriate multiple
of one polynomial from another, to obtain a result which is (in a sense) smaller. As such, it
may be viewed as one step in a generalized division.

Example 10.4. For the polynomials

p= 6+ 133 —6x+1, q = 3w+ 5x -1
we have

p by p—22%q =3+ 2% —6x+1

if we reduce the leading term. We might also compute
13 4 65 2 5
-—xq = - —=x‘-=x+1
P g p-xq 6x 35 T3
if we instead reduce the term of degree 3. We note that in either case, we could continue
reducing to eventually obtain 0, since in fact ¢ | p. (Note that in this case, reduction and

polynomial division are equivalent.)
[ ]

Example 10.5. Consider the polynomials

2, q =7y2+yz—4, r=2z-3x+1,

p= 2y22 —Xxz
and impose the ordering <p on T , ,). (As before, we have written the terms of these poly-

nomials in descending order with respect to <p.) Then we have
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2.2, 8
7yz +7z,

2
P By p-57q = ~xz*

which is irreducible modulo g, and
p B, p-yr=-xt+3xy-y,

which is irreducible modulo r. Hence, p reduces modulo Q = {q, r}, but the result is not
uniquely defined.
[ J

A fundamental property of reduction is the following.

Theorem 10.1. For a fixed set Q and ordering <7, there is no infinite sequence of reductions

by Pg Py P P2 Pg (10.1)

Proof: We proceed by induction on i, the number of variables in p,. It is clear that

there is no infinite sequence for /=0, since either Q contains elements of headterm 1
(P 0), or py is irreducible modulo Q. (We may now ignore the possibility that <Q> =

<1>))

Now consider i = . Assume there is no infinite sequence of reductions of a polynomial
in F[x,] of degree k—1, and suppose that p, € F[x,] is of degree k. (The previous point treats

the case k =0.) By assumption, there is no infinite sequence of reductions on the lower order
terms of py. Hence, an infinite sequence of reductions on p, requires that the term of degree k

eventually be reduced. However, this would yield a polynomial of lower degree.

Similarly, suppose that there is no infinite sequence of reductions of a polynomial in
Flx{.,x,] of degree [-1 in x,, and write py € F[x,x,] with deg,(pg) = ! as an element of

Flx{1[x;]. (The previous paragraph treats the case / = 0.) The terms in p of degree ! in x,
consist of a polynomial of fixed degree (say, m) in x;, times xé. These must eventually be
reduced as part of an infinite sequence of reductions of py, since there is no infinite sequence
for terms of degree less than / in x,. Then, by the argument used in the previous paragraph,
there can be no infinite sequence of reductions of these terms.

The above argument may be extended for i = 3, 4, ... to establish the result for arbi-
trurily many variables. Note, though, that it is independent of the term ordering <7.
[ ]

Let ' denote the reflexive, transitive closure of Fg. That is, p ' q if and only if
there is a sequence (possibly trivial) of polynomials such that

P=pyPo PPy o Py, =4

Itp o——»'Q ¢ and ¢ is irreducible, we will write p "".U . By Theorem 1001, we may construct
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an algorithm which, given a polynomial p, finds a ¢ such that p H'Q g. While Example 10.5

shows that such a ¢ is not uniquely defined, we will (temporarily) ignore this shortcoming
and examine some of the details of the reduction process. For the sake of efficiency, it makes
the most sense to organize the algorithm so that the largest monomials are reduced first,
since these reductions affect the lower order monomials anyway. (Compare, for example,
this and the opposite strategy on Example 10.4.) Therefore, we formulate our scheme to first
reduce the leading monomial M(p) (as part of p), and then p —M(p) (as a distinct polyno-
mial). Since we will only need to find reducers for leading monomials, it is convenient to
adopt the following notation. Noting that 0 is irreducible, we define its reducer set by Ry =

@; for nonzero p, define
R,g=1qe Q —{0} suchthat hterm(q)| hterm(p) } .

We note that if several reducers exist for M(p), any one may be chosen. However, this
choice will again affect the efficiency of the algorithm. In practice, the optimal selection
depends on the term ordering used. (See Exercise 10.3, for example.) We will therefore
write “‘selectpoly(R, o)’ to denote that some reducer (e.g. the first one) is chosen. A possi-

ble reduction algorithm is presented below as Algorithm 10.1.

Algorithm 10.1. Full Reduction of p Modulo Q.
procedure Reduce(p, Q)

# Given a polynomial p and a set of polynomials Q
# from the ring F[x|, find a ¢ such that p > q.

# Start with the whole polynomial.
rep; qge0

# If no reducers exist, strip off the leading monomial;
# otherwise, continue to reduce.

while 20 do {
while R, , # @ do {

fe selectpoly(R, o)

r(—r—-—M(r)f}
M(f)
g q+M@r); rer—-M(r) }
return(q)

end
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There are several ways in which the efficiency of this procedure may be further
improved. For example, it should actually terminate when all terms in “‘r’’ as large as the
smallest headterm in Q have been reduced. This is a small point, however, since no signifi-
cant amount of arithmetic is performed in this phase. It is far more important to economize,
where possible, on the amount of (coefficient) arithmetic performed in the innermost loop.
One approach is to first divide each of the polynomials in Q by its head coefficient. Another
approach is possible when the coefficient field is the fraction field of some integral domain
D. Namely, as in the previous chapter it is possible to (temporarily) perform most of the
computations in the domain D (essentially, in the manner of the primitive PRS algorithm).
(See Czapor [19] for the details.)

Example 10.6. Consider the set P = { p;, p,} < Q[x,y], where
pr=xty +5x2+y2, p =Ty’ -2+ 1;
impose the lexicographic term ordering (where x >, y). Then for the polynomial
qg= 3x3y + in"y2 —3xy +5x,
we have (using Algorithm 10.1 and the “‘first available’’ reducer)
g Pp, 4= 3xp
= —152% + 2x%y% - 3xy? - 3xy + 5x
Py —15x3 = 10x%y — 3xy% = 3xy + 5x - 2y°
Py, -15x3 + 50x% - 3xy2 -3xy +5x - 2y3 + 10y?
Fy,, —15x% + 50x% = 3xy + 5x - 27—0y3 +10y2+ % .

The final result is the fully reduced form of g modulo P, Reduce(q, P). Note that we have
written the terms of each polynomial in descending order with respect to <; .
[ ]

The following example illustrates another shortcoming of the reduction process.

Example 10.7. Suppose we adopt the degree ordering for Ty, , ), and consider again the set
of polynomials P = { p{, p5, p3} <Qlx.y,z] where

pi=xyz ~xz%, py=xy'z~xyz, py=xty?-7*.
Also, let

g=x2 -2, r=-xtyz+xhz.
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Then
q ", x2y?z -3 - z(x2y2—zz) =0,

and similarly » Fp, 0. However, g +r = xzyz — 23 is irreducible modulo P.
[ ]

The fact that, in the above example, g+ is irreducible when g, r each reduce to 0 sug-
gests that reduction (as it stands) is of limited usefulness. The following theorems, while
more modest than one would like, illustrate some of the less obvious properties of reduction
and will be used in the next section to overcome the current difficulties.

Theorem 10.2. Consider p, q, r € F[x] and § € F[x]. If p—g g r, then there exist g,
such that

pVOsb,qg s d, r=p-4q.

Proof: Letse S, e F,ve T, be such that

r=(p-q)—oav: Mzs) .
(Then v is the term eliminated in the reduction.) Suppose that v has coefficient B, in p, and
coefficient B, in g. Assume that B, # B,, since v actually appears in p —g (with coefficient
o = [; —[B,) and at least one of p or g. Now let u = v/ hterm(s), and choose
- B ~ B,
p=pr- hcoeff(s) ws,4=49- hcoeff(s) ws
[ ]

Theorem 10.3. Suppose p, g € Flx] are such that p —g B’ 0 for S c F[x]. Then there exists
r € Flx] such that p s r and ¢ B 7, i.e. p, ¢ have a “‘common successor’” when reduced
modulo S.

Proof: As with many of the results of this chapter, we proceed by induction (in this
case, on the number of steps necessary to reduce p —g to 0). Clearly, if p = ¢ the result is
true. Now assume that the result holds for n—1 reduction steps, and suppose that

P—q Ps by Pg by g - B¢ h, =0,

By Theorem 10.2, 3 g, ¢ such that p »'sJ, ¢ ©'s ¢, and p—4 = h;. But then, by

hypothesis, p and ¢ (and hence p, ¢) have a common successor.
[ J
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Theorem 10.4. If p;, p, are polynomials such that p; g p,, then for any polynomial 7,
there exists s such that

p1+r HQQ S, patr D—)QQ S .

Proof: Let e F, u € Ty, g € Q be such that p, = p; — a.u-q /hcoeff(g), and let

t = u-hterm(g) be the term cancelled in the reduction. For arbitrary 7, suppose that ¢ has
coefficient B in r (or in p,+r); then t has coefficient a+p in p;+r. Now, for

g = q /hcoeff(q) we have
pitr By sy = +r) - (g,
prtr By 5=y +r)-Puq,
and
s1=5; = [a—(o+B) +Blu-g = 0.

Therefore, s =5, =5, is the required polynomial.

10.3. GROBNER BASES AND BUCHBERGER’S ALGORITHM
While it is certainly true that p e <@> if p 'y 0, Example 10.7 shows that the con-

verse is not true. Hence, the process of reduction will not solve the zero-equivalence prob-
lem as it stands. It turns out that this is not, strictly speaking, due to a deficiency of Algo-
rithm 10.1, but rather the structure of the ideal basis Q. We therefore propose the following:

Definition 10.6. An ideal basis G c F[x] is called a Grobner basis (with respect to a fixed
term ordering <r and the implied permutation of variables) if

pe <G> <> pPg0.
[ ]
Equivalently, G is a Grobner basis when the only irreducible polynomial in <G> is p = 0.
{Whenever G is a Grdbner basis and p € <G > is irreducible, we can have p B’ 0 only if
p =0. Conversely, for any p € <G> compute a ¢ such that p 5 g. Clearly ¢ € <G> and
¢ is irreducible; so if ¢ must be 0, then p B’ 0.) This, in tumn, implies that G is a Grobner

basis precisely when reduction modulo G (in any formulation) is a normal simplifier for
FIx|/< G>.

I'xample 10.8. For the polynomials P = { p{, p,, p3} and g, r of the previous example,

5
G = IpL. p2 i xzyz - zz, xz? —,rzz.yzz - z‘. .r_v22 —xzz. x%2 - 24, -4 )
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is a Grobner basis (with respect to the degree ordering for Ty, y.2)) such that < P>=<G>.
Note that g =g 0, r 5°¢ 0, and g +r ' 0, irrespective of the sequence of reductions that

is followed.
[ ]

Unfortunately, we do not yet have a means to actually prove that the above set is a

Grdbner basis. Thus we require an algorithm for their construction.

Alternate Characterizations of Grébner Bases

We have already seen that an arbitrary ideal basis P does not, in general, constitute a
Grobner basis for < P>. The idea behind Buchberger’s method is to “‘complete’” the basis P
by adding (a finite number of) new polynomials to it. Buchberger’s primary contribution
was to show that this completion only requires consideration of the following quantity, for
finitely many pairs of polynomials from P.

Definition 10.7. The S-polynomial of p, g € F[x] is

Spoly(, ¢) = LEMM®), M@) [ 1,6 - =1 (102)

Example 10.9. For the polynomials py, p, € Q[x,y] defined by
pi=3%y -y’ -4, py=x’+x?-9,
using the degree ordering on T, ), we have

Spoly(py, pp) = y2(Bxy —y* —4) = 3x (y> +x2 = 9)

—y’-3x3 -4y + 27x .
[ ]

It is useful to view the S-polynomial (which generalizes the operation of reduction) as
the difference between reducing LCM(M(p), M(g)) modulo p and reducing it modulo g. This
plays a crucial role in the following (fundamental) theorem of Buchberger [8], which leads
almost directly to an algorithm for computing GrGbner bases.

Theorem 10.5 (Alternate Characterizations of Grébner Bases). The following are
equivalent:

(i) G isaGrébner basis;
(i) Spoly(p,q) B'g Oforallp,q e G;

(i) Ifpr>gqandp 5 r,theng=r.
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Proof: Although the proof is rather involved, we present the details in order to further
acquaint the reader with the subtleties of reduction. We proceed in three stages.

(i) => (ii): This is clear, since Spoly(p, ¢) € < G> implies that

Spoly(p, q) P’z 0.

(ii) = (iii)): We proceed by induction on the headterm of p. First, consider the case
hterm(p) = 1. Clearly the assertion is true, since either p is irreducible (i.e. it is already
reduced) or reduces in one step to 0. Suppose, then, that (iii) holds for all p such that
hterm(p) <y ¢ for some fixed ¢t € Ty (the ‘‘main’’ induction hypothesis); consider p such that

hterm(p) = ¢. If ¢ is irreducible (modulo G), p ¢ ¢ and p 5 r, the tesult is fairly clear.

This is because the reductions may involve only the lower order terms; i.e. if
p = M@p)+p ~Mp) = Mp)+p; = ¢

and hence
p PG M(p)+py =1,

the induction hypothesis (applied to p—M(p)) implies p; = p, and hence g = r. We therefore
assume that ¢ is reducible, and write

Roc =181+ 8ml,
where the order is fixed but arbitrary. Take py, p;, ¢ such that

Mp) Py p1, P—MP) Pg py. P1+p2 PG 4, (10.3)
and hence also

P 6 M) +p; P pi+p2 6 4. (10.4)

(This is always possible by reducing the lower order terms in p —M(p) first, since hterm(p;)

<t t.) Now suppose that there is also an r such that p ¢ r. We consider two cases.

(a) For the time being, assume that the latter reduction is of the form
M@) b p1. P ~MP) B p3. P1+p3 PG T, (10.5)

where once again the middle reductions (if there are any) are carried out first. We claim that,
under the present conditions, p;+p, and p, +p; have a common successor. This is esta-

blished by induction on k, the number of steps in the reduction p; H'g p, (which is always

possible in view of the induction hypothesis). If k =0, this is trivial. Let us assume that, say,
py+f and p,+p, have a common successor if p3 H'; f in [ steps. Now letf be such that

Py fin i steps, and f ¢ p,. By Theorem 10.4, 3 g such that
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pi+f P g, pi+p P g
Since, by hypothesis, 3 4 such that

pi+ps D6 h, pi+f WGk,
it follows that for some ¢, h,

pi+f Bg €. pi+p V6 £

p1+p3 g b, pi+f g k.

Since the headterms of all these polynomials are smaller than ¢, the main induction
hypothesis implies § = #; i.e. p,+p, and p; +p; have a common successor. Together with

(10.3), (10.5) and the main induction hypothesis, this implies that r = g.

(b) Assume that we have gy, p; such that

M(p) &g By, p=MP) WG b3, Pr+ps PG T, (10.6)
where 2 <n <m, and hence

p Bg M) +p; B¢ pi+ps g T 10.7)
Consider also the reductions

Mp) g b1, P=M@) B Py, P1+p3 6 7 (10.8)
that is,

P B¢ MP)+p; g py+ps B =g (10.9)

(noting the result of case (a)). Now, we find that

B1+p3)— @1+p3)

b1—p
& 8n

MG M@,

Since gy, g, € R, . the above quantity is the product of Spoly(g;, g,,) times a monomial.

M@) [ (10.10)

Applying (i) and Theorem 10.3, 3 f such that
Pi+Py B f,pi+ps PG f.

Therefore, by (10.6)-(10.9), and the main hypothesis, r = g.

(iii) = (i): If p € <G>, then 3 4; € F[x] such that

!
p=Xhg. 10.11)
i=1
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We proceed by induction on the maximal term ¢ among the headterms of 4,824, #,85,..., Mig;.
First, if ¢ = | the result is trivial. (Either p =0, or p € F and p g 0.) Now assume that for
some ¢, we have p B'g 0 whenever (10.11) holds with hterm(h;g;) <y ¢ for 1 £ i < [; then
consider a polynomial p with hterm(/;g;) < ¢ for some 1 <i <. We suppose (without loss
of generality) that {#,g,,..., h,,8,] are the (nonzero) polynomials in (10.11) which have
headterm t. We will show that p &' 0 by induction on m. If m =1, then
1 1
P=hg+ X hg gy P = h—M* g+ X kg,
i=2 i=2
and by the main hypothesis g ' 0. Now assume that p ' 0 when m < k and consider

m =k+1. (That is, the representation (10.11) of p has k+1 components with headterm t.)
Now, for a € Fwrite

1
p=hgi+hg+Xhg =p+p’,
i=3
where
b =M(h)g, + [M(hy) + cvhterm(hy) 1-g5 ,
!
p, = (hl _M(hl))gl + hz—M(hz) - a'hterm(hz)]-g2+ Ehigi s (1012)
i=3
and choose o such that
p =PBu-Spoly(gy, 22
for some B € F, u € T, (Exercise 10.4). On one hand, the representation (10.12) has at most
k components of headterm ¢ ; hence by hypothesis p” ' 0. On the other hand, we can show
that ' ' 0, as follows. We note that
LCM(M(g;), M(g2)
M(gy)

for some ¢. Butalso
LCM(M(g), M)
M(gl) 81 E4)

which in view of (iii) implies ¢ =0. It follows that p = p —p’ ' 0 as well. Therefore, by

81 P, Spoly®y, 82) P ¢

0)

Theorem 10.3 and (iii), 3 » such that p 5 r and p’ ¢ r. Butsince p’ g 0, we conclude
that r = 0.
o
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Corollary 10.6. G is a Grobner basis if and only if V f, g € G either

(1) Spoly(f,g) V¢ 0, or

2) Ihe G, f#h #g,suchthat
hterm(f)| LCM(hterm(f), hterm(g) ) , (10.13)
Spoly(f, k) B’ 0, Spoly(k,g) g 0. (10.14)

Proof: If we replace (ii) in Theorem 10.5 with the above condition, we need only
extend part (b) of the proof that (ii) = (iii) when (2) holds; we therefore resume the proof up
to (10.9). We first note that by (10.13), ke R, ;. As before, we let p{, s be such that

M) b p{, p~Mp) W ps, pi+p3 PG s, (10.15)
p W6 MP)+ps g pi+p3 PG s . (10.16)

Also (as before!),

, g h .
Pi+p3)— (P +p3) = M(p)[_M(;,) MR 160,
403 - @ +P3) = M) [ —i— — =5 ] 155 0
@1+ 3 1+p3) = M@ MG | M) ¢V,

by (10.14). Thus, by Theorem 10.3 and the induction hypothesis, we conclude that r=s5=g.
)

In view of Theorem 10.5 (iii), the result of reduction modulo a Grébner basis is always
unique. Therefore, we may write ¢ = Reduce(p, G) instead of p = ¢ since the details of the

reduction algorithm (cf. Algorithm 10.1) will not affect the outcome.

Corollary 10.7. If G is a Grébner basis, then
Reduce(p, G) = Reduce(q,G) <= p-g e <G>.

Proof:

=>: Suppose r = Reduce(p,G) = Reduce(q,G). Then p~r € <G> and g~r €
< G>. Therefore,

p-ry—-@-ry=p-qg e <G>.

<=: Apply Theorem 10.3 (noting p —g € < G >), and then part (iii) of Theorem 10.5.
o

The need for Corollary 10.6 will become apparent in the next section. Corollary 10.7 shows
that if G is a Grobner basis, then its reduction algorithm is not only a normal simplifier, but
also a canonical simplifier (cf. Chapter 3). Decision procedures follow for a host of related
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problems in polynomial ideal theory, including ideal inclusion (Exercise 10.5) and comput-
ing in the quotient ring F[x] /< G>. We postpone discussion of these, and other applications,
until later sections. Instead, we will now fulfill our promise to present an algorithm for the
computation of Grébner bases.

Buchberger’s Algorithm

Characterization (ii) of Theorem 10.5 suggests how we may transform an arbitrary ideal
basis into a Grobner basis. Given a finite set P < F[x], we may immediately test P by check-
ing whether

Spoly(p,q) »p 0 forall p,q € P,p=q.
If we find a pair (p, ¢) such that
Spoly(p,q) »p r # 0,

then < P> = < P, r> and Spoly(p, q) H'pul,, 0. That is, we may add the nonzero result to

the basis, and begin testing of the augmented set. To see that such a process will terminate,
let H; be the set of headterms of the basis after the i-th new polynomial is added. Since new

headterms are not multiples of old ones, the inclusions

<H,>cC <Hy> < -

are proper. Given that F[x] is a Noetherian integral domain, such a chain of ideals must ter-
minate by Hilbert’s ‘‘divisor chain condition’’ (see van der Waerden [35] for example). The
resulting algorithm appears below as Algorithm 10.2. As in Algorithm 10.1, we have used a
procedure ‘‘selectpair’’ to denote that some selection is made from a non-empty set “‘B’’.
Since the particular selection is of no theoretical importance, the reader may assume for now
that the first element is chosen. (The reason ‘‘G’’ appears as an argument to selectpair will
be given later.)

Example 10.10. Consider the set P < Q[x,y,z] defined by
P={x*+yz-2,y+xz-3,xy+z*-5},

using the degree ordering <p. (As usual, we write all terms in <p-descending order.) We

firstset G=P,k=3,and B={[1,2],[1,3],[2,3]}. Then

Spoly(Gy, Gy) =y* (% +yz ~2) = x> (2 + xz = 3) =—x3z + y3z + 3x2 - 2y?
g, y3z +xyz2+ 3x2- 2y2 -2z
g, 3x2- 2y2 —2xz + 3yz
g, -2y -2z + 6

. 0,

1y
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Algorithm 10.2. Buchberger’s Algorithm for Grébner Bases.
procedure Gbasis(P)

# Given a set of polynomials P, compute G such
# that < G> =< P> and G is a Grobner basis.

G « P ; k < length(G)

# We denote the i-th element of the ordered set

Be{[i,]:1<i<j<k}
while B # @ do {
[i, /1 « selectpair(B, G)
B « B - {li,j]}
h < Reduce(Spoly(G;,G;), G)
if 2 #0 then {
GCGe—Gulh); k—k+1
BeBullikl:1<i<k} }}
return(G)
end

whereupon B = {[1, 3], [2, 3]}. Then
Spoly(G{, G3) = vz —xz® 458 -2y
g, 2xz2+5x -2y +3z
which is irreducible. We therefore set G, = —2xz% + 5x - 2y +3z, (k =4,) and B = {[2,3],
[1,4], [2,4], [3,4]}. Continuing in this manner:
Spoly(G,, G3) g, Gs = 2y -3x+5y +2z ,
B = {[1,4],[2,4],[3,4],[L,5],[2,5],[3,5],[4,5] } ;
Spoly(Gl, G4) '_;G 0 .
B = {[2,4],[3,4],[L,5],12,5], (3,51, [4,5] } ;
SpOly(Gz, G4) H‘G 0 ,
B =1{[3,4],11,5],[2,5],(3,5], (4,51} ;
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Spoly(Gs, Gy) H'g Gg = —22*—2xz —3yz + 1522 =19 ,
B = {[1,5],[2,5],[3,5],[4,5],[1,6],[2,6],(3,6],14,6],[5,6] },

after which all further S-polynomial reductions lead to 0.
)

When applied to linear polynomials, Algorithm 10.2 specializes to a Gaussian elimina-
tion algorithm. When applied to univariate polynomials, it specializes to Euclid’s algorithm
for several polynomials. The relationship with polynomial division processes is, in the
bivariate case, fully specified by Lazard [31]. It has also been shown that Algorithm 10.2
and the Knuth-Bendix [28] algorithm for rewrite rules are both instances of a more general
““critical pair/completion”’ algorithm. (See Buchberger [12] or Le Chenadec [17], for exam-
ple.) This connection has been exploited by Bachmair and Buchberger [2] to shorten the
proof of Theorem 10.5, and by Winkler [36] to carry over improvements to Algorithm 10.2
to the Knuth-Bendix procedure. We mention also that the algorithm has been generalized to
various Euclidean domains (e.g. Z); see Buchberger [13] or Kandri-Rody and Kapur [26], for
example.

10.4. IMPROVING BUCHBERGER’S ALGORITHM

It must be noted that if, in Example 10.10, we had used a different permutation of vari-
ables, or another term ordering, we would have obtained a completely different basis. It
should also be pointed out that, these issues aside, Grobner bases are by no means unique.

Example 10.11. Consider the set P and corresponding Grdbner basis G of Example 10.8. It
may be shown (Exercise 10.7) that G — {p,} is also a Gr&bner basis for <P >.
[ ]

Reduced Grobner Bases

Fortunately, the problem of non-uniqueness is very easily remedied, as we now illus-
trate.

Definition 10.8. A set G < F[x] is reduced if V g € G, g = Reduce(g, G—{g}); it is monic if
V g € G, heoeff(g) = 1.
°

Theorem 10.8 (Buchberger [7]). If G, H are reduced, monic Grobner bases such that
<G>=<H> thenG=H.
°

We see that if the polynomials are scaled in any consistent manner, a Grébner basis may be
made unique by ensuring that each element is reduced modulo the others. A possible algo-
rithm to perform such a transformation appears as Algorithm 10.3. A proof that Algorithim
10.3 terminates is given by Buchberger [5]. When applied at the end of Algorithm 10.2, it is
casy to see that only a subset of G must be reduced. Namely, for any ¢, &

, in Algorithim
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Algorithm 10.3. Construction of a Reduced Ideal Basis.
procedure ReduceSet(E)

# Given a set E (not necessarily a Grobner basis),
# compute E such that < E> = < E> and E is reduced.

# First, remove any redundant elements.

R«E; P
while R # @ do {
h « selectpoly(R) ; R < R —{h}
h « Reduce(h, P)
if 1 # 0 then {
Q « { g € P such that hterm(h)| hterm(q) }
R«RuUQ
PeP-Quint }}

# Ensure each element is reduced modulo the others.

Ee«@; SP
foreach he Pdo{
h « Reduce(h, S—{h})
E«—EuUlh} }
return(E )
end

10.2 such that hterm(Gj)l hterm(G;), Spoly(G;, Gpis equal (up to a rescaling) to the reduced
form of G; modulo G; hence, G; may be discarded at the end of the algorithm. And,
although the result will not be unique if the input set “‘E”’ is not a Grobner basis, Algorithm
10.3 may also be applied before Algorithm 10.2. In fact, a reformulation of Algorithm 10.2
is possible in which the partial basis G is reduced after each new polynomial is added. Still,
it is not clear how much pre- or inter-reduction is best in practice. (See Czapor {19}, for
example.)

The Problem of Unnecessary Reductions

It should be apparent from Example 10.10 that Algorithm 10.2 is capable of producing
extremely complex calculations from (apparently) modest input polynomials. Note, for
example, that as ‘“k”” (the number of polynomials) grows, the number of S-polynomials in
““B’” grows rapidly. It turns out that when applied to polynomials of the form s —¢, where s,
t € T,, Algorithm 10.2 specializes to one for the ‘‘uniform word problem” for commutative

semigroups (see Ballantyne and Lankford [3]). This relationship is used by Mayr and Meyer
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[32] to demonstrate that the congruence problem for polynomial ideals is exponentially
space complete. Hence, the problem of constructing Grébner bases is intrinsically hard.
This does not mean that Algorithm 10.2 is of no practical use; however, it is well worth con-
sidering some refinements which will improve its performance.

It is also clear that most of the computational cost of the algorithm is in the polynomial
arithmetic of the reduction step. Now, it is easy to see that full reduction of each
S-polynomial is not actually necessary; a partially reduced form k # 0 will suffice as long as
M(A) is irreducible (i.e. it is not possible that & ¢ 0). However, it may happen that the
fully reduced form leads to simpler polynomials later in the algorithm; so, the actual benefits
of this approach are difficult to assess. Quite typically, though, only a relatively small pro-
portion of the S-polynomials which are reduced will yield new (nonzero) results. Therefore,
a great deal of computation is wasted. Fortunately, Buchberger has shown that many of
these O-reductions may be detected a priori, without a significant amount of computation.
This is accomplished, in part, using the following result.

Theorem 10.9. If LCM(hterm(p), hterm(g)) = hterm(p )-hterm(g), then
Spoly(p, 9) H'(p.4) 0.

Proof: We obtain
Spoly(p, 9)

a(M(g)p -Mp)q)
a[M(g)(p-M@P)) - Mp)(¢g—-M(g)],

where oo = GCD(hcoeff(p), hcoeff(g))™!. No terms cancel in the subtraction above, since the
terms of the two polynomials p —M(p) and ¢ —M(q) are distinct. (This is an easy conse-
quence of the fact that M(p), M(g) must contain distinct sets of variables.) Then note that

M{p) 5, p —M@), M@) H,; ¢-M(q).

The above result provides a condition under which certain S-polynomials (i.e. pairs
[i, /1) may be skipped. Namely, [/, /] may be safely ignored if it does not satisfy the function

criterionl([i, /], G) <
LCM(hterm(G)), hterm(G;)) # hterm(G;) hterm(G;) .

In addition, Corollary 10.6 implies that we may skip Spoly(i, j) if [i, /] does not satisfy

criterion2([i, /], B, G) <
— 3k, 1 £k <length(G), such that
(i #k #j,
hterm(G,) | LCM(hterm(G,), hterm(G )),
[i,k] € B, [k, f] € B).
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The reader is referred to Buchberger [9] and Buchberger and Winkler [10], which together
supply greater insight into the derivation of criterion2. In practical terms, the effect of using
these criteria is dramatic. According to Buchberger, for example, criterion2 results (roughly
speaking) in a reduction of the number of S-polynomial reductions from O(K?) to OK),
where K is the final length of the basis. The improved form of Buchberger’s algorithm
appears below as Algorithm 10.4.

Algorithm 10.4. Improved Construction of Reduced Grébner Basis.
procedure Gbasis(P)

# Given polynomials P, find the cormresponding reduced
# GrGbner basis G.

# First, pre-reduce the raw input set;
# optionally, just set G « P.

G « ReduceSet(P); k « length(G)
Be{[i,jl:1<i<j<k}
while B # @ do {
[i, j1 « selectpair(B, G); B « B —{[i, jl}
if criterion1([4, j], G) and criterion2([4, jl, B, G) then {
h « Reduce(Spoly(G;, Gj), G)
if 7 #0 then {
Ge—Guih); kek+1
BeBU{[i,kl:1<i<k} }}}

# Discard redundant elements and inter-reduce.

Re{ge Gsuchthath‘G—{g};t@}

return( ReduceSet(G —R } )
end

Buchberger and Winkler [10] also present an important argument regarding the pro-
cedure selectpair. It can be shown that if we always select [/, /] such that

LCM(hterm(G,), hterm(Gj)) =
min, { LCM(hterm(G,,), hterm(G )} : [4, v] € B } (10.17)

(the “‘normal’” selection strategy), then criterionl, criterion2 are ‘‘good’’ in the sense that all
possible reductions (i.e. not just one particular reduction) of Spoly(G;, G;) will yield 0.

Moreover, the likelihood that criterion2 can even be applied is increased. Finally, if the
degree ordering is used, this strategy would seem to lead to simpler polynomials than other
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choices. (Although, it has recently become apparent that the same cannot be said when the
lexicographic ordering is used; see Czapor [19].)

Computationa] Complexity

We conclude this section with some brief remarks on the complexity of Buchberger’s
algorithm. It is useful to determine bounds on the maximum degree of any polynomial pro-
duced by the algorithm; this, in turn, may bound the number of polynomials and the (max-
imum) number of reduction steps required for each. Although this is difficult in general,
Buchberger [9] has shown the following: in the bivariate case, when a criterion similar to cri-
terion2 is used (in conjunction with the normal selection strategy) the polynomials produced
by the algorithm with the degree ordering are bounded by 4D(P), where

D(P)= max {deg(P;): 1<i<length(P)};
the number of computational steps is then bounded by
2 (length(P) + 16D(P)*)* .

Of course, the actual computational cost depends on the coefficient field as well. Recent
results (see Winkler [37], for example) show progress with regard to development of a ver-
sion of Algorithm 10.2 which uses a homomorphismylifting approach similar to the EZ-GCD
scheme (cf. Chapter 7). Since algorithms involving polynomial division (e.g. PRS algo-
rithms) are plagued by the problem of coefficient growth, this is an important area of study.
The role of the term ordering used is illustrated by the following result of Buchberger [11]:
for every natural number n, 3 P < Flx,y] with n = D(P) such that

(a) for all GrSbner bases for P with respect to <, D(G)22n - 1;

(b) for all Grébner bases for P with respect to <;, D(G) 2 nf—n+1.

Apparently, the complexity of the algorithm is lower when using <p than when using <.
Lazard [30] shows that for <p (or similar orderings), the maximum degree of the reduced
basis is usually below Zdeg(P;)—n+1, where n is the number of variables. (See also Mdller
and Mora [33] for other interesting results.)

10.5. APPLICATIONS OF GROBNER BASES

We have seen that Buchberger’s algorithm completely solves the simplification prob-
lem for polynomials modulo side relations. That is, when G < F[x] is a Grobner basis the
vorresponding reduction algorithm Reduce(:, G) is a canonical function for [F[x]; ~], where

is the ‘‘equivalence modulo G’ relation used in Section 1. In view of the central role of
polynomial domains in symbolic computation, this alone establishes the importance of
Girobner bases. However, a survey of some of the applications of this powerful technique
suggests that it is indeed one of the fundamental algorithms of symbolic computation. We
will not attempt to list all such applications here; this is an active area of research, and any
such list would soon be mcomplete. Morcover, a discnssion of the recent use of Grobner
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bases in such fields as bifurcation theory (Armbruster [1]) and spline theory (Billera and
Rose [4]) is beyond the scope of this book. We instead restrict our attention to a few simple,
but important, examples.

Computing in Quotient Rings

The close connection between the simplification problem and arithmetic in the quotient
ring F[x]/< G > is illustrated by the following theorem.

Theorem 10.10. Suppose G is a Grobner basis, and define
U ={[u], where u € T, is such that -3 g € G with hterm(g)| ul, (10.18)

where [u] is the congruence class of ¥ modulo G. Then U is a linearly independent (vector
space) basis for F[x] /< G>.

Proof: Suppose we have a dependence
alyl+ -+ +a,lu,]=0,
where g; € F, u; € U for 1 <i <m. Since we now know that for p € F[x],
[p1=0 <> pe<G>,
and that reduction modulo G is a canonical simplifier, there must be a polynomial g = aqu; +
+ a,u, € <G>. But it is only possible that Reduce(g,G)=0 if we have

4;=0, 1<i<m.
[ ]

The reader should compare the above result to the well known fact that an extension field of
F of the form

Fixl/<p> = {ag+ax+ - +a, x" " :aq,€ F}

where p € F[x] is an irreducible polynomial of degree n, is a vector space of dimension n
with basis [1], [x],..., [x"'].

Theorem 10.10 allows us to easily decide if the quotient ring is finite dimensional
(when considered as a vector space), since this is so if and only if the set U has finitely many
elements. This observation will prove useful later on in this section. However, its immedi-
ate importance is that it guarantees we can perform arithmetic in the quotient ring.

Example 10.12. We recall that the set
G={x*+yz -2,y +xz-3, xy + 22 =5, -2xz* + 5x - 2y + 3z,
—2yz% —3x + 5y +2z, —22* — 2xz - 3yz + 1522 - 19}

computed in Example 10.10 is a Gribner basis in Q[x,y,z] with respect to <p. In fact, it is
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also a reduced Grobner basis. Then

U = {11, [x], [y, [2], [xz], [y2), [2%), [2°] }
is a basis for Q[x,y,z]1/< G>. To compute {xz][yz], for example, we merely find
19

RCdUCC(xZ‘yZ, G) = xZ+ %yz —_ %.22 + _2_ ;

then
xzlyz] = 1[xz] + %[yz] - %[ﬂ] ¥ ‘2—9[1] .
®

In addition to the basic arithmetic operations, Theorem 10.10 allows us to compute inverses,
when they exist, in F[x] /< G>.

Example 10.13. Consider again the sets G, U of Example 10.12. Since U has finitely many
entries, it may be possible to compute ring inverses for some of those entries. For example,
if [x] has an inverse, it must be of the form

[x1-(apl1] + a1(x] + ay[y] + a5]z]
+ aglxz] + aslyz] + aglz?] + a7[2*) = 1 .
Then Theorem 10.10 implies that the reduced form of the polynomial
p =x(ap+ax + azy +asz +agxz + asyz + a6z2 + a7z3) -1
vanishes. Since we find that

Reduce(p, G) = (-1 + 2a; + 5a,) + (ag + %a4 + %a6)x + (—%a4 —ag)y + (a4 + 5as + %a6)z
+(~a; —aq)yz + (a3 + %a7).xz +(-a+ %117)22 —asz3,

we obtain the system of linear equations

2a)+5a,=1, ao+—;—a4+%a5=0.

—%a4—aﬁ=0, a,+ 505+%06=0, -a;—a7;=0,

a3+%a7=0, —az+%a7=0, —as=0.

If we solve this system (e.g. by the one of the methods of Chapter 9), we find the solution

o 2 _ 3 5 2
G=ay=a5=ag=0, a) =1, &=~ &=~ 1=

,a
1’2

hence

-1 2.3 2 3 S
X = —|z —_—— +.._ -_— .
[x] “I [ el llIyl ”IZI
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This type of construction turns out to be very useful in the next subsection.

Solution of Systems of Polynomial Equations

We now turn our attention to the more common problem of solving systems of polyno-
mial equations. To this end, we will take a somewhat more modern approach than that of
Section 9.5. Namely, we will view a set of equations over a field F

pixy, xp,..,x,) =0, 1<iZk,

in terms of the ideal < py, ps,..., py>. Itis easily established that if < P> = <G>, then the

sets of common zeros of the sets P, G < F[x] are identical. (Exercise 10.10.) If G is a
Grobner basis for < P>, then one expects (by now!) to be able to obtain more information
about these zeros from G than from P. This is indeed the case, as the following results of
Buchberger [6] show.

Theorem 10.11. Let G be a monic Grobner basis for <P>=<p,,..., p;> & FIx]. Then P,
viewed as a system of algebraic equations, is solvable if and only if 1 & G.

Proof: It is well known from (modern) algebra (see for example Hilbert’s ‘“Nullstellen-
satz’’, in van der Waerden [35]) that P is unsolvable if and only if there exists a combination
of the p; (over F[x]) which equals a nonzero constant, say 1. Since < P> = <G>, this is

equivalentto 1 € <G>. Since G is a Grobner basis, this implies that Reduce(1, G) = 0; this,
in turn, means that 1 € G.
[ ]

We note that a system P is unsolvable if and only if a Gribner basis for < P> contains an
element of headterm 1. In such a case, the reduced monic Grdbner basis will simply be {1}.

Example 10.14. The reduced, monic Grébner basis (over Q[x,y]) for the ideal < p;, p,, p3>

where
—.2 2 _ 3 — 2
pP1=xy+4y =17, p,=2xy =3y°+8, p3=xy" =50y + 1,

is {1}, irrespective of the term ordering used. Therefore, the corresponding system of alge-
braic equations

p1=0, p=0, p3=0

has no solutions.
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Theorem 10.12. Let G be a Grébner basis for < P> ¢ Fix], and let H be the set
H = {hterm(g): g€ G}.

Then the system of equations corresponding to P has finitely many solutions if and only if
for all 1 <i<n, there is an m € N such that (x;)” € H.

Proof: The headterms of G have the required ‘‘separation property’’ iff the set U
defined in Theorem 10.10 has finitely many entries; i.e. F[x] /< G> is finite dimensional as a
vector space. This, however, is true if and only if the set G (or P) has finitely many solu-
tions. (This is plausible in view of our earlier remark on algebraic extension fields of F.

However, the reader is referred to Grébner [22], or van der Waerden [35] for more details.)
[ ]

It must be noted that these powerful results do not depend on the term ordering chosen to
construct the Grobner basis. Neither do they require that the solutions themselves be pro-
duced. The latter fact may be important in practice, since the construction of solutions may
(for some reason) be impractical when Algorithm 10.4 is not.

Example 10.15. We found in Example 10.10 that the reduced Grébner basis for
<P>=<x*+y7-2 y*+xz2-3, xy+22-5> < Qlx,y.z]
with respect to <p has 6 polynomials with headterms
H = {x% y% xy, x2%, y2%, 24} .

Since 1 ¢ H, the system corresponding to P is solvable; also, by Theorem 10.12, there are
finitely many solutions.
[ ]

Example 10.16. Consider the set of polynomials (and system of equations corresponding to)
<P>=<zx +yx—x+zz—2,xy2+22x -3x+z4+y-1,
222+zy2—3z+22y+y3—3y >.
If we order T, , ,, with the lexicographic order <; , we may obtain a reduced Grébner basis
for <P >,
{xz?—2x —z% + 427 -4,
y +24+223~522—3z+5,
427 - 724 - 82 4152+ 82-10 ).

Again, we see that the system corresponding to P is solvable; however, in this case there are
infinitely many solutions.
[ ]
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The above examples illustrate an important distinction between ‘‘total degree’’ and
“‘lexicographic’’ Grobner bases. The degree basis shown in Example 10.12 offers no direct
insight into the solutions of the system; however, a quick inspection of the lexicographic
basis of Example 10.16 suggests a more powerful result. Apparently, it will be more diffi-
cult to obtain solutions from some types of Grobner bases than from others. Since the choice
of term ordering affects the complexity (and practical behaviour) of Algorithm 10.4, it is
well worth developing solution methods for both <p and <.

We consider first the use of the degree ordering. In Example 10.13, we exploited the
fact that if a polynomial (with indeterminate coefficients) p = Za;t; is in <G >, the require-
ment that Reduce(p, G) = 0 yields conditions on the indeterminates ;. The difficulty lies in
determining which t; € Ty to include in the representation of p. But, if G has finitely many
solutions, certain types of polynomials are guaranteed to exist. Namely, for each x;, 1 £i <
n, there must exist a univariate polynomial p; = Za,-j(x,-)j whose roots contain all possible
values of x; which may appear in solutions of G. For a set P c F[x] and X' € x, the polyno-

mial of least degree in < P> M F[¥] may be constructed by Algorithm 10.5 below. This
algorithm is clearly valid for any admissible term ordering, although we will soon see that
for < it is unnecessary.

Example 10.17. Consider the set P < Q[x,y,z] defined in Example 10.10, along with the
corresponding total degree basis G. In order to find the polynomial p € <P> n Q[z] of
least degree, we note that 1, z, zz, 23 are irreducible modulo G. Therefore, we first let
p=ay+agz+az’+ a3z’ + a,z*, and set
Reduce(p, G) =(ag - 1—29-114) +aiz+ (a+ 1—25-(14)22 - %auz —axz + a3z3
=0.

This implies that gy = - -+ = a4 = 0. In like manner, the polynomials of degrees 5, 6, and 7

8
all vanish identically. Whenwettyp= X akzk,

k=0

Reduce(p, G) = (ag - %(14 - %ag - %aﬁ) +(a; - 5as - Ta7)z

109 11 13 1
+ (- g, - —— =2 -
(-~ a8y + (a7~ as)x

175 925 15 2 743 3
+ —_— = —_ — =22 g0 — - =
(ay+ 2 Gt ast ay)z” +( 3 98 14a, ) a,)yz
+ (- -———337 ag — —341 ag — a)xz + (a3 + —1‘715 a; + —125 115)23 .

The resulting system of linear, homogeneous equations has the nontrivial solution

ap = %ag, a = 0, ay= —95{18, a3 = 0,
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Algorithm 10.5. Solution of System P in Variable x.
procedure Solvel(P, X)

# Given a system P with finitely many solutions, find
# the smallest polynomial containing the solutions in X.

G « Ghbasis(P)

# Assume a polynomial of form Eakx“";

# then require that
# Reduce(Ta,x*, G) = Ta;Reduce(*, G)=0.

ke0

# If G does not satisfy Theorem 10.12, the following loop
# may be infinite!

do {
Dy & Reduce(x"‘, G)

k
if 3 (ay, ..., a) # (0, ..., 0) such that }:Oajpj =0 then
J=
I
return(a, " L a;i )
j=0

else k—k+1 }

end
(14=24L9(18, as =0, (16=i25{18, a, =0.

Without loss of generality, we choose ag =1 to obtain

_8_25 6 219 4_ e 2, 361
p=z X +=z 95z +—8 .

[ ]
A complete set of n univariate polynomials obtained in the above manner constitutes a
finite inclusion of the roots of the original system. As noted in Section 9.5, though, not all

n-tuples so defined are roots. One can do better if one of the univariate polynomials splits
into factors over F. For example, if p; € <P> m F[x;] admits a factorization p; =

qr'qat - - gy, then Gbasis(P) may be refined to Gbasis(P U {g;}) with respect to each
irreducible, distinct factor ¢;. Thereafter, each component basis will yield different (smaller)
univariate polynomials in x,,.. ., x,,. Carried even further, this approach suggests a scheme

ispecified by Algorithm 10,6) to explicitly determine the roots of 2,
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Algorithm 10.6. Complete Solution of System P.
procedure GrébnerSolve(P)

# Given system P < F[x] with finitely many solutions,
# find these solutions over an ‘‘appropriate’’ extension of F.

# We store partially refined bases and partial roots in Q.

g« {IP,0])
for k fromn by —-1to 1 do {

S«
# Refine/extend each element of O one more level.

foreach [G, (04 1,...,0,)] € Q@ do{
G e { g s X OWpyys--r0y) : §€ G}
G « Ghasis(G)
p « Solvel(G, X))

# The roots of p in x; yield several new partial roots.

if p # 1 then
S« SUl[G, (0 q,...,0,)]:p0)=0} }
0«S }
roots « &
foreach [G, (04,...,a,)] € O do{
roots «roots U { (0ty,...,0,)} }

return( roots)
end

Of course, it will not always be possible to solve all univariate polynomials exactly.
Moreover, the successive refinement of each Grébner basis may be impractical if compli-
cated extensions of F are involved. (Note that F may be a rational function field!) Still,
Algorithm 10.6 provides a complete solution in theory when P has finitely many solutions.

Lexicographic Bases and Elimination
We now recall from Example 10.16 that Grbner bases with respect to <; seem to pro-

vide more information, in a way, than total degree bases. So, in spite of the increased diffi-
culty of computing such bases, their use may offer a valuable alternative to Algorithm 10.6.
The basis for such a method is the following theorem.
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Theorem 10.13. Let <7 be an admissible ordering on T, which is such that s <7 t whenever

s€ Ty, .xyandte Ty let G be a Grobner basis over F with respect to <7. Then

-vxl:fl);
<G>nFx,...,x,] = <GNFlx,...,x,]>,

where the ideal on the right hand side is formed in Flx, , . . ., x,].

Proof: For convenience, we define G = G n Flx,, ..., x,]. First, suppose thatp e
<G> NFx, ..., x,]. Since G is a Grobner basis, p —'; 0. But since p contains only the

variables x,..., x,, this means that there exist polynomials p; € Flx;,..., x,], g; € el

m
such that p = I p;g;; this implies thatp € <G®>.
i=1

We remark that if G is a Grébner basis with respect to <7, then G*) must also be a

Graobner basis, since Theorem 10.5 (ii) requires that
SpOly(p, q) I-—)*G(k) 0

for all p,g € G® ¢ G. It follows that if p € <GW>, we also have pe <G>n
Flxg, ..., x,]
[ J

Now, consider specifically the ordering <;, which satisfies the requirements of the

above result. Then Theorem 10.13 says that the polynomials in G which only depend on the
last n—k+1 variables are a Grobner basis for the ‘‘k-th elimination ideal’” of G (i.e. the subset
of <G> which depends only on these variables). Suppose that G is the lexicographic
Grébner basis of a set P < F[x] which has finitely many solutions. Then by Theorem 10.12,
G must contain a single univariate polynomial in x,; namely, the polynomial in <P > N

Flx, ] of least degree. In addition, G must contain at least one polynomial in each elimination
ideal in which the ‘‘highest’’ variable is separated.
Example 10.18. The reduced, monic Grébner basis with respect to <; for

<P>=<x?+yz-2, y*+xz-3, xy +22-5> < Qlx,y,z]

88 7. 872 5 2690 3 . 125
x -2 74 872,5 2690 3 125
(=54 361 361 2 T 19 2o
8 7. 52 5 7403, 75
b T 225 T3, D,
TS 617 361t Tt
8 25 6, 219 4 2, 361
_—— +_ — —_
z 52 YR 95z°+ % }.

Hence, mn order to solve the nonlinear system associated with P we may solve instead the
reduced equations
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88 7, 8725 269 3 125,

~ 361 361 361 92 =0,
8 7,52 5 103 75 _
Y3 Y3t el tl =0

8 25 6,219 4 2, 361
=0.
-z +—4 2% —-95z° + 2 =0

Note how closely this resembles a triangular linear system.
[ ]

A lexicographic basis may, of course, contain other polynomials whose headterms are not
separated. But since each subset G N F[x;, ..., x,] is also a Grobner basis, no simpler (i.e.
‘‘more separated’’) basis may exist for the given permutation of variables. A (simpler) coun-
terpart to Algorithm 10.6 appears below as Algorithm 10.7. We note that the basis refine-
ments (i.e. the additional Gr&bner basis computations) in Algorithm 10.7 are univariate sub-
problems, and therefore amount to GCD computations. In fact, it has been shown (e.g. see
Kalkbrener [25]) that these calculations are unnecessary; it suffices to select the element of
‘G’ of minimal degree in x;, whose leading coefficient (in x,) does not vanish under the
current evaluation. Thus, the above process is indeed simpler than Algorithm 10.6. Still, it
may not be possible to carry out in practice. We mention that, as before, the Grobner basis
may be decomposed into irreducible components if any of its elements factor. (In fact, these
components can be computed much more efficiently by factoring during Algorithm 10.4; see
Czapor [19].)

It should also be pointed out that even when a given system has infinitely many solu-
tions, the lexicographic Grobner basis will be as “‘triangular’’ as possible. Therefore, it is
still possible to obtain the solutions directly from the basis.

Example 10.19. In Example 10.16, we computed the lexicographic basis
G={x*-2x—-z*+4°-4,
y+z4+223—522—3z+5,
2042257482 +1522+82-10},
over Qx,y,z]. If we factor the final, univariate polynomial we obtain
-2+ 2352242+ 5).
The roots of the larger factor,
pi@@) = A +23-52-4245 = 0,
may be extended using Algorithm 10.7 to four complete roots for x, y, z; however, the roots
of py(2) = #-2=0 yield only the solutions {y = 1F+2, z =42}, in which x may take any

value. Alternatively, we may refine the basis with respect to each of the univariate polyno-
mials p;, p, to obtain
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Algorithm 10.7. Solution of P using Lexicographic Grobner Basis.
procedure LexSolve(P)
# First, find a reduced Grobner basis with respect to <,
# for the ideal generated by P < F[x].
G ¢ Ghbasis(P) ; roots « @
#If P has finitely many solutions, we proceed to
# solve the univariate polynomial in x,,.
p & selectpoly(G N Flx,])
roots ¢~ roots U { (@) :p(a)=0}
# Now, back-solve (cf. Section 9.5).
fork fromn—1by—1to 1 do{
S«
Gy &~ GNFxy, ..., x,] = Flxgq, ..., x,]
foreach (0y,;,...,o,) € roots do {
G e {80, 0y1sn.010) 1 8 € Gy )
G ¢ Gbasis(G) _
p « selectpoly(G N Flx;])
if p # 1 then
S e~ SU(0,04...,0,):p@)=0} }
roots « S '}

return( roots )
end

Gbasis(G U (p D ={x-22+2,y+z,2* + 2> -5:2 -4z + 5},
Gbasis(G U [p,)={y+z~1,22~2).

Note that, in the irreducible components of the lexicographic basis, it becomes clear when
specific variables must be viewed as parameters in the corresponding solutions. Moreover, it
is clear before we begin back-solving (or basis decomposition) that some variables will be
parameters. (The reader should compare this with the solution of a reduced system in Sec-
tion 9.5.)

[ ]
Obviously, there is a strong connection between lexicographic Grébner bases and the resul-
tant techniques of the previous chapter. However, the Grobner basis is clearly a more power-
Tul and elegant result than a reduced system (cf. Definition 9.1). For example, the **final’
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univariate polynomial is of minimal degree, and therefore contains no extraneous roots.
Also, the degree of the polynomial which must be solved at each phase of back-solving will
be no larger than the number of roots.

On the other hand, for some types of input polynomials the computation of a reduced
system via resultants may be much faster than the computation of a lexicographic Grébner
basis (via Algorithm 10.4). Hence, Pohst and Yun {34] proposed the combined use of resul-
tants, pseudo-division and S-polynomial reduction. Also, the speed of either scheme (for a
given problem) depends very strongly on the permutation of variables x;, .. ., x,, used for the

elimination. It is much easier to choose a good permutation for the resultant method (one
variable at a time) than to choose a good permutation (a priori) for Algorithm 10.4, when <,

is used. Although the problem of determining the optimal permutation is difficult, Boge et
al. [14] have proposed a simple heuristic for choosing a ‘‘reasonable’’ permutation. How-
ever, it is important to note that when a degree ordering is used, the algorithm is not nearly as
sensitive to this choice (cf. Exercise 10.14). Therefore the lexicographic algorithm is
‘‘unstable’” in this sense. We recall also that the complexity of Algorithm 10.4 is greater
when using <; than when using <p. Consider a system of n polynomial equations in r vari-

ables of degree at most d, which has only finitely many solutions. The results of Lazard[30]
(mentioned at the end of Section 10.4) imply that the computation of a total degree basis is of
complexity O(d™) for some ke N (ie. polynomial in d"). On the other hand, Caniglia et al.
[15, 16] have recently shown that the complexity of the lexicographic calculation is O(d"z).
Hence it is clear that (in general) the computation of a lexicographic Grobner basis via Algo-
rithm 10.4 is much more difficult than the corresponding total degree computation.

In spite of the above, a lexicographic basis is more useful than a degree basis in that the
corresponding solutions are easily obtained from it via Algorithm 10.7. Recently, Faugere et
al. [20] presented an important generalization of Algorithm 10.5 which computes a lexico-
graphic basis from (say) a degree basis by an efficient ‘‘change of basis’’ transformation.
However, for systems with infinitely many solutions no alternative to Algorithm 10.4
currently exists.

10.6. ADDITIONAL APPLICATIONS

Along with the applications discussed above, Buchberger’s algorithm provides con-
structive solutions for a great many problems in polynomial ideal theory such as computation
of Hilbert functions for polynomial ideals, free resolution of polynomial ideals and syzigies,
and determination of algebra membership. However, most such topics require more alge-
braic background than we wish to discuss here. We consider instead two very basic prob-
lems which, perhaps surprisingly, may be solved in terms of Gr&bner bases.

Geometry Theorem Proving

In the past few years, the automated proving of elementary geometry theorems has
become a topic of great interest in symbolic computation. This is primarily due (it seems) to
the recent work of Wu [38]. We will not dwell here on the foundations of the subject; rather,
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we will attempt to present some of the basic ideas with emphasis on the possible role of
Grobner bases. The main idea is that often a theorem (i.e. a set of hypotheses implying a
conclusion), for which the geometric relationships may be expressed as polynomials, can be
proven algebraically. In Wu’s method, one attempts to show that the set of common zeros
(in an algebraically closed field) of the hypothesis polynomials is contained in the set of
zeros of the conclusion polynomial. Unfortunately, in elementary geometry one is concerned
with real (rather than complex) zeros; so, the method is not complete in the sense that not all
valid theorems may be proven. In spite of this, Wu and also Chou [18] have succeeded in
proving a large number of such theorems.

It is not surprising that, in the above problem, Grobner basis techniques have been suc-
cessfully applied. We will sketch one such approach due to Kapur [27]. (A different
approach presented by Kutzler and Stifter [29] appears to be faster, but less powerful.)
Details of the equivalence between Wu’s formulation of the problem and Kapur’s (and a
comparison of the various methods) are given by Kapur [27].

Let F be a field of characteristic zero, and let F be an algebraically closed field contain-
ing F. Suppose we can represent hypotheses as polynomials k; € F[x], the conclusion as a

polynomial ¢ € F[x], and any subsidiary hypotheses (to be explained later) as a polynomial
s; € F[x]. Then we will consider statements of the form

Vx,..., % €F {h=0,h=0,..., 1=05#0,..5#0}
= =0, (10.19)

The above statement is a theorem if the zeros in F of ¢ include the admissible common zeros
of the ;. This form is actually quite general because any (quantifier-free) formula involving

boolean connectives may also be expressed as a (finite) set of polynomial equations.
Namely, Kapur shows in [27] that:

(@ py=0andp,=0 <> (p;=0,p,=0};
(b) py=0o0rp;=0 <= {pp,=0};
() p1#0 <= {pz-1=0},

where z in the above is a new indeterminate. He then proposes the following, which (as in
Theorem 10.11) is based on Hilbert’s Nullstellensatz:

Theorem 10.14 ([27]). The validity of a (geometry) statement of the form (10.19) is
equivalent to the validity of

<hy... hesizp—-1, 5z cz-1> = <1>,

where z, {z;} are additional indeterminates.
[ J

That is, the problem reduces to that of showing that a related system (which includes the con-
tradiction of the conclusion) is not solvable over I,
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Example 10.20. Consider the problem of proving the following simple proposition: if the
right bisector of the hypotenuse of a right triangle intersects the right vertex, then the triangle
is isosceles.

Without loss of generality, we set up a plane coordinate system in which the right ver-
tex is at the origin, and the triangle sits in the first quadrant. Suppose the other two vertices
are at (y;, 0) and (0, y,), and the midpoint of the hypotenuse is (y3, y4). Then y,=y,/2 and

y3 =y, /2 (since we have a midpoint), and y,/y; = —(—y,/y;)"! (since the bisector is perpen-
dicular to the hypotenuse). Furthermore, the triangle will be isosceles if and only if | y,| =
| ¥2| . Since the reduced, monic Grébner basis of

<N =23 Y2 - e Y3 Ya Of —yDz—1>

(over Qlyy, ¥2,¥3, ¥4, 21} is (1}, the theorem is valid.
°

We must, finally, mention the role of the subsidiary hypotheses {s;} in the above. It
may happen that some theorems may only be established in the above manner when certain
degenerate cases are ruled out. For example, in Example 10.20 it might have been necessary
to specify that y; # 0 # y,; thus we would have added the polynomials

sp=yzn—1, 5= 95n-1

to the set above. An example of a case in which such extra conditions are necessary is pro-
vided in Exercise 10.20. (Methods for detecting such cases are discussed by Kapur [27] and
Wu [38].)

Polynomial GCD Computation

Recently, Gianni and Trager [21] outlined how Grobner basis calculations may be used
to compute multivariate GCD’s. While not especially practical, such methods do serve to
illustrate the significance of Grébner bases. They propose the following method:

Theorem 10.15. Let f, . .., f,,, g € Fly, x] be primitive with respect to y and I be a maximal
ideal in F[x] (i.e. I is contained in no other ideal). Suppose that

<ftreois S I> = <1>,
<lcoeffy(f,--g), I> =<1> forsome 1<i<m,
and let Gy be a reduced Gribner basis for the ideal
<fr8 s fm'8 >

with respect to <p. Then for k > [deg(g)]?, the unique polynomial § in Gy, of least total

degree is an associate of g.
[ ]
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The idea in the above is to produce an ideal in which the GCD is the element of least degree.
This depends, in part, on the observation that

<SS I>=<1> = <fr8,..., fmg F>=<g, 1*>

for k > 0. (The proof of this is left as an exercise for the reader.) In practice, the ideal I is
chosen to be of the form

I =<yi—ay, yo—ay ..., Yy — >

for a; € F. The reader should compare the above requirements for the {f;}, g and I with
those imposed on homomorphisms in Section 7.4.

Example 10.21. Consider the problem of finding the GCD of
D= 2yxz —2y3+4y - % +7xy2— 14x +x22——zyz+22 ,
p2=3xzz —-3xy2+6x—xzz+zy2—22 —xz+y?-2.
We first note that both of these polynomials are primitive in x. If we choose I =<y, z-1>,
for example, then a basis for Pis
Q=1 y'e -1, ye-12y -1 ye-Dh@- 1)
It is easily verified that the remaining conditions of Theorem 10.15 are met. By means of

Algorithm 10.4, we may compute a reduced basis (with respect to <p) for <py, p;, 0>,
namely

{ yz4 - 4yz3 + 6y22 —-4yz +y, 2 =524+ 102 - 102+ 52 - 1,
xyz? - 2yz3 — 2xyz + 8yz2 + xy — 10yz + 4y,
x} = 12x2% + 1623 + 6x% + 24xz — 722% + 962 - 32,
1322 = 274 —3xz2 4 1022 +3xz - 1822 — x + 14z - 4,
x%y ~ dxyz + 4yz* + 8xy — 16yz + 16y,
X%z — 4xz% + 423 — x?+ 12xz - 2022 — 8x + 32z - 16,
y2 -xz-2}.
The polynomial of least degree in this basis is
g = yri-xz-2.
Since we have
P =y —Tx +2)(0z —y*+2), p, =(Bx -z — )(xz - y*+2),

£ is indeed the required GCD.
[ ]

We mention that, in addition, a Gribner basis method is given by Gianni and Trager
[21] for performing multivariate factorization.
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Exercises

(Those exercises marked with an * may require a significant amount of computer time; time

limits should be set at ““appropriate’’ values.)

1. Consider arbitrary p, g, r € F[x] and P < F[x] such thatp —p ¢g. Isit ttuethatp +r -p
g+r? Isittrue thatp +r =5p g +r?

2. Prove that if p, g, r € F[x] are such that p =¢g-r, then p r—)*(q) 0 for any term ordering
<r.

3.  Formulate a strategy for the procedure selectpoly, which selects the ‘‘best’” of several
reducers in Algorithm 10.1 when the degree ordering is used. Hint: Show that the
number of distinct n-variate terms of total degree k is

(k+n 1
hence the number of distinct terms of degree less than or equal to d is
k+n—1) (d+n)

4. For arbitrary gy, g5, 4y, h, € Fix], find &, B € F and u € T, such that

M(hy)gy + [ M(hy) + a-hterm(hy) 18, = Bu-Spoly(g. g2) -

5. Devise an algorithm to decide, given P, P, CFx], if <P> C < P,>.

6. Using your favorite computer algebra system, implement Algorithm 10.2 using both
term orderings <p, and <; over Q[x]. (Note: you need only construct different leading
monomial functions Mp and M;.) You should use the *‘first available’’ pair selection
strategy, and make all polynomials monic as they are added to the partial basis. Test
your code for <, on Examples 10.8 and 10.10, and for <; on Examples 10.16 and
10.18.

7. Implement Algorithm 10.3, and hence modify the code from Exercise 6 to yield a
reduced, monic Grébner basis. Compare the results of the new code to that of the old on
Examples 10.16, 10.18 using <;: repeat this comparison for Example 10.8 using <.
Assuming the implementation of Exercise 6 is correct, can you devise a procedure
which verifies the correctness of the new code?
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Improve the implementation of Exercise 7 by adding criterion], criterion2 as in Algo-
rithm 10.4. (Note: the efficiency of criterion2 depends on a fast means of testing if
[u, v] € B.) Compare this code and that of Exercise 7 on:

(a) the polynomials of Example 10.10, for < and <;;
(b the set
(¥ +x2+y22 =22 =22, zy* + 2z =3z +x+y - 1,
ey =3x + 2y +y3 -3y ),

using the same orderings on T, , ;).

Further (and finally!) improve the implementation of Exercise 8§ by modifying the pro-
cedure selectpair to use the ‘‘normal”’ selection strategy (10.17). (Note: a careful
choice of data structure for the set B will help.) Carefully compare this and the code of
Exercise 8 on the following:

(a) the polynomials of Exercise 8(b), using <p;
(b) the same set of polynomials, using < ;

(c) the polynomials of Example 10.10 using <.

Prove that if sets P, Q  F[x] are such that < P> = < @>, then the roots of P, Q are
identical.

Implement Algorithm 10.5 in your favorite computer algebra system, i.e. whichever one
was used in Exercises 6-9. (Note: in order to save some trouble, you may use whatever
system routines are available for the solution of systems of linear equations.) Test your
implementation by computing the polynomial p(z) found in Example 10.17. Then, for
the set P defined in Example 10.10, use your implementation to compute the counter-
parts g(y), r(x) to p.

Show that the set {p, g, r} computed in Exercise 11 is a reduced, monic Grobner basis.
(Note that this does not require computation of this set.) Why does this not contradict
the uniqueness of the basis computed in Example 10.10?

Is it possible for a reduced ideal basis, not composed entirely of univariate polynomials,
to be a Grobner basis with respect to more than one term ordering? Give an example (if
possible) of such a set which is a Grobner basis with respect to an arbitrary admissible
ordering.

Compute monic, reduced Grobner bases with respect to <; for the set
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15.

17.
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{ya+ 1991y, + 597 +45, 3y —Tys + Oy, — y; +44,
53y594+ 29192+ 11y2y3 +454, y1yays +3yf — 633 +30),
using the following permutations of variables:
(@) x=04 y3. Y2 Y1):
() x=0r, Ya Yi» Y305
©° =01, yp Y35 Ya)-

Compare the times required for the above computations with those required using <.

Suggest a procedure for choosing a permutation for which the lexicographic computa-
tion is relatively simple.

Explain how the lexicographic basis of Exercise 14(c) could be computed by first com-
puting its degree basis, assuming the lexicographic basis takes the simplest possible
form. (Hint: Guess the likely form for the lexicographic basis, and then use the fact that
the reduced form of each polynomial must vanish.) Can you generalize this approach to
the case where the form of the lexicographic basis is not known in advance, assuming
that the corresponding system of equations has only finitely many solutions?

Using Grobner bases, solve the following systems of equations (or the systems
corresponding to given sets of polynomials) as explicitly as possible:

(a) the set of Exercise 9.23(b) for x, y, z;

(b) the system of Exercise 9.17 (noting that your implementation of Buchberger’s
algorithm may have to be modified for coefficients in Q(c));

(c)* the set
{ Xy + 19%, 3, + 52 + 45, 33330, + 2xF + 1 1xp03 + 454,
x2x32 — 2x3x4 — 2xyx4 — 14, x4 — Tx3 + 9%y ~ X1 + 44, x1x3%4 — 613+ 30},

for x;, X9, X3, X4.

Prove that an ordering <, on Ty defined for 1 <m <n by

S T B
§ =X X, <pm Xi

=
Y xr=t <

{31,1<I<msuchthati; < j, and iy =j, 1<k <!}, or

i i im iy me fa
{iy=Ji, 1 Sk<m, and x,70} < - x> <p ximi - xl*}

is admissible according to Definition 10.1. Suggest two possible uses for such an order-
ing.
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18.

20.

O,

Implement (i.e. modify one of your previous implementations of) Buchberger’s algo-
rithm for Grobner bases over Z,, where p is prime. Compute Grdbner bases over

Z 4] x,y,z] with respect to <, for the following:
(@) {x* + 2% + 503 xHy? -3y, 0t +xy? )
by (29%+Ty2+ 9 +2,xy +4x -5y + 11} .

Compare both results above to the corresponding bases over Q[x,y,z]. What conclu-
sions may be drawn?

Devise a modification of Buchberger’s algorithm which, given p € <f,,..., f,> €
m

F[x], finds g; € F[x] such that p = .Zla,»fi. Implement your scheme, and use it to find g,
=

a,, az such that

ay(Pyz —x2?) + ay (0’2 - xyz) + ay (x2y? - 2%) = xz* — xyz®

Use Grobner bases to prove that a parallelogram is a square iff its diagonals are perpen-
dicular and equal in length. Hint: Does the problem make sense if your ‘‘arbitrary
points’’ do not really define a parallellogram?
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CHAPTER 11

INTEGRATION OF

RATIONAL FUNCTIONS

11.1. INTRODUCTION

The problem of indefinite integration is one of the easiest problems of mathematics to
describe: given a function f(x), find a function g (x) such that

g =fx).
If such a function can be found then one writes
[f@x) dx = gx)

(or g(x)+ ¢ where ¢ denotes a constant). As presented in most introductory courses, the
indefinite integration problems are commonly solved by a collection of heuristics: substitu-
tion, trigonometric substitution, integration by parts, etc. Only when the integrand is a
rational function is there any appearance of an algorithmic approach (via the method of par-
tial fractions) to solving the integration problem.

Interestingly enough, most computer algebra systems begin their integration routines by
following the same simple heuristic methods used in introductory calculus. As an example,
we can consider the first stage of the integration routine used by MAPLE. In this first stage
integrals of polynomials (or for that matter finite Laurent series) are readily determined.
Next, MAPLE tries to integrate using a simple table lookup process; that is, it checks to see
if an integrand is one of approximately 35 simple functions (e.g. cosine or tangent), and, if
so, then the result is looked up in a table and returned. MAPLE then looks (as any calculus
student would) for other specific types of integrands and uses appropriate methods. Thus, for
example, integrands of the form

e® *P-sin(cx + d)p(x)

for constants a, b, ¢, d and a polynomial p(x) are solved using the standard integration by
parts technique. When the above methods fail, MAPLE uses a form of substitution called the
‘‘derivative-divides’’ method. This method examines the integrand to see if it has a compo-
site function structure. If this is the case, it then attempts to substitute for any composite
functions, f(x), by dividing its derivative into the integrand and checking if the result is
independent of x after the substitution u = f(x) occurs.
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The heuristic methods used by MAPLE obtain the correct answer for a surprisingly
large percentage of integral problems. It also obtains the answer relatively quickly. In par-
ticular, the heuristic methods solve a trivial problem in trivial time, a highly desirable
feature. However, heuristics by their very nature do not solve all problems and so we are
still left with a significant class of integrals that remain unsolved at this point. As such we
must use deterministic algorithms to obtain our answers.

It is when deterministic algorithms are required that the methods used by computer
algebra systems diverge sharply from those found in calculus books. The algorithmic
approach used by these systems is the subject of both this and the next chapter. In this
chapter we describe the simplest example where a deterministic algorithm can be applied,
namely the case where we are integrating a rational function. This is a case where the integral
can always be determined. We show that the methods nommally taught in introductory cal-
culus courses need to be altered in order to avoid their computational inefficiencies. Interest-
ingly enough, the methods presented in this chapter will be the basis for integration (or for
that matter deciding if an integral even exists) of a much wider class of functions than just
rational functions. This is the Risch algorithm for integrating elementary functions which is
the topic of Chapter 12.

11.2. BASIC CONCEPTS OF DIFFERENTIAL ALGEBRA

The concepts of differentiation and integration are usually defined in the context of
analysis, employing the process of taking the limit of a function. However, it is possible to
develop these concepts in an algebraic setting. The calculation of the derivative of a given
function, or the integral of a given function, is a process of algebraic manipulation. If one
considers the problem of finding the indefinite integral of a rational function r=a /b,
where a and b are polynomials in the integration variable x, the mathematical tools required
include: polynomial division with remainder, GCD computation, polynomial factorization,
and solving equations; in short, the polynomial manipulation algorithms which have been the
central topic of this book. If one considers the more general problem of finding the indefin-
ite integral of an elementary function f (which may involve exp, log, sin, cos, arctan, n-th
roots, etc.), it is not so obvious that the mathematical tools required are the algorithms of
multivariate polynomial manipulation discussed in earlier chapters. However, the various
non-rational subexpressions appearing in f are ultimately treated as independent symbols, so
that f is viewed as a multivariate rational function. The computational steps in the integra-
tion algorithm for a non-rational function f are then remarkably similar to the case of a
rational function,

In order to proceed with this algebraic description, we require some basic terminology
from differential algebra. These concepts date back to the work of J.F, Ritt [9] from the early
1940’s.
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Definition 11.1. A differential field is a field F of characteristic 0 on which is defined a map-
ping D : F — F satisfying, forall f, g € F:

D(f+g) =D()+D(g), (11.1)
D(f-g)=fD(g)+gD(f). (11.2)

The mapping D is called a derivation or differential operator.
®

Theorem 11.1. If D is a differential operator on a differential field F then the following pro-
perties hold:

@ DO =D(1)=0;

(i) D(Cf) =-D(f),forallfe F,

(iii) D(%): DO -TDQ g1 f,ge F (g0)
g

iv) D™ =nf"D(f),forallne Z,f € F (f 20).

Proof: Equation (11.1) along with the property of the additive identity in F, imply that
forany f € F

D(f)=D(f +0)=D(f)+D(0)

from which it follows that D (0) =0. Similarly, equation (11.2) combined with the property
of the multiplicative identity in F gives

DH=DA-)=1-D+1-DV)=D1)+D)
from which it follows that D (1) = 0. This proves (i).

To prove (ii), equation (11.1) and part (i) of this Theorem imply that for any f € F, we
have

0=DO) =D +N=D(H+D(-f)

implying that D(=f) = - D (f).
Letting ¢ € F be nonzero and using part (i) above as well as equation (11.2), gives

0=D(1)=D(gg )=gD@E™")+g7-D()

from which it follows that
- D
peh=-28
g
Applying equation (11.2) once again, gives
- - ~fDEg) D
D(£)=f~D(g h+gn(n==L 2 L g)
4

which gives part (iii) when taken over a common denominator.



476 Algorithms for Computer Algebra

Part (iv) follows similar arguments and is left as an exercise for the reader (cf. Exercise
11.1).
[ ]

Notice that the proofs in Theorem 11.1 follow those that would be encountered in an
introductory calculus course. Namely, introductory courses invariably use the definition of
the derivative (via limits) to prove that the linearity property and the product rule hold. Sub-
sequent rules such as the quotient rule (iii) and the power rule (iv) are then usually proved
via simple algebraic manipulations of these first two rules.

Definition 11.2. Let F and G be differential fields with differential operators Dy and Dg,
respectively. Then G is a differential extension field of F if G is an extension field of F and
Dp(f)=Dg(f) forall fe F .
®

Definition 11.3. Let F and G be differential fields with differential operators Dr and Dg,

respectively. The mapping ¢:F — G is called a differential homomorphism if ¢ is a field
homomorphism (see Definition 5.2) and

ODp(f)) =Dg@(f)) forall f e F .
[ ]

Definition 11.4. Let F be a differential field with differential operator D. The field of con-
stants (or constant field) of F is the subfield of F defined by

K={ceF:D()=0}.
[ ]

Consider for a moment the particular field Q(x) of rational functions in the variable x
over the coefficient field of rational numbers. Let D be a differential operator defined on
Q(x) such that

D(x)=1 . (11.3)

Then Q(x) is a differential field. The following theorem proves that D is the familiar dif-
ferential operator defined on the subdomain Q[x] of polynomials.
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Theorem 11.2. If p € Q[x] then D(p) € Q[x], where D is a differential operator satisfying
(11.3). More specifically, if

n
p=Ya x*e Q[x], with a,#0

k=0
then
0, ifdeglp)=n=0
D@)=] »
Y. (k+1)-ay,; x*, if degp)=n >0.
k=0

In particular, deg(D (p)) =deg(p) — 1 when deg(p) > 0.

Proof: First consider the case deg(p)=rn=0; ie. p =aye Q. We must prove that
D(p)=0 for all p € Q. From Theorem 11.1 we have that D(0) =0 and D(1) =0. For any
positive integer n, we have

D)=D(1+( -1)=D1)+D(n-1)=D(n-1)
and hence, by induction, D (n) =D(0) =0 for all positive integers n. Since D(—n)=-D(n)
the result also holds for all negative integers. Finally, using the quotient rule gives

nD(m)—-mD(@®n) _
R

D(min)= 0

and hence D(p)=0forallp € Q.
Turning now to the case deg(p) =n > 0, for the polynomial p given in the statement of
the theorem, we have
n n
D(p)=D(ay+ Y, a; x*)= ¥ D(ax%)
k=1 k=1

using the summation rule for D and the fact that D(ap) =0. Further, applying the product
rule for D, Theorem 11.1 (iv), and (11.3), yields

DP)=Y aDE") =Y kax*!
k=1 k=1

which is the desired result (with a shift in the index of summation).
o

Using the quotient rule from Theorem 11.1, it is clear that D is the familiar differential
operator on all rational functions r € Q(x).
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Example 11.1, Let r € Q(x) be the rational function
1
x+1°

r=

Then
D(r)=—2;.
xX“+2x+1
[ ]

Theorem 11.3. For the differential field Q(x) with differential operator D satisfying (11.3),
the constant field is Q.

Proof: If ¢ € Q then D(c¢) =0, by Theorem 11.2. Conversely, suppose that D(r) =0
for r € Q(x). We must prove that r € Q. Now any rational function r € Q(x) may be
expressed in canonical form r =p/g for p,q € Q[x], with ¢ #0, and GCD(,q)=1. We
have

D(r)= qD(I’) "ZPD(‘I) =0

S0
. D
¢D(p)-p-D(g)=0, thatis, D)= ’;q@ :
From Theorem 11.2, D(p) € Qlx], and, since p and g have no common factors, we conclude
that there exists a polynomial s € Q[x] such that

q

But then D(g) =s-g and taking degrees (under the assumption that deg(g) > 0) yields
deg(g) — 1 =deg(s) +deg(q) .

This is impossible; hence deg(g) =0 (i.e. D(g) =0 and s =0). A previous relationship then
yields D(p) =0. We have thus proved that p, ¢ € Q as desired.
®

The problem of indefinite integration is to compute the inverse D! of the differential
operator D. Clearly, for any function r € Q(x), D(r) € Q(x) by definition of a differential
operator. One might pose the question: Given any function s € Q(x), does there exist a
function r € Q(x) such that D(r) =s? In other words, is the differential field Q(x) closed
under the inverse operator D19 Note that it is clear from Theorem 11.2 that for any polyno-
mial

q=7Y bx* e Qlx]
k=0

there exists a polynomial p = D~'(g) € Q[x]; specifically,
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m+1

= k
P=X o x .
k=1
In the non-polynomial case, consider for example the rational function

1 Q).

§=
x“+2x+1

From Example 11.1, we see that in this case there exists a rational function r € Q(x) such
that D (r) =s. However, as is well known, the general answer is negative: Q(x) is not closed
under the inverse operator D!, The following theorem proves the classical counterexample.

Theorem 11.4. For the rational function 1/x € Q(x), there does not exist a rational function
r e Q(x)suchthat D(r) = 1/x.

Proof: Suppose that r =p/q € Q(x) satisfies D(p/q)=1/x, with p,q € Q[x] and
GCD(p,q)=1. Then

gDP)-pD(@) _ 1
q* x
SO
xq-Dp) -xpD(q)=q" (11.4)
Write
q =x"-4, where ¢ € Q[x] and GCD(4,x)=1. (11.5)

By equation (11.4), x divides into ¢*, and hence also into g. Therefore » > 1. Substituting
equation (11.5) into (11.4) gives
XgDp) =i p-g = x"p-D() =x*"¢
which simplifies to
npd=xdD@E)-pD@)-x""¢").
Since GCD(4,x) = 1, we must have that x| p. But then p and ¢ have a common factor, a

contradiction.
[ )

It follows from Theorem 11.4 that in order to express the indefinite integral of a
rational function, it may be necessary to extend the field Q(x) with new functions. It will be
seen that the only new functions required are logarithms. The concept of a logarithm will
now be defined algebraically.
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Definition 11.5. Let F be a differential field and let G be a differential extension field of F.
If, for a given B € G, there exists an element 4 € F such that

D(ﬁ):@

then 0 is called logarithmic over F and we write 0 = log(u).
[ )

It should be noted that the concept of ‘‘multiple branches’’ of the logarithm function
which arises in an analytic definition of logarithms over the complex number field, is com-
pletely avoided in the above algebraic definition. Such an issue should be avoided in the
content of indefinite integration since we will only determine an indefinite integral to within
an arbitrary additive constant. Thus ‘‘any branch’’ of the analytic logarithm function will
suffice.

Given a differential field F, the process of indefinite integration for a given element
f € Fisto determine a differential extension field

G=F(01,...,0,,)

in which an element g € G exists such that D(g) = f, or else to determine that no such exten-
sion field exists within the context of a well-defined class of ‘‘allowable extensions’’. For
the differential field F = Q(x) of rational functions, the indefinite integral of a function
r € Q(x) can always be expressed in an extension field requiring only two types of exten-
sions: logarithmic extensions and algebraic number extensions. The latter concept relates to
the field of constants; if the base field of rational functions was expressed as K(x) over a
field of constants K which is algebraically closed (e.g. K =C, the field of complex numbers)
then only logarithmic extensions would be required. However, for the fields of most interest
in a symbolic computation system where every element has a finite exact representation, the
property of algebraic closure is not present. Notationally, and conceptually in the algorithm
for rational function integration, we will separate these two types of extensions. Rather than
expressing the extension field in the form

G=Q(x,91,...,9m)

where each 0; (1 Si <m) may be either a logarithm or an algebraic number extension, we
choose instead to express the extension field in the form

G=Q(a1,..., ak)(x,ﬁl,..., en)

where each 8; (1 Si <) is a logarithm and each &; (1 i k) is an algebraic number. Thus,
the field of constants of the differential extension field G will be Q(o;, . .., o).

Adopting conventional notation, we will usually express the derivative D(g) by g” and
we will express the indefinite integral D! by Jf. We will not use the conventional dx sym-
bol to denote the particular variable because this will be clear from the context. (x will com-
monly be the variable of differentiation and integration.) Furthermore, we choose not to
express the conventional ‘‘plus an arbitrary constant’’ when expressing the result of indefin-
ite integration. (In other words, we will be expressing a particular indefinite integral.) Thus
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we will write

[f=gifg'=f.
Hence, from Example 11.1 we have
-1 1
= € Q®
v[ P+2x+1  x+l

where we note that no extensions of the field Q(x) were required to express the integral. In
order to express the integral of the function 1/x considered in Theorem 11.4, we introduce
the new function 8; = log(x) defined by the condition 8;" = 1/x. Then we may write

J% =log(x) € Q(x, log(x))

where one logarithmic extension to the field Q(x) was required to express the integral.
Example 11.2 shows a case where two logarithmic extensions are introduced; Example 11.3
shows a case where the constant field must be extended by an algebraic number.

Example 11.2,

'[ 31 =log(x)—%log(x2+1) e Qx,log(x), log(x? + 1)).
X +Xx

[ ]
Example 11.3.
1 1 1
sz = Z\E log(x —V2) - Z\E log(x +2)
which requires the extension Q(N2)(x, log(x — V2), log(x +V2)) .
[ ]

We have not yet stated the integration algorithm which was used to compute the
integrals in the above two examples, but for the moment they can be verified by differentia-
tion and rational function normalization. Note that there are other forms in which these
integrals could be expressed. In Example 11.2, a commonly-used method would proceed by
completely factoring the denominator as

BHx=x@+ix -i),
where i denotes the algebraic number satisfying iZ+ 1 =0 (ie. the complex square root of

-1). Then a partial fraction expansion would yield
1 1 1/2 1/2

Brx x x+i x-i

from which we obtain

'[ L~ log(o) - Laogtx +1) — Llogx - )
X +x 2 2

which lies in the extension Qi)(x, log(x),log(x + i), log(x - i)). The algorithm which com-
puted the results specified in Example 11.2 has the property that it avoided any algebraic
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number extensions. This has two computational advantages: (i) it avoids the cost of com-
puting a complete factorization of the denominator, and (ii) it avoids the cost of manipulating
algebraic numbers. Example 11.3 shows that this algorithm cannot always avoid introducing
algebraic number extensions. Indeed we will show later that the integral in Example 11.3
cannot be expressed without introducing the number V2. An important property of the algo-
rithm developed in the next section is that it expresses the integral using the minimal number
of algebraic extensions. Note that this is not to say that it will use the minimal number of
logarithmic extensions; the integral in Example 11.3 could also be expressed in the form

1 x—\/i
zﬁlog [T\/E] .

The algorithm presented in the next section uses strictly polynomial operations and the argu-
ments to the log functions will always be polynomials.

One of the tools used in the next section is the method commonly known as integration
by parts. The following theorem proves its validity for any differential field.

Theorem 11.5. If F is a differential field with differential operator D then for any elements
u,v € Fwehave
JuDWy=uv-[vDw).
Proof: Applying the operator D to the right hand side expression, and applying the sum
rule and the product rule for D, we get
uD@Y+v-D)—-v-Du)

which simplifies to u-D (v). This proves the result.

11.3. RATIONAL PART OF THE INTEGRAL: HERMITE’S METHOD

Throughout this chapter we will work with a differential field of rational functions K(x)
over an arbitrary constant field K with characteristic 0, and with a differential operator satis-
fying x’=1. Thus K could be Q, or C, or it could be a field of rational functions
Qoy, ..., a)(Qy, ...,y involving algebraic numbers o; (1 Si <k) and other variables
¥; (1 <i £v) independent of the integration variable x. The latter type of field will arise in
the more general algorithm for integrating elementary functions, considered in the next
chapter, where a fundamental sub-algorithm will be the algorithm of this section.

A method was presented by Hermite [1] more than a century ago which, by using only
polynomial operations and ‘without introducing any algebraic extensions, reduces the prob-
lem to

p_¢ J‘a

L2 - y|—= .
J’q b (11.6)
where p,q,a,b, c,d € K[x], deg(a) < deg(h), and b is monic and square-free. (Recall
from Chapter 8 that b is square-free if and only if GCD(b,b")=1.) In this form, c/d is
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called the rational part of the integral because the remaining integral (if it is not zero at this
point) can be expressed only by introducing logarithmic extensions. Thus the unevaluated
integral on the right hand side of (11.6) is called the logarithmic part of the integral.

Hermite’s method proceeds as follows. Let p/q € K(x) be normalized such that
GCD(,q)=1 and g is monic. Apply Euclidean division to p and g yielding polynomials
s,r € K[x] such that p = ¢'s +r with r = 0 or deg(r) < deg(g). We then have

[B=fs+[=.
q q
Integrating the polynomial s is trivial and its integral (called the polynomial part) is one con-

tribution to the term ¢/d appearing in equation (11.6). To integrate the proper fraction /g,
compute the square-free factorization (cf. Section 8.2) of the denominator

kg
g=114

i=1
where each g; (1 <i £k) is monic and square-free, GCD (q,-,q]-)=1 fori s j, and deg(q;) > 0.

Compute the partial fraction expansion of the integrand r/g € K(x) in the form

i i]

M

LA

9 1
where for 1 Si<kand 1<j<i,r;e K[x] and

deg(ry) < deg(g;) if deg(q;) >0, r;=0 if ¢;=1. (L7

The integral of /g can then be expressed in the form
r
_[— )) E (11.8)
9 ix1 Jj=1 q:

The task now will be to apply reductions on the integrals appearing in the right hand side of
(11.8) until each integral that remains has a denominator which is square-free (rather than a
power j > 1 of a square-free g;). The main tools in this process will be integration by parts

and application of the extended Euclidean algorithm.

Consider a particular nonzero integrand ri]-/qij with j > 1. Since g; is square-free, GCD
(g:,9;") =1 so we may apply the method of Theorem 2.6 to compute polynomials s, ¢ € K[x]
such that

5:q;+rq " =r (11.9)

where deg(s) < deg(g;) — | and deg(¢) < deg(g;). (The latter inequality holds because of the
inequality in (11.7).) Dividing by ¢;/ in equation (11.9) yields

i s tq’
—= T+ —
g/ g qi

Now apply integration by parts to the second integral on the right with, in the notation of

N
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Theorem 11.5,
-1

u=t, v=———mo=;
U-Ng’

we get

A, t
T b T | gt
J a4 U-1yg; G-Dg;
Thus we have achieved the reduction
[ 1y _ ~tiG-1) +J‘s+t'/(j—1)
J 4’ g™ g™

Note that this process has produced a rational function which contributes to the term c¢/d in
equation (11.6), and a remaining integral with the power of ¢; reduced by 1. It may happen
that the numerator of the new integrand is zero in which case the reduction process ter-
minates. Otherwise, if j—1 =1 then this integral contributes to the logarithmic part to be
considered in the next subsection, and if j~1 > 1 then the same reduction process may be
applied again. Note that the numerator of the new integrand satisfies the degree constraint

deg(s +¢'1(j—1)) < max{deg(s), deg(t)} < deg(g;) -1 (11.10)

which is consistent with the original numerator degree constraint expressed in (11.7). There-
fore the degree constraints associated with equation (11.9) will still hold. By repeated appli-
cation of this reduction process until the denominators of all remaining integrands are
square-free, we obtain the complete rational part of the integral.
®
It is interesting to note a particular situation where there will be no logarithmic part.
Namely, in the integrals appearing on the right hand side of equation (11.8) suppose that
r;;=0 (1 €i<k). In other words for each term that appears, the denominator is a power
J > 1 of a square-free polynomial g;. Suppose further that deg(q;) =1 (1 £i £ k), in other
words, each square-free part is a linear polynomial ¢;. In such a case, for each integral
appearing in (11.8) the reduction process will terminate in one step with no remaining loga-
rithmic part because inequality (11.10) becomes

deg(s +1/(j-1)) < 0
which implies that s + ¢’/(j—1) = 0. Looking at it another way, in this situation each numera-
tor ry; appearing in (11.8) is a constant (due to condition (11.7)) and equation (11.9) becomes

trivial with s =0 and ¢ a constant, whence s + ¢/(j—1) =0. Example 11.4 shows an example
of this situation. Of course, we may relax the condition deg(g;) =1 (1 < i < k) and it is

still possible to have s +¢'/(j~1) =0. However, this will occur only if r; =c-q;" for some

constant ¢ € K (cf. Exercise 11.7), in which case equation (11.9) again has the simple solu-
tion s =0, t = c. In such cases, the integral is
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J J. _ ¢/ —cl/(j=1)
a’ a’ g’

Algorithm 11.1. Hermite’s Method for Rational Functions.

procedure HermiteReduction(p, g, x)

# Given a rational function p/q in x, this algorithm
# uses Hermite’s method to reduce [p/q .

# Determine polynomial part of integral

poly_part « quo(p,q); r ¢ rem(p,q)

# Calculate the square-free factorization of g, returning a list
# q[l1]...., q[k] of polynomials.

(ql1], ..., glk]) « SquareFree(q)

# Calculate the partial fraction decomposition for r/q, returning
# numerators r{i,f] for g[i ]J
r « PartialFractions(r,¢[1], ..., qlk])
rational_part < 0; integral_part « 0
for i from 1 to k do {
integral_part ¢ integral_part + r[i,1]/g[i]
for j from 2 to i do{
nef
while n > 1 do {
solve(s-q[i]+t-q[il’ = r[i,n]) for s and ¢
nen-1
rational_part ¢ rational_part — t/n/q[i]*
rli,n] < s+t/n}
integral_part « integral_part + r[i, 1]/g[i] } }

return( rational_part +  poly_part + Iintegral_pa.rt)

end

Example 11.4. Consider [f where f € Q(x) is

f=

Normalizing to make the denominator monic and then applying Euclidean division yields

441x7 +780x° - 2861x% + 4085x* + 7695x> + 3713x% — 43253x + 24500

9% + 6% — 65x% +20x3 + 135x% — 154x + 49

485
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f=P +L
q
where
P=49x+54, r =735x4+441x2——12‘;461 +__21354 i
and
6,2 5 65 4,20 3 15 ﬁ
qx+3x 9x+9 +15x2 9x+9

The square-free factorization of the denominator q is
=@ +73)%@ -1t
Partial fraction expansion yields
r 294 41 49

7 GrI a1 x-1

To integrate the first term appearing here, equation (11.9) takes the form
S (x+73)+t=294

which trivially has the solution s =0, t =294. Thus

294 +J's+t' _ =294
x+73% x+73 Jx+73  x+73°

The other terms are equally trivial to integrate, yielding

J'L_ 294 41 + 49/3
x+73 x-1 (@x-1)

or, if expressed as a single rational function,

J' r_ —735x3 +735x% + 2254/3 x — 6272/9
q (x+7/3)(x—l)

Finally, adding the integral of P yields the complete result:

49 , —735x3 + 735x% + 2254/3 x — 6272/9
jf =——x"+ 54x + 3
2 x+73)@ -1

€ Qx).

Example 11.5. Consider the problem of computing the integral of g € Q(x) where
g = 30x°+ 12657 + 183x* + 13807/6 x° — 407 x — 3242/5 x + 3044/15
O +76 x + 1/3)*(x - 2/5)°
Note that this is already in the form

_2
gq

with deg(p) < deg(g) and g monic. Moreover, the denominator of g is expressed in its
square-free factorization. Note that, although the quadratic term factors over Q into
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2,7, 4+1_ e+ 2
X 6Jc+3 (x+2)(x+3),

the square-free factorization leaves the quadratic unfactored. Partial fraction expansion
yields

36875): _ 346625 4425x _ 5225 37451 354 864

g=—16 9% 2 4 6 5 %

T o2e L 2.0 1y ~2 _2y _2p7
A ex+ (x+6x+3) x- & 5) 6 5)
Consider the integral of the second term here. Equation (11.9) takes the form
2,17 1 7 4425 5225
. . =) + ¢- ) = ey o
s(x +6x+3) t(2x+6) 5 X 2

which has the solution
§ =2250, t =-1125x —3525/2 .

Thus we have the reduction

4425 5225 3525
— X _ 1125x+—2 . 1125
2, 7 1,2 2,7 1 2,7 1°
— — —X + — —X + =
(x+6x+3) x+6x 3 x+6x 3

The reduction of the fourth and fifth terms in the partial fraction expansion of g are trivial (as
in Example 11.4) yielding rational functions as the integrals. The first and third terms contri-

bute directly to the logarithmic part. Therefore, we have split the integral into its rational
and logarithmic parts as

3525 -354 —432
o= 1125x + 2 . 3 75
I _2 _20
x°+ 6Jc+ 3 x 3 x 5)
-36875 X - 346625 37451
16 96 + 1125 16
2,7 .1 2,1 1 2
— — + — —_ -
l x +61|c+3 x 6Jc+3 x-

Or, expressing each part as a single rational function,

5271 3, 39547 2 31018 7142 2 3549

+ -_— —_—

.- 5 X 0 X 25 X + T . 36x°+1167x + 2
- 2.1 Ly 22 2. 1. 1. 2.
(x +6x+3)(x 5) (x +6x+3)(x 5)

We note that there is a variation of Hermite's method which does not require a partial
fraction decomposition of r/q. As before, let

koo
9=114'
i=1

be a square-free factorization of g. If k =1, then ¢ is square-free; otherwise set
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f=qk) g=-—q—k-
Ul

Then GCD(g-f’, f) = 1, so that there are polynomials § and ¢ such that
sgf +tf=r.
Dividing both sides by g-f*, integrating, and using integration by parts gives
J' r__ s_l _'_.[z‘—g--sl
gt gf
with §=s5/(1~k). As before, this process may be repeated until the denominator of the
integral is square-free.

11.4. RATIONAL PART OF THE INTEGRAL: HOROWITZ’ METHOD

There is a simple relationship among the various denominator polynomials
g, b, d € K[x] appearing in equation (11.6), as stated in the next theorem. This leads to an
alternate method of splitting the integral of a rational function into its rational and loga-
rithmic parts. We need only consider the case where the integrand is a proper fraction since
determining the polynomial part is trivial.

Theorem 11.6. Let p/g € K(x) be such that GCD(p, ¢) =1, ¢ monic, and deg(p) < deg(q).
Let the rational part of its integral be ¢/d and a/b be the integrand appearing in the loga-
rithmic part, as expressed in equation (11.6). Then

d = GCD(q,q9")
and
b =gqud.
Furthermore, deg(a) < deg(b) and deg(c) < deg(d) .
Proof: Let the square-free factorization of g be

ko
a=1l4'" (L1
Il

Then the integral of p/g can be expressed in the form of equation (11.8) where r =p in the
present case. The proof consists of noting the form of the contribution to the rational part
and to the logarithmic part from each term on the right hand side of equation (11.8), when
the reduction process of Hermite’s method is applied. One finds that the result can be
expressed in the form

foe5ofs

where
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i £
b=Tg, d=1g/",
i=1 i=2

deg(a) < deg(p) and deg(c) < deg(d) . (11.12)

Moreover, as noted in Chapter 8, it follows from the square-free factorization (11.11) that
ko
GCD(.q) =11 ¢/ =d
5=

and
k

—49 ___Tig=b.
GCD(g,q)) izt T

It follows from Theorem 11.6 that the following method can be used to split the integral
of a rational function into the form of equation (11.6). This alternate method is usually
called Horowitz’ method since it was studied by Horowitz[3]. First, the polynomial part will
be determined by Euclidean division as before, so- assume that the integrand is p/g € K(x)
where GCD(p,q)=1,q is monic, and deg(p) < deg(g). Let the two denominators
b, d € K(x) be computed by the formulas in Theorem 11.6. (Note that this method does not
require the computation of the complete square-free factorization of g.) If d=1 (ie.
GCD(q,q’) =1 so that q is already square-free) then there is no rational part. Otherwise, b
and d are each polynomials of positive degree. Let m =deg(b), n =deg(d), and let a and ¢
be polynomials with degrees m — 1 and n — 1, respectively, with undetermined coefficients:

a=da, x" '+ - +ax+ap

1

C=Cpy X+ o+ g

Substituting these polynomials into equation (11.6) and differentiating both sides gives
p_dc-cd a
q d? b
or, multiplying through by the denominator ¢ =bd
p=hd—cF%L]+da. (11.13)
This is a polynomial identity. (It can be verified from the square-free factorizations (11.12)
that b-d”’ is divisible by d.) Note that on the left hand side of (11.13)
deg(p) < deg(g) =deg(b) +deg(d)=m +n
while on the right hand side the degree is
max(m+n—-2,m+n-2,m+n~-1)=m+n-1.

By equating coefficients on the left and right of (11.13), we have a system of m + n linear
cquations over the field K in the m + n unknowns
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g 0<i<m-1) and ¢; (0<i<n-1).

Algorithm 11.2. Horowitz’ Reduction for Rational Functions.
procedure HorowitzReduction(p, g, x)

# For a given rational function p/q in x, this algorithm calculates
# the reduction of [p/q into a polynomial part and logarithmic part
# via Horowitz’ algorithm.

poly_part - quo(p,q); p < rem(, q)
d « GCD(g,q’); b < quo(g,d)
m delg(b); n «deg(d)
m— . n—1 N
ae« Y alilxt;c « Y clilx’
=0 i=0
rebc -cquobd,d)+da

fori fromOto m+n~1do
eqns[i] « coeff(p,i) = coeff(r,i)

solve(egns, {al0], ..., a[m-11,¢[0], ..., c[n—-1]})
return(% + [poly_part + | % )

end

Example 11.6. Let us apply Horowitz’ method to [f where f is the rational function in
Example 11.4. We first make the denominator monic and apply Euclidean division as
before, so that

' 49 2 ’ r
’ = _2 X+ S4x + ]—
Whe!'e

r_ 735x4 +441x% - 12446/3 x +21854/9
g x+2/3x°-65/9x*+20/9x3 + 15x% - 154/9 x +49/9

Applying the formulas of Theorem 11.6, the denominator of the rational part of the integral
is

d = GCD(q,q") = x4—%x3—4x2+6x—%

and the denominator appearing in the logarithmic part of the integral is
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We define m =deg(b) =2, n =deg(d) =4, and
a=ax+a; ¢=cporeplrox+og.

Expanding out the right hand side of equation (11.13) which is formed from the polynomials
a,b,c,dand

b:' = 4x +6,
and then equating coefficients with the numerator polynomial r yields the equations:
4 = 0
=23a;+ ay— < = 735
—4a; - 2/3ap— 2c3— 2c = 0
6a;— 4ag— Tc3— 103c,— 3¢ = 441
~-7Ba;+ 6ag — 1473¢c,— 14/3¢, — 4co= —-12446/3
- 13ay = T3¢y — 6cg= 21854/9

Solving these six linear equations yields:
a = 0, ap= 0, 3= —735, = 735, c= 2254/3, = -6272/9 .
Thus the logarithmic part of the integral vanishes and we have determined that

_[ r_ =735x3 +735x% +2254/3 x — 6272/9
=233 -4xt+6x-713

which is consistent with the result obtained in Example 11.4.
®

Example 11.7. Let us apply Horowitz’ method to [g where g =p/q is the rational function
in Example 11.5, which is (with g expanded)

362 + 1265 + 183x* +13§°7 1} - 40737 - x+%
g:
17 6 _ 263513494 2 3 124 2 4 _8
x4 1% = 5~ et T it T s T Tiss

We already have g monic and deg(p) < deg(g). Applying the formulas of Theorem 11.6, the
denominator of the rational part is
2 4

= N 4 113 11 2 2 4
d = GCD(q,q") x+30x 25 * 25Jc+75

and the denominator appearing in the logarithmic part is
p=494_ 3 23 282 2 2

30 15 15 °

We define m = deg(b) =3, n =deg(d) =4, and let ¢ and ¢ be polynomials of degree 2 and 3,
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respectively. Expanding out the right hand side of equation (11.13) which is formed from
the polynomials a, b, ¢, d and
b-d’ 271

= 4x2 4+ 2L
x+10x+5

and then equating coefficients with the numerator polynomial p yields the equations:

a, = 36
11/30a, + a, - ¢ = 126
—-11/25a, + 11/30a; + ag— 2/5¢3~  2cy = 183
=2/25a, - 11/25a; + 11/30ag— 3/5¢3 = 7/6¢, — 3¢y = 13807/6
4115a, — 2/25ay — 11/25a5— 2/5¢3 — 7/15¢c, — 29/15¢, ~ 4co= 407
4/75a; = 2/25a, — 4/15¢, -  1/3¢; ™ 27/10¢y = —3242/5
4/75a, = 2/15¢;7  1/5¢,= 3044/15
Solving these seven linear equations yields:
ay=136, a;=1167, a0=%“9—,

s 39547 . _ 31018 . _ 7142
5 > 27 75y U175 1 f0T The

C3

Thus we have split the integral into its rational and logarithmic parts as follows:

g= 5271/5 x3 +39547/50 x% ~ 31018/25 x +7142/25
2+ 11303 - 11725 x2 - 2125 x + 4175

N J' 36x2 + 1167x + 354972

B +2330x2-215x - 215

11.5. LOGARITHMIC PART OF THE INTEGRAL

The Rothstein/Trager Method

Consider now the problem of expressing the logarithmic part of the integral of a
rational function, which is an integral of the form

a
5
where a, b € K[x], deg(a) < deg(d), and b is monic and square-free. As noted in Examples
11.2 and 11.3 and the discussion following those examples, it may be necessary to extend the
constant field K to K(a,, ..., o) where o; (1 £ i < k) are algebraic numbers over K. How-
ever, we would like to avoid algebraic number extensions whenever possible and, in general,

to express the integral using the minimal algebraic extension field. Two different methods
for achieving this were discovered independently by Rothstein|11] and by Trager] 13].
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First, let us note the general form in which the integral can be expressed. Ignoring any
concern about the number of algebraic extensions, let the denominator b € K[x] be com-
pletely factored over its splitting field K, into the form

b=Tx-p)

where B; (1 <i <m ) are m distinct elements of K, an algebraic extension of K. Then the
integrand can be expressed in a partial fraction expansion of the form
a m

+=3 ' wherey;, B; € K, (11.14)
i=1 X~ Pi
and so
J'% = ¥ y:logx — B;) (11.15)
i=1

with the result of the integration expressed in the extension field
Kp(x,log(x ~ By, ..., log(x — B,,)) . In the traditional analytic setting where K is the alge-
braically closed field C of complex numbers, the problem of rational function integration is
completely solved at this point.

When K is a field which is not algebraically closed, such as Q, then the above method
has serious practical difficulties. In the worst case, the splitting field of a degree-m polyno-
mial b € K[x] is of degree m! over K (cf. Herstein [2]). This exponential degree growth
means that the computation of the splitting field is, in general, impossible even with today’s
computing power. Fortunately, the splitting field of b is not always required in order to
express the integral. A very simple example of this was seen in Example 11.2 where the
denominator is

b=x’+xe Qlx].
The splitting field of b is Q(i) where i2+1=0, yielding the complete factorization
b=x(x+i)x-1i) e Q@Ix].

However, the integral in Example 11.2 is expressed without requiring the extension of the
constant field from Q to Q(i). A more significant example is presented in Example 11.11.
For the simple case of Example 11.2, let us note the relationship between the integral
expressed in the form (11.15) which is

-[ 31 = log(x)—l'log(x+i)—l~log(x—i)
Sx 2 2

and the form of the integral presented in Example 11.2. Namely, noting that the coefficients
of the second and third log terms above are identical, these two terms may be combined
using the product rule for logarithms:

N
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1 iy L. _n=-L1. N —)) = —L- 2
—Elog(x+1) 2log(x = 2log((x+1)(x )= 2log(x +1).

In this way we obtain the form of the integral expressed in Example 11.2, in which we dis-
cover that it was not necessary to split the factor x2 + 1 into linear factors.

Clearly, if y; = v;, then the corresponding logarithms appearing in (11.15) can be com-
bined using the addition law of logarithms (cf. Exercise 11.3). Thus we are led to searching
for only the distinct y; in equation (11.14). Let P be one of the roots of b, and consider the
Laurent power series expansion of a/b about a pole x =3

a Y 2
-—= +egtcix—P+ex =B+ -0 . (11.16)
b a-p TG P)+cx - B
The value yis called the residue of the rational function a/b at the pole B. It is not hard to
show (cf. Exercise 11.8) that one can calculate a residue at a pole P via

()]
L TOX
Integrating (11.16) term by term, one obtains

(1L17)

J‘a_ 5 2
;—Ylog(x—B)+00(x—l3)+7(x—l3) +oee

hence one can see that the y; appearing in (11.15) are nothing more than the residues of a/b

at the poles By, ..., B,. Equation (11.15) can thus be given as
2= 3 B log(x - ). (11.18)

b plsgr=o b'®
Thus, we desire to find the distinct residues of a/b, that is, the distinct solutions of
(11.17) as P varies over the poles of a/b. Writing (11.17), as
0=aP)~yb'(P)
we see that this is the same as finding the distinct roots of

R@) =TT@P) -zb'(PB)

as P runs over all the distinct roots of b. From Theorem 9.3, we have (up to multiplication
by a nonzero constant )

R(z)=res, (a(x) - z-b’(x), b(x)) . 11.19)
Any repeated root of (11.19) will result in a reduction in the number of log terms on the
right of (11.15). Thus, we may write

k
a
J;; =2 ¢;log(v) (11.20)
i=1
where the ¢; are the distinct roots of (11.19) and the v; are monic, square-free, and pairwise

relatively prime polynomials. Theorem 11.7 shows that all these distinct roots are necessary.
In addition it provides a simple mechanism for constructing the polynomials v; appearing in
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(11.20) once the distinct residues have been calculated.

Theorem 11.7 (Rothstein/Trager Method - Rational Function Case). Let K*(x) be a dif-
ferential field over some constant field K*. Let a,be K*[x] be such that
GCD(a, b) = 1, with b monic and square-free, and deg(a) < deg(b). Suppose that

J‘%zi ci-log(vi) (1121)
i=1

where ¢; € K (1<i<n) are distinct nonzero constants and v; € K*[x] (1€i<n) are

monic, square-free, pairwise relatively prime polynomials of positive degree. Then
¢; (1 £i < n) are the distinct roots of the polynomial

R(z) = res,(@a —zb’,b) € K*(z]
and v; (1 i <n) are the polynomials
v; =GCD(a - ¢;b’, b) e K"[x].
Proof: From the form of the integral assumed in the statement of the theorem, differen-

tiating both sides yields

% =Y ¢—. (11.22)

Setting

n
and multiplying both sides of (11.22) by b- Hl v; yields
J:

n n
a1l Vj=b‘2 c,-v,-'-u,-. (11.23)
= i=1
‘We now claim that
n
b=T1v; . (11.24)
j=1
To prove (11.24), first note that since GCD(a, b) = 1 it follows from equation (11.23) that
n

b| Hl vi. In the other direction, for each j we have from equation (11.23) that
j=

n
Vj | bz Ci'V""u,'.
i=1

Since v; is explicitly a factor of u; for each i # j, this implies that

VJ' | b‘Vj"uj .

N

Now GCD(\'!,\'!’):I since v; is assumed to be square-free, and GCD(v;.u;)=1 since
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v; (1 Si<n)are pairwise relatively prime, hence v; | b. Since this holds for each j, we have
n

_1'[1 vj| b. Finally, since b and v; (1 <i <n) are all assumed to be monic, we have (11.24).

J:

Equations (11.23) and (11.24) imply

n
a = 2 C; v,-"u,- .
i=1

Our next claim is that for each j,

Vj | (a - Cj'b') . (1 125)
To see this, first note from (11.24) that
n
b’ = 2 v,-'-u,- .
i=1
Hence,
r i ’ d 14 L ’
a- Cjb = 2 C;*V; U —Cj‘z ViU = Z (Ci_cj)vi U;. (1126)
i=1 i=1 i=1

In the latter sum, for each term with i # j, vj| u; while when i = j the term vanishes. Thus
(11.25) is true.
It follows from (11.24) and (11.25) that v; is a common divisor of a — cj-b' and b, for

each j. We must show that it is the greatest common divisor. It suffices to show that for
h#j,GCD(a - cj-b', v,) = 1. To this end we have, using (11.26),

n
GCD(a - Cj'b', Vh) = GCD(Z:l(Ci—Cj)'V,'"ui,Vh)
1=
= GCD((Ch - Cj)vh"uh, Vh)
where the last equality holds because v, is a factor of each ; (i # k). But for h # j, the
above GCD is 1 because Ch#Cjs GCD(v,v,") =1, and GCD(vy, u) = 1. We have thus
proved that
v;=GCD(a —cj-b',b) for j=1,...,n .

The above fact implies that res, (@ ~ ¢ j-b', b) =0 (since there is a nontrivial common
factor) and hence c; is a root of the polynomial R (z) defined in the statement of the theorem.
Conversely, let ¢ be any root of R(z). (At this point, we must assume that ¢ € K, R*, the split-
ting field of R (z), since we have not yet proved that R (z) splits over K*. The following argu-
ment uses operations in the domain K| R*[x]). Then res, (@ — ¢-b’, b) = 0 which implies that

GCD(a —c¢-b’,b)=G

with deg(G) > 0. Let g be an irreducible factor of G. Then, since g| b and using (11.24),
there exists one and only v; such that g | vj. Now,
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gl@a-cb)
implies, using the form (11.26), that
n
gl Tci—c)yviu; .
i=1
But g | u; for each i # j (because g | v;) and therefore we have
gl (Cj—C)'Vj"uj
which can be true only if ¢; — ¢ =0. Therefore ¢ is one of the constants ¢; appearing in the

form assumed for the integral. We have thus proved, under the hypotheses of the theorem,
that the polynomial R(z) e K*[z] completely splits over K" and that ¢ i (1 £ j <n)are all the

distinct roots of R(z).
o

Theorem 11.7 shows how ¢; (1 <i <n) and v; (1 <i <n) appearing in the form (11.20)

can be computed if the conditions of the theorem hold. We now prove that the method aris-
ing from the theorem is completely general and, moreover, it leads to the minimal constant
field.

Theorem 11.8. Let K(x) be a differentiai field over a constant field K. Let a, b € K[x] be
such that GCD(a,b) =1, b monic and square-free, and deg(a) < deg(b). Let K" be the
minimal algebraic extension field of K such that the integral can be expressed in the form

n*
J'% = ¥ ¢;*-log(v;%) (11.27)
i=1
where ¢;* € K*, v* e K*[x]. Then
K' = K(cq, ..., ¢cp)
where ¢; (1 £i < n) are the distinct roots of the polynomial

R(z) = res,(a —zb’, b) e X[z].

In other words, K" is the splitting field of R(z) € K[z]. Moreover the formulas in Theorem
11.7 may be used to calculate the integral using the minimal constant field.
Proof: Let the integral be expressed in the form (11.27). If the ¢;* and v;* do not

satisfy the conditions stated in Theorem 11.7 then it is possible to rearrange formula (11.27)
so that they do, as follows. First, if for some i, v;* is not square-free then let its square-free

factorization be

“and use the replacement
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k
log(v;*) =Y j-log(v)).
j=1
This can be done for each term until the arguments to the log functions are all square-free.
Also, each argument can be made monic by simply dividing out the leading coefficient, not-
ing that any term with a constant argument to the log function may be discarded and we still
have a valid equation of the form (11.27). So we may assume that the v;* in (11.27) are

monic square-free polynomials of positive degree. Next, if for some { and j,
GCD(v;*,v;*) = v with deg(V) > 1 then use the replacements

log(v;*) =log(v) + log(v;*/v), log(v;*) =log(v) + log(v;*/v) .

Note that all arguments to the log functions remain in K*[x]. We may continue applying
such replacements, collecting into a single term any terms with identical log arguments, until
the arguments to the log functions are pairwise relatively prime. Note that this process main-
tains the property that the polynomials are monic, square-free, and of positive degree.
Finally, if in the form (11.27) we have ¢;* = ¢;* for i # j then we may use the replacement

ci*og(v*) + cj* log(vj®) = c;*log(v* ;%)

noting that this transformation maintains the property that the arguments to the log functions
are monic, square-free, pairwise relatively prime polynomials of positive degree. Thus we
have proved that an expression of the form (11.27) can be rearranged into an expression of
the same form for which the hypotheses of Theorem 11.7 hold.

Now, Theorem 11.7 tells us that ¢;* (1 <i < n¥) are the distinct roots of the resultant
polynomial R(z) and v;* (1 £i <n*) are as defined in that theorem. It follows that K" is the
splitting field of the polynomial R(z) e K]z].

)

We now have a method to express the logarithmic part of the integral of a rational func-
tion in the form (11.27) using the minimal algebraic extension to the constant field. The fol-
lowing examples illustrate the method and a complete rational function integration algorithm
is presented in Algorithm 11.3.

Example 11.8. Let us apply the Rothstein/Trager method to compute the integral given in
Example 11.2, where the integrand is

! e Q).

b X+x

a

Since b is square-free and deg(a) < deg(b), the integral has only a logarithmic part. First
compute the resultant

R@)=r1es (a —z-b", b) =tes, (1 — 2) — 32)x%, x + x°)
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Algorithm 11.3. Rothstein/Trager Method.

procedure LogarithmicPartIntegral(a, b, x)
# Given a rational function a/b in x with deg(a) < deg(b),

# b monic and square-free, we calculate I% .

R(z) ¢ pp,(res,(a -z-b’, b))
r@,..., r(2)) ¢« factors(R(z))
integral ¢ 0
for i from 1 tok do{
d ¢ deg(r;(z))
ifd=1 then{
¢ ¢ solve(r;(z)=0, z)
v ¢~ GCD(a — ¢'b’, b); v ¢ v/lcoeff(v)
integral « integral + c-log(v) }
else {
# Need to do GCD over algebraic number field
v ¢~ GCD(a - ovb’, b); v « v/lcoeff(v)
# (where o = RootOf(r;(2)))
if d =2 then {
# Give answer in terms of radicals
¢ ¢ solve(r;(2)=0,z)
for j from 1 to 2 do {
v[j] « substitute(a=c[j],v)
integral « integral + c[j]-log(v[/D} }
else {
# Need answer in RootOf notation
for j from 1 to d do {
v[j] ¢« substitute(a=c[j],v)
integral « integral + c[j]-log(v[j])
# (where ¢[j] = RootOf(r;(z)))} } } }
return(integral)

end
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-3z 01-z 0 O

0-3z 0 1-z 0

=det| 0 0-3z 0 1-z|=-422+3z+1€eQ[z].
1 01 0 0
6 1 0 1 0

Next computing the complete factorization of R (z) in the domain Q[z] gives
R@=-4@-Dz+12) e Qlz].

In this case, R(z) completely splits over the constant field Q and therefore no algebraic
number extensions are required to express the integral. The distinct roots of R(z) are

=1, g=-12.

The corresponding log arguments are computed via GCD computations in the domain Q[x]
vi=GCD(a —¢;b’,b)=x e Q[x],
v,=GCD(a — ¢y'b’, b) =x+1e Qlx].

Hence,

1
I 3 = cylog(vy) + cylog(vy)
X +x

=log(x) — 172 log(x* + 1) e Qx,log(x), log(Jc2 +1)).
°
Example 11.9. Let us apply the Rothstein/Trager method to compute the integral given in
Example 11.3, where the integrand is

e Q).

a 1

b x2_»

Since b is square-free and deg(a) < deg(b), the integral has only a logarithmic part. Com-
puting the resultant gives

R(z)=res,(a —zb", b)=-8z>+ 1 € Q[z].
The complete factorization of R(z) in the domain Q[z]is
R()=-8(z2 - 1/8)e Q[z].

In this case R(z) fails to split over the constant field Q so it is necessary to adjoin algebraic
numbers to the constant field. The spliting field of R(z) is Q(x) where!
a= RootOf(z2 — 1/8) and the complete factorization of R(z) over its splitting field is

R(2)=-8(z — o)(z + o) € Q(o)[z].

The distinct roots of R(z) are

1 As in Section 1.4, we use this notation to denote any o such that o — 1/8 = 0.
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=0, =—0.
The log argument corresponding to c; =0, is computed via a GCD computation in the
domain Q(o)[x]

v1 =GCD(a - ¢;'b’,b) =x - 4o e Q(a)x].

Since ¢, is a conjugate of ¢y, the corresponding GCD computation defining v, is essentially

the same computation in the domain Q(a)[x] as above and need not be repeated. We simply
substitute to obtain

Vo =x +4a.

Therefore we have determined the integral as

I ) 1_ > = ¢;'log(vy) + cy'log(vy) = olog(x — 40) — avlog(x + 4ar)
in the domain Q(a)(x,log(x —4a),log(x +4a)), where o = RootOf(z% — 1/8). Now if the
algebraic number o could not be expressed in terms of radicals then this would be the best
possible closed-form solution. (Note that, in practice, one could proceed to calculate a
numerical approximation for the algebraic number o and substitute this value into the
expression if numerical calculation is the ultimate objective.) However, in this example, we
are able to express @ in terms of radicals by

o = /42,
yielding the final resuit
1 _1.5 =L
I ) —Iﬁlog(x V2) 4 V2-log(x +V2)

with the answer in the extension field Q(¥2)(x, log(x — ¥2), log(x + V2)).
°

Example 11.10. Let us apply the Rothstein/Trager method to complete the computation of
the integral in Example 11.7, where the integrand is

36x° + 126x° + 183x% + 13207 340762 - 37;‘2 +%

g:
17 6 _ 263 5 _ 1349 4 2 3, 14 » 4 8
x4 5% " o0 T 250" Tizst Tz Tt T iz

from the domain Q(x). We had reduced the problem to the computation of the logarithmic
part which has the integrand

a _ 36x%+ 1167x +3549/2

b x3+2330x2-215x-215

Computing the resultant gives
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R(z)=res,(a —z'b’, b)

_ 16 3 _ 576 5 20872009
=<5 T est T . z + 2730177900 € Qlz] .

The complete factorization of R(z) in the domain QJz] is

_ 16 37451 91125

R@) = o (z = LBL)(z + 8000)(z — 242
which has completely split into linear factors and therefore no algebraic number extensions
are required to express the integral. We get

_ 3451 91125
1= 16 = 8000,03— 6

and performing the required GCD computations in the domain Q[x] yields

V3=x+£.

2
V1= —-,v2—x+ 3

5 2’
This determines the logarithmic part of the integral and putting it together with the rational
part determined in Example 11.7, we have the complete result

5271 3, 39547 2 31018 _ . 7142
J'g_sx+sox 5~ "5

s 12 2 .4
X g X s s

37451 91125

log(x — —) 8000 log(x + ) +—log(x + —)

with the answer in Q(x,log(x — 2/5),log(x + 1/2),log(x + 2/3)).
)

Example 11.11. The final example in this section was presented by Tobey [12] in his 1967
thesis as an example where the splitting field of the denominator polynomial is an algebraic
number field of extremely high degree over Q and yet the integral can be expressed using a
single algebraic extension of degree 2. Tobey posed the problem of finding an algorithm
which would compute the result using the minimal algebraic extension field. The
Rothstein/Trager method is such an algorithm and it computes the integral very easily,
whereas a traditional method based on computing the splitting field of the denominator is
hopeless in this case. The integrand is
a _ 7B+ 10 7 -0 A - + 3x 43

£ _ e QM.
b o7t A x4 2x 41 ®

Since b is square-free and deg(a) < deg(b), the integral has only a logarithmic part. Com-
puting the resultant gives
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R(z)=res (a —zb’, b)
=-23774396766245355522 1 + 166420777363717488642'3
- 457657137750223093762'% + 5824727207730112102421!
—23922986746034388992z 10 — 176822075948949831682°
+15861980342479323136z% + 34175695351477698562
—39654950856198307842° — 11051379746809364482°
+ 3737966679067873282% + 227528406551957504z>
+446930798584202242% + 4063007259856384z + 145107402137728.
The complete factorization of R(z) in the domain Q[z] is
R(z) =—2377439676624535552 (2 — z — 1/4)" .

Although R(z) does not completely split over the constant field Q, we see that its splitting
field is simply Q(a) where o= RootOf(z2 —z—1/4). The complete factorization of R(z)
over its splitting field is

R(z) =-2377439676624535552 (z = ) (z + a — 1)” € Q(o)[2] .
The distinct roots of R(z) are
a=a,c=1-a.
The log argument corresponding to ¢; = at is
v =GCD(a — c'b%,b) =x7 + (1 - 2a)x% = 20 x — | € Q()fx]
and since c; is a conjugate of c;, substitution gives
vp=x +Qa—-1?-2-20x-1.
Therefore, the integral can be expressed in the form
J% =alogx’+(1-20)x2 =20 — 1) + (1 —a) log(x"+ Qa— 1)x? = 2 —20)x ~ 1)
where o = RootOf (22 —z — 1/4). Since a may be expressed in terms of radicals
a=1/2(1++2),

the final form of the result is

J% = 101+ 2y log(x = VBx? - (1 +2)x - 1)

+ %(1 —V2)log(x” +VIx2 = (1 -V - 1)..
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The Lazard/Rioboo/Trager Improvement
The Rothstein/Trager algorithm successfully avoids computing with extraneous alge-
braic numbers, that is, it only uses those algebraic numbers ¢y, ..., ¢; which must appear in

the final answer of the integral. However, there is still a significant amount of computation
that takes place using algebraic extension fields. For instance, in Example 11.11 v; and v,

are calculated via GCD computations of polynomials of degrees 13 and 14. The GCD’s are
calculated, however, over the coefficient field Q(v2), rather than over Q, a considerable
increase in complexity. In general, the polynomials v; appearing inside the log terms of our

result involve GCD computations over the field K(c;, ..., ¢;). In this section we present a

simple observation by Lazard and Rioboo [6] that allows us to avoid the use of algebraic
numbers when computing these v;’s. This improvement was also discovered independently

by Trager (unpublished) during the process of implementing the Rothstein/Trager algorithm
in SCRATCHPAD 11.

Suppose we calculate the resultant R(z) (11.19) by using the subresultant PRS algo-
rithm from Chapter 7 (cf. Theorem 9.4). Let S;(x, z) denote the remainder (i.e. subresultant)

of degree i in x appearing in the computation of the resultant via this algorithm. Then, rather
than computing GCD’s over algebraic extension fields, the v; appearing in Theorem 11.7 can

be determined by simple substitution into the S;(x, z). Specifically, we have

Theorem 11.9. Let S;(x,z) be the remainder of degree i in x appearing in the computation of
R(z) via the subresultant algorithm. Let

k R
R@=TIR:(zY (11.28)
1
be the square-free factorization of R(z) over K[z]. Then
&
j—Z—: S clog(Sitr.c)). (11.29)
i=1 c:R(c)=0

Proof: Let ¢ be a root of R(z) of multiplicity i. We will show that
GCD(a(x) —cb’(x), b(x)) = S;(x, c). (11.30)

Theorem 11.9 then follows directly from equation (11.21) in Theorem 11.7.

From Theorem 9.3, we have the formula

R@y=m: TI (aB)-zb'B)),
B:b(B)=0

with m a constant independent of x and z. Since c¢ is a root of multiplicity i, there are i
values By, ..., B; such that

b(B;)=0, and a(B,) —c-b'(Bj) =0 forj=1,...,10

Each [3]- is a root of the GCD on the left of equation (11.30). Since b is square-free, these
account for all the roots of the GCD, hence
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deg(GCD(a(x) — ¢-b’(x),b(x))) =i (multiplicity of ¢). (11.31)

When ¢ is a root of R(z) then the subresultant algorithm applied to a(x) — ¢-b"(x) and b(x)
results in the GCD of the two polynomials. When ¢ has multiplicity i, the previous para-
graph shows that this GCD has degree i. Equation (11.30) (and hence Theorem 11.9) then
follows from a well-known property of the subresultant algorithm: for any constant c, the
PRS resulting from applying the subresultant algorithm to the pair a(x) — ¢-b’(x) and b(x) as
polynomials in K(c)[x], is the same as the PRS resulting from using the subresultant algo-
rithm for the pair a(x) — z'b’(x) and b(x) as polynomials in K(z)[x] and then substituting
z=c.

[ ]

Example 11.12. Let us determine
Jg_ 6x> +6x* —8x> - 18x* + 8x +8
b 20 -5xt -8 -+l

Calculating R(z) =res,{a — z+b’, b) via the subresultant algorithm, and computing a square-
free factorization of the result gives

R(z) =—1453248-(z% - 2z - 2)°.
R3(z) = 2% — 2z =2 does not split over the constant field Q, but its splitting field is just Q(or)
where o = RootOf(z2 — 2z —2). The distinct roots of R4(z) in its splitting field are

(,'1=a, C2=2—a.

The remainder of degree 3 in x in the PRS defined by the subresultant algorithm is

given by

S3(x, z) = (9762 +26402% — 120z — 680) x> + (6482> — 103222 — 1824z + 1560) x>

(148023 —31682% - 1848z + 1808) x + (664z> — 177622 + 264z +200).

We wish to evaluate this polynomial at &, a root of 2% - 2z — 2 and then normalize the result
to obtain a polynomial that is monic in x. We can do this as follows. Applying the extended
Euclidean algorithm to the minimal polynomial of a and the leading coefficient of S3(x, z),

considered as a polynomial in x, gives
1 =5(2)(-9762> + 264022 — 120z — 680) + £(z)(z* - 2z — 2)
with

s(z)= —201Wz + TISS
(there must be a solution; see Exercise 11.15). Multiplying S;(x,z) by s(z) and taking the
remainder on division by 22-2z-2 gives

A(l-zx?—z -1

~N
This is equivalent to evaluating at o and normalizing coefficients in the domain Q(a)jr .
Therefore, the integral can be expressed in the form
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Algorithm 11.4. Lazard/Rioboo/Trager Improvement.
procedure LogarithmicPartIntegral(a, b, x)

# Given a rational function a/b in x, with deg(a) < deg(b)
# b monic and square-free, we calculate [a/b .

# Calculate (via the subresultant algorithm)
R(z)=res, (a -z'b’,b)

S;(x,z) = remainder of degree i in x in this computation
R ((2), ..., R(z)) « SquareFree(R (z))

# Process nontrivial square-free factors of R(z)
integral « 0
for i from 1 to k with R;(z)# 1 do{

# Normalize to make results monic

w(z) = lcoeff (S;(x, z))

EEA(w(z), Ri(z); 5(2), t{z))

S$;(x, z) = pp,(rem(s(z)-S;(x,2), R;{z)) )

# Convert the S;(x,c) for ¢ a root of R;(z) into a simpler form
# (cf. Algorithm 11.3)
(rijg, ..., riy) ¢ factors(R;(z))
for j from 1 to k; do {
d; « deg,(r; j(z))
if dj =1 then {
¢ « solve(r; ;(z2)=0,z)
integral « integral + c'log(S;(x, c))}
elseif dj- =2then {# Give answer in terms of radicals
¢ ¢ solve(r; ;(z)=0,2)
for n from 1 to 2 do {
integral « integral + c[n]-log(S;(x, c[n])) } }
else { # Need answer in RootOf notation
for n from 1 to d; do {

integral « integral + c[n]log(S;(x, c[n]))
# (where c[n] = RootOf(r; ;(z))) } } } }
return(integral)
end
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J% =alogh® +(1-ax—ax-1)

+Q2-alog®-(l-ax®>— (2—ax - 1)
where o = RootOf (z2 - 2z — 2). Since o may be expressed in terms of radicals by
a=1+V3,

the final form of the result is

J% = (1 +V3)Tog(x® —V3x? = (1 + V3)x — 1)
+(1-V)log? + Vil - (1 —V3x - 1).

Example 11.13. Consider the integral

J‘_a_ _ [ 2% 19x*+60x - 159x% + 50x + 11
b Jx®—13x%+58x* - 85x — 66x2 — 17x + 1

Calculating R(z) =res,(a — z+b’, b) via the subresultant algorithm, and computing a square-
free factorization of the result gives

R(z) = -190107645728000-(z° — 22 + z + 1 )%
Ry(z) = 2% —z2+z + 1 does not split over the constant field Q.

The remainder of degree 2 in x in the PRS defined by the subresultant algorithm is
given by

Sy(x, z) = 880-{ (—197244z*+321490z> - 3234152% - 66508z + 144376) x*
+ (—734782%+844262° - 6567122 — 50870z — 85852) x
+ (—115162*+ 19972 + 246232% - 23675z - 14084) }.
Making this monic in x gives
X2+ Q2z-5)x +2°

hence the integral becomes

% = 3 alog(x®+ (20— 5)x + o).

ol -2 +a+1=0
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Exercises

1. Prove part (iv) (the power rule) of Theorem 11.1.

2.  Let F be a differential field with differential operator D. Prove that the constant field
K={ceF:D()=0}
is indeed a subfield of F.
3.  Using the algebraic definition of logarithms (Definition 11.5) prove that

(2) log(f-g)=log(f) + log(g);
(b) log(f*)=n-log(f), where ne Z.

4.  Calculate, using Hermite reduction,
st Al +x-x+5

o235k ~4x+4

5. Repeat Exercise 11.4, but using Horowitz’ method.

6.  There is another reduction method (cf. Mack [7]) that avoids partial fraction decompo-
sitions when calculating [ p/g with deg(p) < deg(q). Let the square-free decomposition
of g be q,q7 - - - gF. Write ¢ = c-gf. Show that one can find polynomials d and e such

th

at
J‘_!l 4 JL and deg(d) < deg(qy).
g cgft gl

By then applying the same reduction process to the integral on the right side, we obtain
a method for determining the rational part of the integral.

7. Let K(x) be a differential field over a constant field K and let p/qj e K(x), with j a
positive integer, ¢ square-free and deg(p) < deg(g). Prove that

[ £ exe
q
if and only if p = ¢-q’ for some constant ¢ € K.

8.  Show that, if b is a square-free polynomial and P is a finite pole of a/b, then the
corresponding residue can be determined by equation (11.17).

9.  Suppose that a/b is a rational function of x over a field K, with b irreducible over K.
Prove that, if all the residues of a/b are contained in K, then the nonzero residues are all
equal.

10. Solve Example 11.9 using the Lazard/Rioboo/Trager improvement. Is there an advan-
tage in using this improvement in this case?
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.

12.

13.

14.
15.

Solve Example 11.11 using the Lazard/Rioboo/Trager improvement. Is there an advan-
tage in using this improvement in this case?

Calculate
J‘8x + 18 —12x7 — 4x® — 2625 — 6x* + 3003 + 23x2 - 2x — 7
—2x7—4x"+7x4+ 10x3+3x2-4x -2
Calculate

6x7 + 7x® — 38x% — 53x* + 40x> + 96x2% — 38x — 39
B0 -8+ 23 + 42 + Ix2 - 10x -5

Solve Example 11.12 without using the Lazard/Rioboo/Trager improvement.
Let S;(x, z) and R;(z) be as in the last section. Why is it true that

GCD(R;(z), lcoeff(S;(x,z),x)) =17

The next three questions are concerned with the problem of definite integration. They are
from the Ph.D. thesis of R. Rioboo

16.

17.

18.

Compute
2 x-3x2+6
by first computing the indefinite integral using the methods from this chapter. Com-
ment on the correctness of the result.
Let u € Q(x). Show that

uti ) =-2i- %arctan(u)

El g(

Using this, repeat Exercise 11.16. Comment of the correctness of the result.

Let u and v be relatively prime polynomials in Q[x]. Let s and # be polynomials with
deg(s) < deg(v) and deg(t) < deg(u) satisfying u's —v-t=1.

a) Show that

i log( utiv ) =2 de-arctan(u t+vs)+ %log(i%%)

b)  Use part a) to give an algorithm for rewriting expressions of the form log(ﬂ—u-)
~iv

into a sum of arctangents having only polynomial arguments.

¢)  Use the method of part b) to recompute the integral from Exercise 11.16. Again
comment of the correctness of the result.
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CHAPTER 12
THE RISCH

INTEGRATION ALGORITHM

12.1. INTRODUCTION

When solving for an indefinite integral, it is not enough simply to ask to find an
antiderivative of a given function f(x). After all, the fundamental theorem of integral cal-
culus gives the area function

Aw)=[10)

as an antiderivative of f(x). One really wishes to have some sort of closed expression for the
antiderivative in terms of well-known functions (e.g. sin(x), ¢*, log(x)) allowing for common
function operations (e.g. addition, multiplication, composition). This is known as the prob-
lem of integration in closed form or integration in finite terms. Thus, one is given an ele-
mentary function f(x), and asks to find if there exists an elementary function g(x) which is
the antiderivative of f(x) and, if so, to determine g(x).

The abilities of symbolic computation systems to solve indefinite integrals are often
met with equal doses of mystery and amazement. Amazement because such seemingly com-
plex integrals as

x(+ D[ (2 “log e+ 1)+ 2xe > (x~(2x+2x % +x+ Dlog(x+1))} =
(O+1)log2(x+1)—(x 3 +xD)e >y

can be worked out very quickly by systems using the Risch algorithm to yield
xe* log(x + 1)
log2(x + 1) - x*(e¥)?

x—loglx +1) -

+ %log(log(x +1) +xex2) - %log(log(x +1) —xexz) ;

mystery in that these systems can invariably compute

J 1 de =x —log (1 +¢%)
1+e*

yet
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[Tir
1+¢€*

returns unevaluated (or else the answer is in terms of a non-elementary special function
known as a logarithmic integral). Clearly, the first integral is so complicated that heuristics
will probably not succeed. Therefore, an algorithmic approach would need to be used, and,
since the above is not a rational function, the approach would require methods other than
those from the previous chapter. However, it is confusing that any algorithm which can
determine an answer in the first two cases cannot obtain an answer in the third case. The
confusion stems from the fact that in the third case an unevaluated integral is an acceptable
answer; namely, no closed form in terms of common elementary functions exists for the
integral.

The problem of integration in finite terms (or integration in closed form) has a long his-
tory. It was studied extensively about 150 years ago by the French mathematician Joseph
Liouville. The contribution of another nineteenth-century French mathematician, Charles
Hermite, to the case of rational function integration is reflected in computational methods
used today. For the case of transcendental elementary functions, apart from the sketch of an
integration algorithm presented in G.H. Hardy’s 1928 treatise, the constructive (computa-
tional, algebraic) approach to the problem received little attention beyond Liouville’s work
until the 1940°s when J.F. Ritt [ 18] started to develop the topic of Differential Algebra. With
the advent of computer languages for symbolic mathematical computation, there has been
renewed interest in the topic since 1960 and the mathematics of the indefinite integration
problem has evolved significantly. The modern era takes as its starting point the fundamen-
tal work by Risch [14] in 1968, where a complete decision procedure was described for the
first time.

12.2. ELEMENTARY FUNCTIONS

The class of functions commonly referred to as the elementary functions includes
rational functions, exponentials, logarithms, algebraic functions (e.g. n-th roots, and more
generally, the solution of a polynomiéll equation whose coefficients are elementary func-
tions), as well as the trigonometric, inverse trigonometric, hyperbolic, and inverse hyperbolic
functions. Any finite nesting (composition) of the above functions is again an elementary
function. Given an elementary function f, the problem of finding another elementary func-
tion g such that g’ = f (i.e. g =), if such a g exists, is the indefinite integration problem of
calculus. As commonly taught in calculus courses for the past century, the process of inde-
finite integration has been seen as a heuristic process employing a ‘‘bag of tricks” and a
table of standard integrals. Only the case of rational function integration had the form of a
finite algorithm; for non-rational functions, if one could not find an integral g for f then one
still had not proved the nonexistence of an elementary integral for f. Indeed, it was not gen-
erally believed that there could exist a finite decision procedure for this problem. Consider,
for example, the variety of different functions appearing in the following cases:
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J1+1 > = arctan(x); (12.1)

x

Jcos(x) = sin(x); (12.2)

J 11 s = arcsin(x); (12.3)
:J -x

Jarccosh(x) = x arccosh(x) -Vx2-1. (12.9)

In these examples, there does not appear to be a regular relationship between the input (the
integrand) and the output (the resulting integral). It would seem that for a given integrand f,
in order to find an integral g (if it exists) one must search among a vast array of different
functions.

As it happens, there does exist a reasonably simple relationship between an integrand f
and its integral g if g exists as an elementary function. The lack of a discernible relationship
in the above examples is mainly due to an unfortunate choice of mathematical notation.
Recall that the rational function integration algorithm presented in the preceding chapter is
based on the fact that if f € K(x) then | f can be expressed using only logarithmic extensions
of K(x) (in cases where the constant field K is algebraically closed). Moreover, precisely
which logarithmic extensions are required is determined by a relatively simple algorithm.
However, note that in case (12.1) above we expressed the integral of a rational function in a
very different form using an inverse trigonometric function. Using Algorithm 11.3, case
(12.1) would be expressed instead in the form

J' 1 +1x2 = Lilog(x +i) - 1i logx - i) (12.5)
using logarithms and introducing the complex number i (an algebraic number satisfying
241 = 0). Now most calculus students (and calculus instructors) would argue that the form
(12.1) is “‘simpler’’ than the form (12.5) . However, for the purpose of obtaining a precise
algorithm for rational function integration, the form (12.5) is much preferable because it fits
into a simple framework in which we know that the only extensions required are logarithms
(and algebraic number extensions to the constant field), and there is an algorithm to compute
the result. Surprisingly, there exists a similar simple framework for the general case of ele-
mentary function integration: the only extensions required are logarithms (and algebraic
numbers). Furthermore, the general integration algorithm is remarkably similar to the
rational function integration algorithm.

In order to achieve this ‘‘simple framework’’ for the elementary functions, we discard
the special notation for trigonometric, inverse trigonometric, hyperbolic, and inverse hyper-
bolic functions, noting that they all may be expressed using only exponentials, logarithms,
and square roots (and allowing into the constant field the algebraic number i satisfying
i2+1 = 0). In this new notation, the integrals in (12.1) — (12.4) take the forms shown in (12.5)

(12.8).
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_[( % exp (ix) + %exp (-ir)) = - %i exp (ix) + —;—i exp (—ix) (12.6)

1 , r—
= —jlog(Vl - x“+ix 12.7
e =i > (D
Jlog(x+\1x2—l)=xlog(x+\Jx2—1)—‘\/x2—l. (12.8)
In these new forms, it can be seen that whatever functions appear in the integrand generally
appear also in the expression for the integral, plus new logarithmic extensions may appear.

There is a more regular relationship between the integrand and its integral than was apparent
in formulas (12.1) - (12.4) .

It must be remarked that, in the context of placing these algorithms into a computer
algebra system for practical use, it is still possible to use the more familiar notation appear-
ing in formulas (12.1) - (12.4) . We are simply moving the choice of notation to a different
level. By adopting the exp-log notation of the following definitions, we achieve a finite deci-
sion procedure for the integration of a significant class of functions. One could imagine, in a
computer algebra system, an input transformation algorithm which takes the user’s input and
converts it into the exp-log notation for the integration algorithm, and an output transforma-
tion algorithm which converts the result back into the more familiar notation. However, the
latter transformation process encounters the difficulties of the general simplification problem
(see Chapter 3). A more practical approach generally adopted in computer algebra systems is
to invoke initially a heuristic integration procedure which uses some standard transforma-
tions and table look-up (in the spirit of a classical first-year calculus student) to obtain the
result in ‘‘familiar form’” if possible. If the heuristic method fails then the problem is con-
verted into the exp-log notation and the finite decision procedure is invoked. The result from
the latter procedure will be either the integral expressed in the exp-log notation or an indica-
tion that there does not exist an elementary integral.

Definition 12.1. Let F be a differential field and let G be a differential extension field of F.

(i) Foranelement 0 € G, if there exists an element u € F such that

then 6 is called Jogarithmic over F and we write 8 = log(u).
(ii) Foranelement 6 € G, if there exists an element # € F such that
o _
)
then @ is called exponential over F and we write 6 = exp(u).
(iii) For anelement 6 € G, if there exists a polynomial p € F[z] such that
p® =0
then 0 is called algebraic over F.
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Definition 12.2. Let F be a field and let G be an extension field of F. An element 0 € G is
called transcendental over F if 8 is not algebraic over F.
o

In some of the proofs of theorems, and indeed in the integration algorithm itself, it is
necessary to distinguish exponential and logarithmic extensions which are transcendental
from extensions which are algebraic. The manipulations which are valid for transcendental
symbols (in proofs and also in algorithms) are quite different from the manipulations of sym-
bols which satisfy an algebraic relationship.

Definition 12.3. Let F be a differential field and let G be a differential extension field of F.
G is called a transcendental elementary extension of F if it is of the form

G=F(@®,,...,0,)
where foreachi=1,..., n, 0; is transcendental and either logarithmic or exponential over
the field F;_; =F(6;, ..., 0;_). Gis called an elementary extension of F if it is of the form

G=F(91,..., 9,,)

where foreachi=1,..., n, 8; is either logarithmic, or exponential, or algebraic over the
field F;_; =F(0;, ..., 6;_1). (In this notation, F=F.)
[ ]

Definition 12.4. Let K(x) be a differential field of rational functions over a constant field K
which is a subfield of the field of complex numbers. If F is a transcendental elementary
extension of K(x) then F is called a field of transcendental elementary functions. Similarly,

if F is an elementary extension of K(x) then F is called a field of elementary functions.
[

A Structure Theorem

Before proceeding, it is important to note that the three extensions defined in Definition
12.1 are not mutually exclusive. Indeed, according to Definition 12.1, an element 6 e G
could be logarithmic over F (or exponential over F) when in fact 8 € F, in which case 0 is
trivially ‘‘algebraic over F*’. The less trivial cases shown in the following examples must be
recognized in order, to proceed correctly.

Example 12.1. The function

[ = exp(x) + exp(2x) + exp(x/2)
could be represented as

f =0,+0,+0; € Q(x, 8, 0, 05)

where  O; =exp(x), 0,=exp(2x), and O3=exp(x/2). Taking derivatives gives
,"708, =x"€ Q). so 0, is exponential over Q(x). Also, 8, is exponential over Q(x.0,)
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since 6,"/6,=(2x)’ € Qx,8;). Similarly, 83 is exponential over Q(r,8,,8,) since
0y" /05 = (x/2) € Q(x,9,,0,). However

Q(x,01,8y) = Q(x.9,)

since
0, = 67 € Q(x.8)).

Hence a simpler representation for the function f is
f=6;+867+865¢c Q(x,6.6;)

where 0, = exp(x) and 85 = exp(x/2).

Given the field Q(x,0,), the function 6 is not only exponential over this field but it is
also algebraic over this field since

0 -9, =0.

In other words, 05 = 61'/ ‘e Q(x,el,ell/“). Thus the function f could be represented in the form
f=6,+062+6/"c Q(x,0,6%.

Alternatively, the simplest representation for f would be
f=67+65+65e Q(x,85)

where 83 = exp(x/2).

Example 12.2. The function

g = v log(x2 +3x +2) (log(x + 1) + log(x + 2))

could be represented as

g = 6,€ Q(x, 6y, 6,, 65,6y
where 6, =log(x? + 3x + 2), 6, =log(x + 1), 05 =log(x +2), and 68, satisfies the algebraic
equation

67 — 6,(8,+65) = 0.

In this view, 8, is logarithmic over Q(x), 8, is logarithmic over Q(x,8,), 85 is logarithmic
over Q(x,8,6,), and 0, is algebraic over Q(x,6,,0,,8;). Thus g is viewed as an algebraic
function at the ‘‘top level’’. However, g is also Iogarithmic since
, @243+
T ox243x+2

ie g =1log(x? +3x +2). This is easily seen by applying the rule of logarithms. Thus the
simplest representation for g is:
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g =0, Qx,0y)

where 0, = log(x? + 3x +2).

Example 12.3. The function
h =exp(log(x)/2)
could be represented as
h=6,¢ Q(x, 0, 0,)
where 08, =log(x) and 6, = exp(8;/2). In this view, 8; is logarithmic over Q(x) and 6, is
exponential over Q(x,0,). However, 0, is also algebraic over Q(x) since
6,5 -x=0 .
Therefore a simpler representation for 4 is
h=0,e Q(x, 0,)

where 87 — x = 0. In other words, & = x*,

[
Definition 12.5. An element 0 is monomial over a differential field F if
(i) F(0) and F have the same constant field,
(ii) 0 is transcendental over F,
(iii) 8 is either exponential or logarithmic over F.
[

Thus we want to determine when a new element is a monomial over F. It turns out that
this can be found by checking a set of linear equations for a solution. The following theorem
gives explicit requirements for new extensions to be ‘‘independent’’ of the previous elemen-
tary extensions. Because of the large quantity of algebraic machinery required to prove this
result, we do not prove Theorem 12.1, but rather refer the reader to Risch [17].

Theorem 12.1 (Structure Theorem). Let F be a field of constants, and F,, =F(x,8,,...,8,)

an extension of F(x) having F as its field of constants. Suppose further that each 8 is either
(a) algebraic over F;_ =F(x,0,..., 8, ),

(b) w; with w; = log(uj) and uj € F; y,or

(©)  u; with u; =exp(w;) and w; € F;_,.

~
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Then:
(i) g =log(f) with f € F, —F is a monomial over F, if and only if there is no product

combination
fTIuf e F (kje Z, andk=0).
(ii) f =-exp(g) with g € F,, — Fis a monomial over F,, if and only if there is no linear com-
bination
g+Ycw;eF, (c;e Q).
[ ]

If we are given a new exponential, then Theorem 12.1 implies that, to see if it is a
monomial, we need only check that its argument can be written as

C+ ZC,‘W,‘
with ¢ € Fand ¢; € Q. By differentiating this we obtain a linear system of equations in the
¢;. Once the c; are known we can determine c.

A similar approach can be used when we are given a new logarithm and wish to deter-
mine if it is a monomial. In this case, we need only check whether f"-l'lujk" can be made to

lie in F, for some suitable choice of integers ¥ and k i If we write

h =fk.1—[ujlfj
then k € Fif and only if A* = 0. This is identical to determining if
Wkt u;’
o= 51 o
AR 2

~

has a solution. Thus, as before, determining if an element is monomial is equivalent to deter-
mining if a particular system of linear equations has a solution.

Example 12.4. Let
g =log(\lx2+ 1 +x)+log(\lx2+ -X).
If we set 6;=Vx2+1, then g can be considered as belonging to the extension

Q(x,0;,log(0; +x),log(6; —x)). If 6, =10g(0; + x) and 85 =1og(8; — x), we check to see if
05 is a monomial over Q(x, 0, 0,).

By Theorem 12.1 05 is a monomial iff there exist no integers k # 0 and k; such that
h=®, -0, +0" € Q.

Differentiating with respect to x and dividing both sides by A gives this as
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(91—x)'+ 0, +x)
©@,—x) (0 +x)

h/
O0=—=k
h

Differentiating and clearing denominators gives
X X 2
0=k vl DEZ+1+ 1) +k T_'H NZ+1-1)
( x2+ 1 ( ) l( x2+ 1 )

O=k- kl'
One particular solution is therefore k = k; = 1.

Thus 63 would not add a new independent transcendental logarithmic extension onto
Q(x, 84, 9,). Indeed, since

(61 _x)'(el +x) =1 e Q
we have

83 =log(8; —x) =~log(6; +x)=-0, € Q(x,6,6,).

12.3. DIFFERENTIATION OF ELEMENTARY FUNCTIONS

We now have a precise definition of what we mean by a field of elementary functions.
Specifically, it is any finitely generated extension field of a field K(x) of rational functions
such that each extension is one of three types: logarithmic, exponential, or algebraic. It
would be mathematically convenient to let the constant field K in Definition 12.4 always be
the algebraically closed field C of complex numbers. However, we wish to operate in
domains with exact arithmetic (where operations such as polynomial GCD computation will
be well-defined) so that the constant field K will be of the form Q(aty, . .., o) where Q is

the field of rational numbers and o; (1 <i{ <k) are algebraic number extensions of Q

required by the problem at hand. The problem of elementary function integration can be
stated in the following terms. Given an elementary function f, first determine a specification
for an elementary function field F such that f € F :

F=Q(a1,..., ak)(x,el,...,en).

Then determine the additional extensions required so that g =Jf lies in the new elementary
function field

Q(alw--; (2 7PN akm)(x,el,..., 9",...,9,”_,”)

and explicitly determine g, or else prove that no such elementary function g exists.

In order to obtain a complete decision procedure, we first need to investigate the possi-
ble forms for such an integral. This requires that we know how the differentiation operator
behaves in these elementary extensions. In this section we present some basic properties of
the differential operator in simple elementary extensions, that is, those fields given as a sin
gle logarithmic, exponential or algebraic extension.
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Theorem 12.2 (Differentiation of logarithmic polynomials). Let F be a differential field and

let F(B) be a differential extension field of F having the same subfield of constants. Suppose

that 6 is transcendental and logarithmic over F (with say 8'=u’/u for u € F). For any

a(8) € F[0] with deg(a(8)) > 0 the following properties hold:

(i) a(8) e FI6L;

(i) if the leading coefficient of the polynomial a(@) is a constant then
deg(a(6)") = deg(a(®)) - 1;

(iii) if the leading coefficient of the polynomial a(B) is not a constant then
deg(a(8)’) = deg(a(8)).

Proof: Write a(0) in the form
a(0) = )’f a; o
i=0

where a, #0and n > 0. Then
n—1 ,
a®’ =Y (@ + (@ +1)a;,,0)0 +a,” 0" .
i=0

Since 6" =u’/u € F, property (i) is obvious. If @, # O then

deg(a(6)) =deg(a(®) = n
proving (iii). Property (ii) is the case where g,"=0 in which case it is clear that
deg(a(0)) < n. To prove the more precise statement, suppose that the degree n — 1 coeffi-
cient vanishes

a, . +na, 8 =0.
In this case, it follows that

(ra,0+a, ;)=na,’0+na,® +a, =0.

Now na,0+a,_; € F(8) and it is a constant so, in particular, na, 0 + a,_; € F. This con-

tradicts the assumption that 0 is transcendental over F. Thus property (ii) is proved.
[ ]

Theorem 12.3 (Differentiation of exponential polynomials). Let F be a differential field and

let F(8) be a differential extension field of F having the same subfield of constants. Suppose

that 0 is transcendental and exponential over F (with say 670 =u” for u € F). For any

a(0) € F[6] with deg(a(0)) > 0 the following properties hold:

(i) ifheF,h+0,ne Z n=0,then (h-8"Y = i-8" for some i € F with h # 0;

(i) a(8) e F[6] and deg(a(0)") = deg (a(8));

(iii) a(9) divides a(0)" if and only if a(@) is a monomial (i.e. a(0)=h-0" for some
heFnel).
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Proof: Since
(h6") = b’ 0"+ nh0" 0" = (W'+nhu’)8",
we must show that 2 = 2"+ nhu’ #0if A 20 and n = 0. Butif # =0 then 46" is a constant in

F(6) so, in particular, 6" € F. This contradicts the assumption that 6 is transcendental over
F. This proves ().

To prove (ii), write a(8) in the form
n .
a®=y a0
i=0
where a,, #0 and n > 0. Then
n . n .
a®’'=Y @0y = Y a,¢
i=0 i=0
for a; € F and, by property (i), a, # 0 hence the degrees are equal.

Suppose that a(8) is a monomial a(6) = 48" for h € Fand n > 0. Then by property (i),
a(0) = h " for h € F and clearly a(6) divides a(0)’. Now suppose that a(0) is not a mono-
mial but that a(0) divides a(8)”. Then we have the divisibility relationship

a0y’ =g a(8)

for some g € F[6]. By property (ii) deg(a(8)) = deg(a(6)) so we conclude that g € F. Writ-
ing a(0) in descending powers of 0, a () contains at least two terms so it takes the form

a®) = a, 0" +a, 6" +b(0)
where n,me Z,n >m 20,a,#0,a,, #0, and either b(8) =0 or deg(b(8)) < m. By pro-
perties (i) and (ii),

a®) = a, 8" +a, 6™ +b(6)
where a, #0, a,, #0, and either b(8)’ =0 or deg(b(0)") < m. (There is one possibility not
covered by property (i), namely the case m =0. In this case, a(8)=a, 6" +a; and

a(8) = a, 8" + ay” where @, # 0 but perhaps a;," = 0. However, this cannot happen under the
present circumstances because the divisibility relationship would become

4,9 =ga, 0 +ga,
with n >0, a,#0, ay#0, and a, =0, which is impossible.) The divisibility relationship
yields the following equations over the field F
a,’ +na,u’ =ga,,
a,”+ma,u =ga,
where we have used the fact that the coefficients in a(0) take the form &; =aj+i a; u’.

Eliminating g from these two equations yields
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’ mn ’
—+nu' = —+mu
a’l am
or
’ ’
a, ,
- — + (n-mu’ = 0.
a’l m
Then

m

’ ’
[a_ne,,_,,, ] _ {fn_ O ]en_m I —
a a
a’l

’ ’
a’l am
=— " |—-—+(n-mu' | =0
am a’l m

a
which implies that —6”~ is a constant in F(0). In particular it belongs to F, which con-

m

tradicts the assumption that 0 is transcendental over F.
[ ]

Theorem 12.4 (Differentiation of algebraic functions). Let F be a differential field and let
F(0) be a differential extension field of F. Suppose that 0 is algebraic over F with minimal
polynomial

N+l .
p@z) = ¥ p;z' € Fzl
i=0

where py,y=1(z is a new transcendental symbol). Then the derivative of 8 can be
expressed in the form

__d(®)
0= —e(e) € F(0)

where d, e € F[z] are the following polynomials specified in terms of coefficients appearing

in the minimal polynomial

N ) N .
d(z)=Y,p/’ 7, e@@)=Y (+1)p;, ' € Flzl.
i=0 i=0

Proof: Setting p(0) = 0 and applying the differential operator to this identity yields

N+1 . N+1 .
Y p/ 6 + Yip6le =0
i=0 i=1

Noting that py.," = 0 and solving for @’ yields
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N
2pi’0
;o i=0
g = N .
2(l+1)'p,—+16'
i=0
which is the desired result. Note that the denominator e(0)#0 because its degree is

N < deg(p(z)) with leading coefficient N + 1 # 0.
[ ]

12.4. LIOUVILLE’S PRINCIPLE

We have seen from Chapter 11 that a rational function f € K(x) always has an integral
which can be expressed as a transcendental elementary function. Specifically, [f can always
be expressed as the sum of a rational function plus constant multiples of a finite number of
logarithmic extensions. The fundamental result on elementary function integration was first
presented by Liouville in 1833 and is a generalization of the above statement. It is the basis
of the algorithmic approach to elementary function integration.

Theorem 12.5 (Liouville’s Principle). Let F be a differential field with constant field K. For
f € F suppose that the equation g’ = f (i.e. g = [f) has a solution g € G where G is an ele-
mentary extension of F having the same constant field K. Then there exist
vo» V1, ..., vV, € Fand constants ¢, ..., ¢,, € K such that

moV;
f=v+Ye—.

i=1 i

In other words, such that

m
If = v+ 3 ¢ log(vy).

i=1
We will prove the theorem in a number of stages. However, the basic idea of Liouville’s
Principle is quite simple to explain. If a transcendental logarithmic extension is postulated to
appear in the expression for the integral, either in a denominator or in polynomial form, then
we use Theorem 12.2 to show that it will fail to disappear under differentiation except in the
special case of a polynomial which is linear (in the logarithmic extension) with a constant
leading coefficient. Similarly, if a transcendental exponential extension is postulated to
appear in the expression for the integral, then we use Theorem 12.3 to show that differentia-
tion will fail to eliminate it. Finally, if an algebraic extension is postulated to appear in the
expression for the integral, then we will use Theorem 12.4 to show that it is possible to
express the integral free of the algebraic extension.

Special Case: Simple Transcendental Logarithmic Extensions

The proof of Liouville’s Principle proceeds by induction on the number of new elemen-
lary extensions required to express the integral. Therefore, we examine more closely the
case where only one extension 0 is required, since this will reveal the crux of the induction
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proof. In this subsection we will consider only the case where 0 is a transcendental loga-
rithmic extension. We will assume here (as in Theorem 11.7) that the constant field K is
large enough so that no new algebraic numbers are required to express the integral.

Thus, let F=K(x,0;, ..., 6,) be an elementary function field with constant field K
and let f € F. Suppose that [ f € G where G is an elementary extension of F of the form
G = F(0)
with 0 = log(u) for some u € F and suppose further that G has the same constant field K.
Since 0 is transcendental over F, | f can be expressed in the form

_a@®

where a, b € F[0], GCD(a, b) =1, and b is monic. (Note that when 0 is transcendental over
the field F, the domain F[0] can be viewed as a polynomial domain in the variable 0, with
well-defined GCD and factorization operations. If 0 is algebraic over the field F then such a
view of F[0] is invalid.) We can factor b(6) into the form

mm=ﬁm@”

where b;(8) (i <i <) are distinct monic irreducible polynomials in F[0]. A partial fraction
decomposition then gives

a® kor a;(0)

=L = @)+ Y Y ——

b(®) 55 6o
where ag, a b; € F[0] and deg(a,-j) < deg(b;). Differentiating both sides with respect to the
integration variable x gives

n -(0) i a.:(0)-b:(0)
f=a0(e)'+§;2 2;®)"  ja;© (@)

- - 12.9
i=t j=1 | bi(®)/ b;(8)/*! (129

An important property of this equation is that the left hand side is independent of 6.

Let b;(8) € F[0] be any particular monic irreducible polynomial with deg(®;(6)) >0
appearing in the denominator on the right hand side of equation (12.9). Then, from Theorem
12.2 we know that b;(8)" e F[8] with deg(h;(8)") < deg(b;(8)). Therefore b;(@) does not
divide b;(8)". Also, no factors divide b;(0) because it is irreducible. It follows that there is
precisely one term on the right hand side of equation (12.9) whose denominator is b;(0) it

Since there is no other term with which it could cancel, this term must appear on the left
hand side. This is a contradiction. We therefore conclude that there can be no terms with
denominators involving 6. Equation (12.9) then takes the form

f = ay(®y

where gy e F[8]. Hence a,(8)’ is independent of 6, which, by Theorem 12.2, can only hap-
pen if
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ag(0) =c0 + d e F[0]
for some constant ¢ € K and some function d € F. We have proved that

ff=d+clog(w)

where ¢ € K, d,u € F, which is the desired form for Liouville’s Principle in this special
case.

Special Case: Simple Transcendental Exponential Extensions
Consider now the special case where
G = F@)
with 0 = exp(u) for some 4 € F and with the same constant field K, that is, a transcendental
exponential extension.

Since 6 is transcendental over F, the same argument used in the last subsection gives f
in the form of equation (12.9). As before, the b;(8) are distinct, monic and irreducible in

F[0], and as before an important property of equation (12.9) is that the left hand side is
independent of 6.

Let b;(8) € F[0] be any particular monic irreducible polynomial with deg(b;(8)) >0
appearing in a denominator on the right hand side of equation (12.9). If b;(8) is not a mono-
mial (i.e. a single term of the form h6*) then Theorem 12.3 implies that b;(8) does not divide
b;(8)’. The same arguments used for the case of simple transcendental logarithmic exten-
sions lead us to conclude that there can be no terms with denominators involving b,;(8). Now
if b;(0) is a monomial then it is simply b;(6) = 0 (since each b;(0) is monic and irreducible).
It follows that equation (12.9) takes the form

i
j=k

where h; € F(-k <j <I). Applying the differentiation operation on the right hand side to
each term hj67 yields a term }7}-67 with the same power of 0, where }71 € F and for
j#0,h; 20if h; #0 (see Theorem 12.3). Since f is independent of 8, we conclude that only
the term j =0 can appear

f=hy,
in other words,

[f=h

where hy e F. This is the desired form, proving that a new exponential extension cannot
appear in the integral.
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Special Case: Simple Algebraic Extensions
Consider now the special case where
G = F(6)
with 0 algebraic over G.

If O satisfies an algebraic relationship over F then we must use an argument which is
very different from that used for transcendental extensions, since now F[8] is not an ordinary
polynomial domain over F in a transcendental symbol. Let the minimal polynomial defining
0 be p(z) € F[z] with deg(p(z)) =N + 1 (where z is a new transcendental symbol).

Suppose now that for f € F,
[f=a(®) e F®)
or in differentiated form
f=a@).
Let the conjugates of 8 (i.e. all the roots of p(z) =0) be denoted by 6 =0,,0,,..., 6y.

Since f is independent of 0 and since the differentiation operation is uniquely determined by
p(z) (cf. Exercise 12.4), we can conclude that

f=a@®;), foreachj=0,1,..., N.

Summing over j yields

N
N+ f=3 a@®,).
j=0

Writing this in the form
f=h
l N
where h = ﬁf‘o a(®;) is a symmetric function in F(8y,0,, ..., 8y), we conclude that
i

h € F by Theorem 8.15. We have thus proved that
[f=h

where h € F. This is the desired form, proving that a new algebraic extension need not
appear in the integral.

Example 12.5. Consider the following integral
sz?’ -2x2-1
(x-1)?

exp(x2+ log(x)/2) = ex (x2+ log(x)/2)
.

2\ _
e e Y 20% + 1)

which can be verified by differentiation and simplification. The integrand lies in the field
Qx,exp(x?). At first glance, it would seem that the expression for the integral violates
Liouville’s Principle since it involves a new exponential extension and a new algebraic
extension. Upon further examination, we note that
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exp(x2 +log(x)/2) = exp(xz)-exp(log(x) 12) =¥ exp(xz)
yielding the alternative expression for the integral

Vi exp(x?) . Vi exp(x?)
2(¥x-1) 2(Vx+1)

Still, this expression for the integral involves the algebraic extension Vx. As seen in the argu-
ment for the algebraic case above, it must be possible to eliminate Vx from this expression.
In this case, by simply forming a common denominator we easily see that the result can be
expressed in the form

23 - 2u2-1
Tamip 0T

o1 exp(xz)

which is the form that would be obtained by our integration algorithm.

General Case: A Proof of Liouville’s Theorem

We are now in a position to prove Liouville’s theorem. The main idea was first stated
by Laplace in 1820, then proved in some cases by Liouville, and subsequently generalized by
Ostrowski [13] in 1946,

Proof of Liouville’s Principle: The supposition is that there exist 0;, ..., Oy such
that

G =F@®...., 8y

where each 0; (1<i<N) is either logarithmic, exponential, or algebraic over
F;_1=F(,..., 6;,_p), each extension field F(8;, ..., 6;) has the same constant field K,
and there exists g € G satisfying the equation g’ =f. The proof is by induction on the
number N of elementary extensions appearing in G. The case N=0 is trivial since we then
have g € F satisfying g” =, hencem =0 and f = vgwith vo=g.

The induction hypothesis is that the theorem holds for any number of extensions less
than N. For the case of N extensions, we may view the field F(8,, ..., 8y) in the form
F(0)(8,, ..., Oy). Since fe F(©;) and g e F(8,)(8,,..., Oy) satisfies the equation
g’=f, we may apply the induction hypothesis to conclude that there exist
v;(0,) € F(8;) (0 <i <m) and constants ¢; € K (1 £i <m) such that

Fovy@) + E o V(0
o\ & i vi(el) .

Let us denote 6, by the symbol 6.

(12.10)

Consider first the case where 0 is transcendental and logarithmic over F. The proof will
follow closely the argument used in the case of a simple transcendental logarithmic extension
given previously. By applying the rule of logarithms log(v;v;) = log(v,) + log(v;), if
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necessary, we may assume that each v;(0) (1 £ Sm) is either an element of F or else is
monic and irreducible in F[0] with deg(v;(0)) > 0, that the v;(8) (1 <i <m) are all different,
and that the ¢; (1 <i <m) are nonzero. Let vy(0) € F(0) be expressed in the form

vo(0) = a(®) / b(0)
where a, b € F[0], GCD(a, b) = 1, and b is monic. Factor b(0) into the form

n
b(®)= 11 5,®)"

where b;(0) (1 <i <) are distinct monic irreducible polynomials in F[8] and r; € Z,r; > 0.
Express v(0) in a partial fraction expansion of the form

Vo(0) = ay(0) + zz ”(e)
° ° lljlb(e)

b; e F[6] and deg(a ;) < deg(b;). Equation (12.10) then becomes

a;®)  jay@yb©) ) m  v®)
o l_] 7] _ A
f aO( ) + I—ZI JZ b. (e)j bl.(e)]+1 + i=1 ‘ vl(e)

where a;, a;,

(12.11)

As before, an important property of this equation is that the left hand side is independent of
0.

Since @ is logarithmic over F, there exists a u € F such that 8 =u’/ u. Let p(6) be any
monic irreducible polynomial in F[6] with deg(p(8)) >0. Then by Theorem 12.2,
p(6) e F[0] with deg(p(6)") < deg(p(B)) and therefore p(0) does not divide p(8)’. If p(8) is
one of the b;(8) appearing in a denominator in the partial fraction expansion of vy(8) with
maximal power 7;, then the right hand side of equation (12.11) contains precisely one term
whose denominator is p(8) i+l (note that r; + 1 > 1). Since there is no other term with which
it could cancel, this term must appear on the left hand side, which contradicts the fact that f
is independent of 8. We therefore conclude that the middle terms of equation (12.11) (the
double summation) cannot appear. Now if p(0) is one of the v;(8) appearing on the right
hand side of equation (12.11) then there is precisely one term whose denominator is p(6),
again a contradiction.

The previous paragraph implies that equation (12.11) takes the form

L oo
f=ay®'+ ¥ ¢, —
=1 Vi
where ape Fl0], v;e F(1 Si<m), and ¢;e K(1 <i<m). Since f and v; (1 <i <m) are
independent of 8, ay(8)” must be independent of 6 which, by Theorem 12.2, can only happen
if
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ap(®)=c 8 +d e F[0]
for some constant ¢ € K and some function d € F. Therefore

m
f=d'vcu'lu+Y c;v;v;
i=1

where d, u, v; € Fand ¢, ¢; € K, which is the desired form.

In the same manner as above, it is easy to verify that the arguments used in the case of a
simple transcendental exponential extension or a simple algebraic extension also carry over

to the general case. This completes the proof of Liouville’s theorem.
o

For generalizations of Liouville’s theorem to include extensions such as error functions
and logarithmic integrals, we refer the reader to the paper by Singer, Saunders and Caviness
[22]). See also the progress report of Baddoura [1] regarding a generalization of Liouville’s
theorem to include dilogarithmic extensions.

12.5. THE RISCH ALGORITHM FOR TRANSCENDENTAL ELEMENTARY
FUNCTIONS

In this and subsequent sections, we develop an effective decision procedure for the ele-
mentary integration of any function which belongs to a field of transcendental elementary
functions (see Definition 12.4). In other words,

feKx0,...,0,)

where the constant field K is a subfield of the field of complex numbers and where each
0; (1 <i<n) is transcendental and either logarithmic or exponential over the field

K(x, 8y,..., 8;,y). The decision procedure will determine [f if it exists as an elementary

function. Otherwise, it constructs a proof of the nonexistence of an elementary integral. The
problem of developing an effective decision procedure for the more general field of elemen-
tary functions, involving algebraic function extensions, is more difficult. The case of alge-
braic function extensions is discussed in a later section.

Given an integrand f, the first step is to determine a description K(x,0;,..., 6,)ofa

field of transcendental elementary functions in which f lies (if f lies in such a field). As
Examples 12.1-12.3 demonstrated, this is not necessarily a trivial step. Examples 12.1 and
12.2 showed cases where a ‘‘quick view’’ of the integrand led to a description involving
non-transcendental extensions but where a purely transcendental description could be found.
Example 12.3 showed a case where an integrand was expressed solely in terms of a loga-
rithm and an exponential (exp(log(x)/2)) but the integrand was not transcendental over the
rational functions. To handle this step in our integration algorithm, we will first convert all
trigonometric (and related) functions into their exponential and logarithmic forms. Then the
algebraic relationships which exist among the various exponential and logarithmic functions
“are determined. For the remainder of this section, we will assume that a purely transcenden-
tal description K(x, 0, ... ., 8,,) has been given for the integrand f. A technical point which
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appeared in the theorems of the preceding section was the condition that when an extension
was made to a differential field, the subfield of constants was assumed to remain the same.
This condition will be handled dynamically by the integration algorithm, enlarging the con-
stant field as necessary when determining the transcendental description K(x, 0;, ..., 6,).

Since each extension 0; is a transcendental symbol, the integrand may be manipulated

as a rational function in these symbols. The integration algorithm for transcendental func-
tions will follow steps that are very reminiscent of the development in the previous chapter
of the rational function integration algorithm, in particular Hermite’s method and the
Rothstein/Trager method. Given an integrand f € K(x,8;,..., 0,), it may be viewed as a

rational function in the last extension 8 =6,

ORS T I0

where F,_1=K(x,0;,..., 8,_1). We may assume that f(8) is normalized such that
p(©), q(8) e F,_([6] satisfy GCD(p(8),¢(0)) =1 and that g(8) is monic. (Throughout the
development, we must keep in mind that [ (@) is integration with respect to x, not 6, and we

will continue to reserve the symbol * for differentiation with respect to x only, using % for

differentiation with respect to 8. The algorithm is recursive, so that when treating [ £ () there
will be recursive invocations to integrate functions in the field F,_;. The base of the recur-

sion is integration in the field Fy = K(x) which is handled by Algorithms 11.1 - 11.4.

12.6. THE RISCH ALGORITHM FOR LOGARITHMIC EXTENSIONS

Consider first the case where 8 is logarithmic, with say 8"=u’/u and ue F,_;.
Proceeding as in Hermite’s method, apply Euclidean division to p(8), ¢(8) € F,_,[8] yield-
ing polynomials s(8), r(8) € F,_;[0] such that

p(©) =¢q(0)s(0)+r(0 with r(0)=0 or deg(r(0)) < deg(q(0)).

We then have
_ @)
[ro=fs@+ jq R

We refer to the first integral on the right hand side of this equation as the integral of the poly-
nomial part of f(8), and to the second integral as the integral of the rational part of f(6).
Unlike the case of pure rational function integration, the integration of the polynomial part is
not trivial (indeed, it is the harder of the two parts).

Logarithmic Extension: Integration of the Rational Part

For the rational part, we continue with Hermite’s method. Compute the square-free
factorization of the denominator ¢(8) € F,_,[6]
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k .
q(0)= il;ll 7;(8)’

where each ¢;(8) (1 <i <k) is monic and square-free, GCD(g;(0), ¢;(8)) =1 for i # j, and
deg(q,(8)) > 0. It must be remarked that all operations here are in the polynomial domain

F, 4161, in particular, the definition that ¢;(8) is square-free is: GCD(g;(0), die q;(8)) = 1.

We will require the stronger condition that GCD(g;(8), ¢;(8)") = 1 (where * denotes differen-
tiation with respect to x), and fortunately this condition holds as we now prove.

Theorem 12.6. Let F be a differential field with differential operator * satisfying x" =1,
where x € F. Let F(0) be a differential extension field of F having the same subfield of con-

stants, with @ transcendental and logarithmic over F, specifically, 8" = “_ with u € F. Let
u

a(8) e F[0] be a polynomial in the symbol 6 with deg(a(8)) > 0 and with @(8) monic, such
that

d _
GCD(a(0), E a@)=1
(i.e. a(0) is square-free as an element of F[8]). Then
GCD(a(9), a(8))=1

where the latter GCD operation is also in the domain F{0].

Proof: From Theorem 12.2 we know that a(8)’ € F[8]. Let the monic polynomial
a(9) e F[0] be factored over its splitting field F, into the form

N
a(®)= l:l1 0-ga)

where g; € F,(1 <i <N) are all distinct (because a(0) is square-free in F[0]). Then

2o
a@®’'=y —-a; Il 8-a).
i=1 u HER)
If for any i, uT' —a;" =0 then g; is a logarithm of u € F, in particular, the expression 8 — g;
in the differential extension field F,(8) satisfies

©®-a)=0
which implies that 8 — g; is a constant in F,(6), whence

0-ag;,=ceF,,
contradicting the assumption that 8 is transcendental over F (since F,(8) and F, have the

same subfield of constants — cf. Exercise 12.5). Hence Z_ a/#0 for 1 <i £N. Now for
u

any particular factor 8 — g, of ¢(8), the expression for «(8)” has N — | terms which are divisi-
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ble by 8 — g; and one term which is not divisible by 8 — g;. It follows that g(8) and a(8)’
have no common factors.

°

Continuing with Hermite’s method in this logarithmic case, we compute the partial

;((g; € F,_1(8) in the form

Le)_ k i rU(B)
a®) 55 4.0

fraction expansion of

where for 1 <i<kand 1</ <i,r0)e F, [0] and
deg(r,-j(e)) < deg(q;(0)), if deg(g;(0)) > 0, (12.12)
r;i©=0, if ¢;@)=1.

We then have

ki r; (0

J’—(el= D 7i® (12.13)
q@) S5 ¢:0)

ri:(0
i )‘ with

q;0)’

j > 1. By Theorem 12.6, GCD(g;(8), ¢;(6)’) =1 so we may apply the method of Theorem

Hermite’s reduction proceeds as follows for a particular nonzero integrand

2.6 to compute polynomials s(8), ¢(8) € F,_,[8] such that
5(8) g;(8) + (8) ¢;(8) =r;(6) (12.14)

where deg(s(0)) < deg(q;(0)") and deg(r(8)) < deg(q;(8)). (The latter inequality holds
because of the inequality in (12.12).) Dividing by ¢;(6)/ in equation (12.14) yields

J ri(®) J 5@ Jt(e)-q,-(e)'

a0’ Jq®" ) ¢®)’

Applying integration by parts to the second integral on the right, exactly as in Section 11.3,
leads to the reduction formula

_[ ry® _ @G -1 . Js(e)+ 1@)/(G - 1)
a®’  ¢®)" q:(8)7™!
If the numerator of the integral on the right hand side is nonzero and if j — 1 > 1 then the

same reduction process may be repeated. Note that the numerator of the new integrand satis-
fies the degree constraint

deg(s(8) +1(8)'/(j — 1)) < max(deg(s (8)), deg(¢(8)")) < deg(q;(8))

(since by Theorem 12.2, differentiation of a logarithmic polynomial either leaves the degree
unchanged or else reduces it by one) which is consistent with the original numerator degree
constraint expressed in (12.12). Therefore the degree constraints associated with equation
(12.14) will still hold. By repeated application of this reduction process until the
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denominators of all remaining integrands are square-free, equation (12.13) reduces to the fol-
lowing form for the integral of the rational part of f(8)
[£&._ @ , [a®)
q® d@® Jb(®)
where a(0), b(8), c(8), d(0) € F,_,[6], deg(a()) < deg(h(0)), and b(®) is monic and
square-free. Just as in the case of rational function integration, the above result from
Hermite’s reduction process has the following properties (see Theorem 11.6):

d(®) = GCD( (®), ~=a(®) € Foui[B);

b(8) =q(8)/d(®) € F,[6];
deg(a(8)) < deg(b(0)); deg(c(®)) < deg(d(®)).

Therefore, one might think that Horowitz’ method could apply in this case as well. How-
ever, because the underlying field is not constant with respect to x, when we specify the
numerators with undetermined coefficients in Horowitz’ method and then apply differentia-
tion to remove the integral signs, what results is a system of linear differential equations
(instead of linear algebraic equations which was the case for pure rational function integra-
tion).

a(0)
b(6)
in the case of rational function integration, the Rothstein/Trager method applies here.
Specifically, we compute the resultant

R(z) =resg(a(®) — z-b(B), b(®)) € F,_4[z].

It remains to compute the integral of the proper rational function € F,_1(0). As

Unlike the rational function case, the roots of R(z) are not necessarily constants, However

(see Theorem 12.7 below), J‘Zgg; is elementary if and only if

R@z)=R(z) S € F,4lz]

where R (z) e K[z] and S € F,_;. Therefore we compute R (z) = pp(R(z)), the primitive part
of R(z) as a polynomial in F,_;[z]. If any of the coefficients in R (z) is nonconstant then
there does not exist an elementary integral. Otherwise, let ¢; (1 i <m) be the distinct roots
of R (z) in its splitting field Kz and define v,(8) (1 < i <m) by

v;(8) =GCD(a(8) — c;b(@), b(®) € F,_1(c1, ..., 0] (12.15)
Then
a® _ § . joe(v:
b@) = ,=21 c; log(v;(6)). (12.16)

This expresses the result using the minimal algebraic extension of the constant field K.
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Example 12.6. The integral

J logl(x)

has integrand
1©)=5 € Qx, 6)

where 0 = log(x). Applying the Rothstein/Trager method, we compute

R(@)=resg(l — =, 0)=1- =< e Qu)[z].
X X

Since R(z) has a nonconstant root, we conclude that the integral is not elementary.

[ ]

Example 12.7. The integral

J 1

x log(x)
has integrand
1/x

f(9)=T € Q(x, 0)
where 6 =log(x). Applying the Rothstein/Trager method, we compute

R@ =resg (=~ 4, 0)=— - Z € Qulz].

X X X X

Since

R@)=ppR@)=1-2
has constant coefficients, the integral is elementary. Specifically,

L= 1,

1 1
¥1(8)= GCD(— — —, 8) =6,
x X
and
1
[ ogey =1 1080418 = log(log(x).
[ ]

Example 12.8. Consider the integral which appeared in the introduction to this chapter:

2
J‘x(x+1) [ [tzexp(sz)—logz(x+l) ] +2xexp(3x?) L!—(2x3+2x2+x+l)10g(x+l) ] ]

2
[(x+1)10g2(x+1 -0 +xPexp(2x?) ]

Letting 6, = exp(xz) and 6, = log(x + 1), the integrand can be considered in the form
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f(92) € Q(x, 61, 62)

The numerator and denominator of f(8,) are each of degree 4 in 0,, and after normalization
and Euclidean division it takes the form

252
X x+1
+1 ©F - x%6)*

07 (x—(2x> + 2x% + x + 1)8))

f@y)= .

The ‘“‘polynomial part’’ with respect to 0, is the first term here, which in this case is simply a
rational function in Q(x) and it can be integrated by Algorithm 11.3 or 11.4. For the
“‘rational part’’ we proceed to apply Hermite reduction. Note that the rational part is already
expressed in the form

r(,)

b(®)*

where b(8,) = 922 —x2612 is monic and square-free, and deg(r(6,)) < deg(b(0,)), so there is
no need to apply partial fraction expansion. Equation (12.14) takes the form

(803 — x?02) + 1(8))

2 2 2
0, — 1)8¢ |=r(6
x+122x(2x+)1 r(6,)

where r(0,) is the numerator of the rational part of f(8,), as expressed above. This equation
has the solution

—2x
S(92) = m 61, t(62) =x9192.

The Hermite reduction therefore yields

2 X
J. r@)  -x6,6, J.(Zx T
= +
b(0y* 6} -x%07 07 — x%0}

We now apply the Rothstein/Trager method to the integrand on the right hand side. Denot-
ing the numerator by a(8,), the resultant computation is

R(z) =tesg (a(8y) — 2b(8y)’, b(8,))

and after dividing out the content, we get
R(z)=pp(R(z)) =4z° - 1.
Since R (z) has constant coefficients, the integral is elementary. Specifically, we compute
1 1

Cl = - CZZ—E’

V1(92) = GCD(a(ez) - b(92)', b(ez)) = 62 +x91,
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v2(62) = GCD(a(BZ) %) b(ez)', b(ez)) = 62 —xel,

and hence

a®) 1
.[b((-)z) =% log(6, +x06) - 7 log(6; —x0,).

Putting it all together, the original integral is elementary and it takes the form
X cxp(xz) log(x + 1)
logZx + 1) — x? expz(xz)

Jf=x ~log(x + 1) -

+ % log(log(x + 1) +x exp(xz)) - —;— log(log(x + 1) - x cxp(xz)) .

Before proving the results of Rothstein and Trager, let us place their method into con-
text as follows. Suppose that the square-free denominator b(8) € F,,_[8] has factorization

b©) = l’_n[1 v;(8) 12.17)
j=

in some algebraic number extension of F,_;[6]. As we saw in the case of pure rational func-

tion integration, the integral could be expressed in different forms involving more or fewer
algebraic number extensions in the log terms, depending on the factorization used for the
denominator. We do not want to completely factor b(8) over its splitting field if that can be
avoided, but some algebraic number extensions may be required in order to express the
integral. Assuming some factorization as expressed in (12.17), we would then have the par-
tial fraction expansion

a@® _ 7 4O

2.1
@) = V,0) (12.18)

where deg(y;(0)) < deg(v;(8)) (1 <i <m). Now suppose that for each i,
u,»(e) =C; v,-(e)'

for some constant ¢;. In this circumstance, the integral is readily expressed as follows

a@® = J'Ci'vi(('))' m
= =Y ¢; log(v;(0)).
Jb(e) T |~ =X cilosti®)
The Rothstein/Trager method extracts the factors v;(0) from b(8) via the GCD computations
(12.15). Furthermore, equation (12.15) guarantees that each factor v;(8) divides
a(0) — ¢;'b(8)". The latter expression takes the following form, by substituting for b(8)
according to (12.17) and for a(8) according to (12.18)

m m e
n v,~<e)] ) M]—q
J=1 k=

8) - c;'b(8) =
a(®) —c;"b(0)  ®)

Y (e)]'
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= k§1 uk(e)j]-;[k Vj(e) ] - C,'El Vk(e) j].;[k Vj(e) ]

=X [(uk<e) - (®)) I v;(0) ] .

Now for each term in this sum except the term k =i, v;(8) is an explicit factor. Since v;(6)
divides the whole sum, we can conclude that

v;(0) | (;(8) — c;v;(8)).
But GCD(v;(0), v;(8)") = 1 (because v;(0) is square-free) so we must have
u,-(e) = C,"Vi(e)'.

This is precisely the condition noted above which allows the integral to be expressed in the
desired form. Theorem 12.7 guarantees that if [a(0)/b() is elementary then it can be
expressed in the form (12.16), gives an efficient method to determine when this form exists
(by looking at the primitive part of the resultant R (z)), gives an efficient method to compute
the factors v;(8) (by equation (12.15)), and guarantees that the result is expressed using the
minimal algebraic extension field.

Theorem 12.7 (Rothstein/Trager Method — Logarithmic Case). Let F be a field of elemen-
tary fu'nctions with constant field K. Let 8 be transcendental and logarithmic over F (i.e.

0= uT for some u € F) and suppose that the transcendental elementary extension F(6) has

the same constant field K. Let a(0)/b(8) € F(8) where a(0), b(8) € F[08], GCD(a(0), b(8)) =
1, deg(a(©)) < deg(b(8)), and b(6) is monic and square-free.

® J;Egi is elementary if and only if all the roots of the polynomial

R (z) =1esg(a(8) — z-b(8), b(8)) € Flz]

are constants. (Equivalently, R(z)=S ‘R (z) where R (z)e K[z]and S € F.)

(i) 1 J :Egi is elementary then

a® _ 72 . vi(8)
b®) S vi®

(12.19)

i=
where ¢; (1 <i < m) are the distinct roots of R(z) and v;(0) (1 £ i < m) are defined by
v;(8) =GCD(a(8) — c;b(0), b®) e F(cy, ..., ¢,)0].

(iii) Let F* be the minimal algebraic extension field of F such that a(8)/b(6) can be
expressed in the form (12.19) with constants c; € F* and with v;(8) € F'[6]. Then

F' =F(c,..... c,) where ¢; (I £i <m) are the distinct roots of R(z).
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Proof: Suppose that J Zig; is elementary. Then by Liouville’s Principle,
a(®) m  v(8)
=y,(0 C; (12.20
be) T E® )

where ¢; € K* and v;(8) € F*(8) (0 <i $m), where K” denotes the minimal algebraic exten-

sion of K necessary to express the integral and F* denotes F with its constant field extended
to K*. Without loss of generality, we may assume that v;(8) (1 Si <m) are polynomials in

F*[6] (by applying the rule of logarithms). Moreover, using the argument presented in the
proof of Theorem 11.8, we may assume that ¢; € K* (1 <i <m) are distinct nonzero con-

stants and that v;(8) € F*[0] (1 < i < m) are square-free and pairwise relatively prime.
If v4(8) € F*(8) can be expressed in the form

v0® =2 ith p(®), 40) € F'[6], GCDE®), ¢@) =1,

q(0)
and deg(g(0)) > 0 then vy(B)” contains a factor in its denominator which is not square-free.

(For a detailed argument about the form of the derivative, see the proof of Liouville’s Princi-
ple.) Since b(P) is square-free, we conclude that vy(8) € F'[6]. Now by Theorem 12.2,
vo(8) € F'[8]. But if vy(8)’ is any nonzero polynomial then the right hand side of equation
(12.20), when formed over a common denominator, will have a numerator of degree greater
than or equal to the degree of its denominator. Since the left hand side of equation (12.20)
satisfies deg(a(0)) < deg(b(8)), we conclude that vy(8)’ = 0.

We have shown that if J‘-m is elementary then equation (12.19) holds where

c; € K" (1 £i <m) are distinct nonzero constants and v;(08) € F'[8] (1 <i S m) are square-

free and pairwise relatively prime. Applying the argument presented in the first part of the
proof of Theorem 11.7, we conclude that

b(®)| 1':'11 v;(8) and 1"'11 vi(0) | b(®).
J= J=

Since b(0) is monic, we may assume without loss of generality that v;(0) (1 £i <m) are all

monic and
m
b©@) =11 vj((-)).
j=1

The rest of the argument presented in the proof of Theorem 11.7 carries through in the
present case (for the polynomial domain F*[8]), yielding the conclusion that ¢; (1 <i <m)
are the distinct roots of the polynomial R(z) defined in part (i) of the statement of the
theorem and v;(8) (1 <7 < m) are as defined in part (ii). We have thus proved part (ii) of the
theorem and we have proved the “‘only if’’ case of part (i). (The parenthesized remark that
R(z)=S ‘R (z) where R (z) e K[z] and S € F can be proved using standard algebra results; the
proof is omitted here.) We have also proved part (iii) since we assumed F* to be a minimal
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algebraic extension of F and then proved that the roots of R(z) must appear.

To prove the ‘‘if”” case of part (i), suppose that all the roots of R(z) are constants. Let
¢; (1 <1 < m) be the distinct roots of R(z) and define v;(0) (1 <i <m) by

v;(0) = GCD(a(®) — ¢;-b(8Y, b(®)) € F(cy , ..., c,)[O].
Now if for i # j, GCD(v;(0), vj(9)) =w then

w| @® -c;b(8)),

w| (@®) - c;"b(8)), and

w | b(@).

The first two conditions imply that w| (c; — cj)-b((-))', and combining this with the third con-

dition shows that if a nontrivial common divisor w exists, then it is a common divisor of b(8)
and b(8)". But b(0) is square-free, so we can conclude that GCD(v;(6), vj((-))) =1. Since

each v;(8) divides b(9), it follows that
m
r(e)= i£[1 v;(6)
divides b(0). In other words
b@®)=r(©)s(0)
for some s(8) € F(cy, ..., ¢,)[0]. Suppose that deg(s(8)) > 0. Then
resg(a(0) — z-b(8)’, 5(8))
is a polynomial of positive degree so let zo be a root. We have
GCD(a(0) — zyb (8Y, 5(8))| GCD(a(B) — zyb(8)’, b(8)) (12.21)
and the left side (the divisor) is nontrivial, hence
resg(a(8) — zy'b (8)’, b(6)) =0.

It follows that z, is one of the ¢;, say ¢; =zy. But then the right side of (12.21) is v,(8) and
we have a nontrivial common divisor of s(8) and v{(8). Thus GCD(s(6), r(6)) # 1 which

contradicts the fact that b(0) is square-free. This contradiction proves that deg(s(0))=0.
Since b(0) is monic and v;(0) (1 <i <m) are monic (by their GCD definition), we conclude
that s () = 1 and

b(®) = f[l v;(6).

Now define
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m

a©)= Y, ¢;v;(8) 11 v;(®).
i ]*I

i=1

Since

b®) = 3, v:(6)’ T v;(®)
Jei

i=1

we have, for 1 Sk <m,

i=1

3©®) = cb®) = 3 (¢; - )6y T1v,®)

from which it follows that

V()| (@(8) = c,b(8Y).
By definition,

vi(©) | @(®) — cx'b(8))
so we can conclude that v, (6)| (@(6) —a(6)). This holds for each k. Furthermore, since
GCD(v;(6), v;(8)) =1 for each i # j we have

b®)| (@(6) - a()).
Since v;(0)(1Si<m) are all monic, we know from Theorem 122 that
deg(v;(8)") < deg(v;(8)) and therefore deg(a(@)) < deg(b(8)). Since also

deg(a(0)) < deg(b(0)) we have deg(@(@) — a(0)) < deg(b(8)) and thus a(8)—a(@)=0, i.e.
a(0) = a(9). We have proved that

a® _ 2 vi(8)
b®) S vi®)

and clearly IZES; is elementary in this case.

We remark that the Lazard/Rioboo/Trager method given in the last chapter can also be
used in this case to compute the v;(0) in part (i) of Theorem 12.7.

Logarithmic Extension: Integration of the Polynomial Part

Consider now the case where we are integrating the polynomial part in a logarithmic
extension. For an integrand f e K(x,0,, ..., 6,) where the last extension 6 =8, is loga-

rithmic over F,_; =K(x, 0, ..., 8,_) (specifically, 8 =log(u) where u € E,_,), the poly-
nomial part is a polynomial p(8) € F,_([0]. Let [ =deg(p(8)) and let

p® =p® +p 6"+ - +py
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where p; € F,_; (0 <i < /). By Liouville’s Principle, if [p(8) is elementary then

@=vg®) + 5 2
p®)=v + Y ¢

0 i=1 ! v;(0)
where c¢; € K (the algebraic closure of K) for 1 <i <m and v;(8) € 1_3,,_1(9) (the field F,_,(0)
with its constant field extended to K) for 0 <i <m. Arguing as in the proof of Liouville’s
Principle (Theorem 12.5), we can conclude that vy(0) € F,_{[0] because a denominator

dependent on @ would fail to disappear upon differentiation. Similarly, v;(8) (1 £i <m)
must be independent of 8. Therefore,
m v
p®)=v0)+ ¥ c; — (12.22)
i=1 i
where c; € Kd<i<m), vy(0) € 1—3,,_1[9], and v; € l_:',,_l (1 i <£m). Let k =deg(vy(0)) and
let
v0(9) = qkek + qk_lek_l + -+ qo

where g;e€ F,_; 0<i <k). From Theorem 12.2 we know that vy() € F,_,[0] and
deg(vg®))=k-1if q; € K (otherwise deg(vy(8)) = k). It follows that the highest degree
possible for vy(0) is £ =/ + 1. Equation (12.22) takes the form

B tp Ot etz B Bt e b+ S Cr
p® +p 87+ o +po=(91107 +q,0 + G0+ X ¢ —

i=1 '
where p;e F,_1 (0<i <l),q; € K, q; € 1_3,,_1 (0 <i <1). Applying the differentiation and
equating coefficients of like powers of 8 (which is a transcendental symbol over F,_;) yields
the following system of equations
0=q,
pi=U+1yq;,10" +qi,

P =1q8 +q,

P1=29:6"+4qy’,
po=q1% +qy’,
m
where in the last equation we have introduced the new indeterminate go = go+ ¥, c;log(v;).
i=1
The given coefficients are p; € F,_{(0<i </) and we must determine solutions for the
g1 €K, g; € F,,(1<i <), and goe F,_y(log(v,), ..., log(v,)). Note that in equation
(12.22), m, ¢;, and v; (I Si < m) are unknowns, so the restriction on g, simply states that

new logarithmic extensions of I—:,I ; are allowed. In contrast, ¢; (1 <i </) must lie strictly in
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the field F,,_;. These restrictions must be observed as we apply integration to solve the equa-
tions.

We can proceed to solve the equations as follows. Applying integration to both sides of
the first equation yields

Gir1 = by

where by, € K is an arbitrary constant of integration. Substituting for g, in the second
equation and applying integration to both sides yields

[pr=0+brr0+a

The integration procedure is now invoked recursively to integrate p; € F,_;. In order to
solve this equation for b;,; € K and g; € F,_;, the following conditions must hold for [p; :

(i) the integral is elementary;

(il) there is at most one log extension of F,_; appearing in the integral;

(iii) if a log extension of F _1 appears in the integral then it must be the particular one
0 =log(u).

If one of these conditions fails to hold then the equation has no solution and we can conclude
that fp(0) is not elementary. If conditions (i)-(iii) hold then

Jpl =c 16 +d 1
for some ¢; € K and d; € F,_;. It follows that the desired solution is

€]
biy= Tr U di+b

where b; € K is an arbitrary constant of integration. Next, substituting for g; in the third

equation and rearranging yields
P — 1di®" =10 +q,,

or, by integrating both sides,
[ori-ray =15+ g,

The integrand on the left consists of known functions lying in the field I_:,,_l so we invoke the

integration procedure recursively. Comparing to the right hand side, we see that the above
conditions (i)-(iii) must hold for this latest integral, Otherwise, we can conclude that [p(8) is
not elementary. If conditions (i)-(iii) hold then

u,
J(Pz—l =1 'dzT) =c¢10+d,

for some ¢;_y € K and dj_; € F,_;. It follows that the desired solution is
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€1
by = I 1= a1 +bpy

where b,_, € K is an arbitrary constant of integration.

The above solution process can be continued for each equation up to the penultimate
equation, when a solution has been determined of the form

G
by=— q1=d;+by

where b, € Kisan arbitrary constant of integration. Then substituting for ¢, in the last equa-
tion, rearranging, and applying integration yields
u -
I(Po —di7 =018+

This time, the only condition on the integral is that it must be elementary. If not, we can
conclude that [ p(B) is not elementary. If it is elementary, say

I(Po —d

u'
=d,,
u) 0

then b, (possibly zero) is the coefficient in dy of 8 = log(u) and
qo=dp — by log(u).

In this case, the arbitrary constant of integration is the constant of integration for [p(6) so we
leave it unspecified. This completes the integral of the polynomial part which takes the form

[p®)=b,,10" + g0 + - +q,0+.

Example 12.9. The integral
[log(x)

has integrand
f@®)=08¢€ Q(x,6)
where 6 = log(x). If the integral is elementary then
[6=0,8+¢,0+3,
where the equations to be satisfied are
0=b,,
1=2b8"+q,
0=¢6"+qy .

With b, a nondetermined constant, we consider the integrated form of the second equation
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f1=2b,0+g.
Since 1 =x + by (where b, is an arbitrary constant), we must have
by=0, gy =x+by.
Then the third equation becomes
O0=(x+b)0" +qy
or
X = b6’ + Gy -

Substituting 6" = % on the left hand side, and integrating, yields

JGD=b0+7,.

Since [(~1) = ~x (we ignore the constant of integration in this final step), we must have
b1=0, gg=—x.

Hence,

[log(x) =x log(x) — x .

Example 12.10. The integral

flog(log(x))
has integrand

f©)=6;€ Q(xy, 6y, 6)
where 6; =log(x) and 6, = log(0;). If the integral is elementary then
[8,= 5,83 + 418, + T
where the equations to be satisfied are
0=5,,
1=2b,6,+¢q1{,
0=g16;+q -
With b, an undetermined constant, we consider the integrated form of the second equation
f1=2b,8, +q;.

Since [1=x + b, (where b is an arbitrary constant), we must have
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by=0, gy=x+b;.
Then the third equation becomes

0=(+b)8;+qy
or

-x0,=b0;+q .

’

S__ 1
64 ~ xlog(x)
-1 -

=b,6 .

Jlog(x) 192+ o

From Example 12.6, we know that the integral appearing here is not elementary. Hence, we
can conclude that [log(log(x)) is not elementary,

Since 6, = , substituting for 85 on the left hand side and integrating yields

Example 12.11. Consider the problem

2
1 1 1y _ ) loel(r) — L
‘[ 2 .\ 1+210m] .\ (Flog(r+7) —x) log“(x) - —x
X

1 1
(x+ 7)2 logz(x + 7)

(x+%)lo g(x+%)

+

- 1

+_..
¥

r+x+ Dlog(x + %) +x%- Dlog(x) [‘ i ] log(x + %)
+ —
X

1.2
o+
Letting 6, =log(x + —é—) and 6, =log(x), the integrand can be considered in the form

6 € Qx, 64, 6,).

Specifically, the integrand can be expressed as the following polynomial (with respect to 6,)

1
501-x x2+x+ 18 +x2 -1
fO)= |—2—— 122+i 24 [( )112 21 +4 1,
(x+7) 91 x l (X+E) (x+—2—)61 x
1 1
LAY 1
+ - x)1+ L 2 41
x+d (x+i)9 x(x+i) x+1
2 271 2 2

Denoting the coefficient of 6{ by p; for k=0, 1,2, we know that if the integral is elemen-
tary then
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[£©2) = 5383 + g:07 + 6, +
where the equations to be satisfied are
0=b3,
p2=3b36;+4q;,
P1=298;+4qy,
Po=a18:+ 4y’ .
With b5 an undetermined constant, we consider the integrated form of the second equation
[p2=3b36,+ q5.
Recursively applying the integration algorithm to integrate p, € Q(x, 6,) yields

X

[py=41og(x) + : — .
x+ —2-) log(x + —2—)

Thus | p, is elementary and moreover the only new log extension arising is the particular one
0, =log(x). Hence we conclude that

b3=%, 42=++b2
(x+?)61

(where b, is an arbitrary constant). Then the third equation becomes

X 1
J(p] -2 —1—'; ) =2b292+ qy.
(64 +—2")91

Recursively applying the integration algorithm to the left hand side integrand, which lies in
the field Q(x, 6,), yields the result

2_
X 11 log(x +%).
X+ _2-,-

4log(x) +

This integral is elementary, with the only new log extension being 8, =log(x), so we con-
clude that
%~ 1)8,

1
X+=
2

b=2, q= + by

(where b, is an arbitrary constant). Finally, the last equation becomes
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1
+_
T3

(xz_ 16y 1 -
J(Po B E—— )=0:6,+q .

Recursively applying the integration algorithm to the left hand side integrand, which lies in
the field Q(x,, 6), yields the resuit

log(x)+log [log(x + —%—)] .

Hence we conclude that
bi=1, go=10g(6y) .
Putting it all together, the original integral is elementary and it takes the form

Jf = %10g3(x) + —% +2 logz(x)
x+ 7)log(x + ?)

(Jc2 - Diog(x + —;—)
+

+1 [log(x) + log(log(x + %)) .
X+ 7

12.7. THE RISCH ALGORI‘THM FOR EXPONENTIAL EXTENSIONS

Suppose that the last extension @ is exponential, specifically that 6"/6 =u’ where
u € F,_;. Our problem is to compute | f(6) and we are given

£©®)= % € F,y(0)

where p(6), ¢(6) € E,_4[6], GCD(p(B), ¢(8))=1, and ¢(8) is monic. It is possible to
proceed as in the logarithmic case by applying Euclidean division, yielding polynomials
5(8), r(6) e F,_{[6] such that

p(©) =q(6)s(0) + r(6) with r(0)=0 or deg(r(8)) < deg(q(6)).
This gives

_ r@®
f®=s@+ 20)" (12.23)

However, Hermite’s method applied to integrate the rational part r(6)/q(6) encounters the
following difficulty. The square-free factorization of the denominator is

k -
a®=11 4,0’

where each ¢;(0) (1 Si<Sk) is monic and square-free as an element of F,_||6]. Now

although for each i, (‘-(‘D(q,(ﬂ).—;%q,(ﬂ)): I, it does not necessarily follow  that
(.
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GCD(g;(6), q;(6)") =1 (where, as usual, * denotes differentiation with respect to x). The
latter condition is crucial in order to proceed with Hermite’s method. To see that this condi-
tion may fail, consider the case ¢;(0) = 6 in which case (since 6’ = u’0 for some u € F,_;)

GCD(g;(6), ¢;(6)") =GCD(®, u'6) = 6.

Fortunately, by Theorem 12.3 we know that g;(0) divides ¢;(6)" only if ¢;(8) is a monomial,
so the problem can be surmounted if we can remove monomial factors from the denominator.

We proceed to modify the decomposition (12.23) as follows. Let the denominator be of
the form

q(8)=6' 3(6) where 6{ ()
(i.e. define / to be the lowest degree of all the terms in the polynomial ¢(6)). If / =0 then
(12.23) is already acceptable. Otherwise, apply the method of Theorem 2.6 to compute poly-
nomials 7(8), w(6) € F,_,[6] such that

7(6)6' +w(8) 7(8) = ()
where deg(7(8)) < deg(g(0)) and deg(w(8)) < I. Dividing both sides of this equation by g(6)

and replacing the term 4 in equation (12.23) by the new expression arising here yields

q(8)
f®)=5@)+ 2D, JO
17(9)
We write the latter equation as the new decomposition
®

©)=50)+ —
! q®

where 8} g(6), deg(F(8)) < deg(g(6)), and where
5(8) = 5(0) + 67 -w(®).

-1 . m .

Letting w(6)= Y, w;6' and 5(8) = Y] 5;6', we see that §(8) is an “‘extended polynomial”’ of
i=0 i=0

the form

~1 .ooom .
5(9)= Z Wl+i 9‘+2s,~9’.
i=1 =0

The integration problem is now

fro=[@+[Z2.

Hermite’s method is applicable for the integration of the rational part appearing here. The
integration of the *‘polynomial part’’ is nontrivial, but the appearance of negative powers of
6 does not increase the complexity. This is not surprising because if 6 =exp(u) then
87! = exp(-u) which is simply an exponential function again.
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Exponential Extension: Integration of the Rational Part
F(6)

Continuing with Hermite’s method for the integrand , we compute the square-free

factorization of the denominator g(6) € F,_4[6]
k ,
g = .'l—-I1 AN

where each ¢;(0)(1<i<k) is monic and square-free, GCD(q;(6), qj(e)) =1 for
i #j,deg(qy(6)) > 0, and furthermore, 8] ¢;(0) for 1 <i <k. The following theorem proves
that GCD(g;(8), q;(8)") = 1 for each nontrivial factor ¢;(6).

Theorem 12.8. Let F be a differential field with differential operator * satisfying x" =1,
where x € F. Let F(8) be a differential extension field of F having the same subfield of con-
stants such that 0 is transcendental and exponential over F, specifically, 6/ 8 =u" where
u e F. Let a(8) € F[6] be a polynomial in the symbol 8 such that deg(a(0)) >0, a(6) is
monic, 8} a(B), and

GCD(a(0), d;de a@®) =1

(i.e. a(8) is square-free as an element of F[6]). Then
GCD((8), a(®)H =1
where the latter GCD operation is also in the domain F[0].

Proof: From Theorem 12.3 we know that ¢(6)" € F[6]. Let the monic polynomial
a(0) e F[0] be factored over its splitting field F,, into the form

N
a@) = l:l1 ©®-a)

where a;e€ F, (1 <i<N) are all distinct (because a(0) is square-free in F[6]) and
a; #0 (1 £i £N). Then
N
a®’' =y Wo-a)Il(6- a).
i=1 I#
Now for any particular factor 8 — a; of a(@), the expression for a(0) has N — 1 terms which
are divisible by 6 — g; and one term which is not divisible by 8 — g; unless it happens that
®-a)| Wo-ap). ' (12.24)

Suppose that the divisibility relationship (12.24) holds for some i. Then since both dividend
and divisor are linear polynomials in 6 and considering the leading coefficients, we must
have

u'o-—a=u’(®-a)

whence
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(1," = u'a,-.

Since a; #0, this implies that g; is an exponential of u € F. In particular, the expression —
a;

in the differential extension field F,(0) satisfies
0| a8 -4’60 aqu6-uab 0
a" - a, -

2 2 -
i a;

which implies that ai is a constant in F(6), whence
;

ai =ce F, (cf Exercise12.5).
i

But then 6 = ca; where ¢, g; € F, which contradicts the assumption that 0 is transcendental

over F. This proves that the divisibility relationship (12.24) does not hold for any i, complet-

ing the proof that @ (8) and ()" have no common factors.
[

r(6)

Hermite’s method applied to the integrand ©)
q

now proceeds exactly as in the loga-

rithmic case, yielding the reduction
[f@ <@, (a®
g®©y d@®) Jb®)
where a(8), b(8), ¢(0), d(6) € F,_,[6], deg(a(8)) < deg(b(6)), 0} b(6), and with b(6) monic

and square-free. To complete the integration of the rational part, the Rothstein/Trager
a(0)

b(®)

method for the integral of is almost the same as in the logarithmic case. Specifically,

we compute the resultant
R(z) =resg(a(0) — z-b(8), b(8)) € F,_;lz1.

a(0)
b(©)

R(z)= S-E(z) € F,4lz]

Then (see Theorem 12.9 below), J is elementary if and only if

where R(z) € K[z] and S € F,,_,. Therefore we compute R(z) = pp(R(z)), the primitive part
of R(z) as a polynomial in F, 4[z]. If any of the coefficients in R(z) is nonconstant then
there does not exist an elementary integral. Otherwise, let ¢; (1 Si <m) be the distinct roots
of R (2) in its splitting field K and define v;(8) (1 <i <m) by

v;(8) = GCD(a(8) — ¢;"b(8)’,b(©)) € F,_1(c1, ..., ¢,)6]
Then
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a® __ (¢ deg(v:
b(e) - [§1 ¢ deg(vl (e))

u+ Y c; log(v,(6)
i=1

’

where % =u’ (i.e. @ =exp(u)). Note that unlike the case where 8 was logarithmic, in this
a(0)
b(8)
For an explanation of this, see the discussion preceding Theorem 12.9 below.

case the expression for J contains not only log terms but also an additional term in u.

Example 12,12, Consider one of the integrals mentioned in the introduction to this chapter,

1
J exp)+1 °
This has integrand

F®)=—

0+1

€ Q(x,06)

where 6 = exp(x). Applying the Rothstein/Trager method, we compute
R(z)=resg(1 —26,6+1)=-1-z € Q)[z].

Since
R@=ppR(@)=1+2

has constant coefficients, the integral is elementary. Specifically,
c1=-1, v()=GCD(1 +6,0+1)=06+1,

and

1
JW =—c; deg(v;(0)) x + ¢; log(v1(6)) = x — log(exp(x) + 1) .

Example 12.13. The integral

J‘ X
exp(x)+1

is also one that was mentioned in the introduction. This time, we have the integrand

f®= € Q.6

X
0+1

where 6 = exp(x). Applying the Rothstein/Trager method, we compute
R(z)=resglx = 20,0+ 1)=-x -z € Qx)[z].



552 Algorithms for Computer Algebra

Since
R@)=ppR () =x +z

has a nonconstant coefficient, we conclude that the integral is not elementary.
[ J
Example 12.14. Consider the problem of Example 12.8 but this time let 8; =log(x + 1) and

6, = exp(xz). The integrand can be considered in the form
F©y) € Q(x, 64, 6).

The numerator and denominator of f(6,) are each of degree 4 in 0,, and after normalization
and Euclidean division it takes the form
2

— (- % + 2%+ x+1)9))63
x“x+1)

X
f®)=
x+1 1
63 - — o))’
X
The ““polynomial part’” with respect to 6, is simply a rational function in Q(x), as in Exam-
ple 12.8, and we note that the monomial 6, is not a factor of the denominator of the *‘rational

part’’. Proceeding with Hermite’s method, we compute the square-free partial fraction
expansion of the rational part, yielding

x_ T 182 r(07)

®,) = +
)= b)Y  (b(8y)?
where
1
b(8,) =67 -~ — 07,
x
) = ——2— (- (2% + 222 1)6,)0
10)=— (= (@7 +2x"+x + 1816, ,
xX“(x+1)
ry6,) = % @0 - + 22+ x + 1)8)9, .
x'x+ 1)
. . . ry(6;) .
To apply Hermite reduction to the integral Jm, equation (12.14) takes the form
2
$O,)0F — —02) + 1(0,)(dx02 + 202 — —2—8,) = 1,(8;) .
x2 3 2x+1)

This equation has the solution
S(ez) = 46162, t(97) =- %9192 .

The Hermite reduction therefore yields
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1 1 1
- 2+ =)0, — ————
J-’z(ez) ) x9192 +J- 2+ xz) T Ie+ 1))92
2 1 1
b6)* o2 Loz 03 - o7
X X

Combining this with the other terms of f(8,), we have reduced the problem to the following
1

1 — (2 +2x% +x + 1)8,)8
2__92 92__12_92

We now apply the Rothstein/Trager method to the third term appearing here. Denoting the
numerator by a(6,), the resultant computation is

R(z) =resg,(a(8;) — 2:b(8,), b(6y)

and after dividing out the content, we get
R(z)=pp(R(z)) =4z% - 1.

Since R(z) has constant coefficients, the integral is elementary. Specifically, we compute

_1 _ 1
C]‘E) 62__5’

v1(68)) = GCD(a(8,) — ¢1(b(8,))’, b(8,)) = 6, + ;lc_ 9,
v2(8,) = GCD(a(82) — c(66))’, b(82) = 8, - % By,

and hence the integral appearing as the third term above is

~[er degore + <, deg(Vz(eﬁ)] 2 + ¢ log(v(8)) + ¢3 log(v5(8,)
—— 2oL Ly O+ + (-))——-lo ® -—e)
) ) ) g(92 1 2400 1

Putting it all together, the original integral is elementary and it takes the form

1 log(x + 1) exp(xz)

szx—log(x+l)+ 7
exp?) - = log?(x + 1)
x

+ —;— log(exp(x?) + % log(x + 1)) — —;— log(exp(x?) — —xl— log(x + 1)).

Note that this expression for the integral is in a form different from the result obtained in

Example 12.8, but the two results are equivalent modulo an arbitrary constant of integration.
- [ ]
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Before proving that the Rothstein/Trager method works for the exponential case, let us
a(®)

examine why the expression for j contains a term in u in addition to the log terms.

b(®)
The integrand Zig; is a proper rational expression but note that the derivative of a log term
(¢, 1og O = ¢
i 10g\Y; =i Vi (9)

has the property that deg(v;(8)") = deg(v;(8)) when 0 = exp(u). More specifically, v;(8) has
the form

V@) =6"+ 0, 0"+ - +ag
where n; = deg(v;(8)), and v;(8)” has the form
vi(8) = nu'8™ +B, 18"+ - +Pp.

If rather than the derivative of a pure log term we consider a modified term
v,-(9)' - niu'v,-(e)

(c; log(v;(8)) — ¢;nju) =¢; v;(9)

then the term of degree n; in the numerator vanishes and the result is a proper rational

expression. This modification to the log terms is precisely what is specified in the expres-
sion for %g; .

Theorem 12.9 (Rothstein/Trager Method — Exponential Case). Let F be a field of elemen-
tary functions with constant field K. Let 6 be transcendental and exponential over F (i.e.
0'/8 = u’ for some u € F) and suppose that the transcendental elementary extension F(6) has
the same constant field K. Let a(8)/b(8) € F(8) where a(8), b(0) € F[0], GCD(a(8), b(8)) =
1, deg(a(0)) < deg(b(9)), 8] b(8), and with b(0) monic and square-free. Then

@) % is elementary if and only if all the roots of the polynomial

R(z) =resg(a(0) — z:b(0), b(0)) € F[z]
are constants. (Equivalently, R(z)=S ‘R (2) where R (z)e K{z]and S € F)
(ii) a(®)
If.[ b(0)
a®) . m e
b® 8 T Z9TE

is elementary then

(12.25)

where ¢; (1 <i <m) are the distinct roots of R(z), v;(8) (1 <i S m) are defined by
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v;(0) = GCD(a(®) - ¢; b(8Y, b(O) € F(cy, ..., c,IO],
and where g € F(cy, . .., c,,) is defined by

g'=- [E Ci deg(Vi(e))] u'.
i=1

(iii) Let F* be the minimal algebraic extension field of F such that a(8)/b(8) can be
expressed in the form (12.25) with constants c; € F* and with v;(0) € F*[8]. Then

F' =F(cy, ..., ¢,) where ¢; (1 <i <m) are the distinct roots of R(z).
Proof: Suppose that J Ztg; is elementary. Then by Liouville’s Principle,
a(®) ,om vy
=vy0) + ¥ ¢; (12.26
b(e) 0( ) i§1 [3 v,-(9) )

where ¢; € K* and v;(8) € F*(8) (0 <i <m), where K* denotes the minimal algebraic exten-

sion of K necessary to express the integral and F* denotes F with its constant field extended
to K. As in the proof of Theorem 12.7, we may assume that c; € K* (1 <{ <m) are distinct

nonzero constants and that v;(8) € F*[8] (1 <i <m) are polynomials which are square-free
and pairwise relatively prime.

If v@®eF@® is a rational function vy(8)=p(8)/g(®)  with
p(0), ¢(8) € F'[8], GCD(p(0), (0)) = 1, and if ¢(8) contains a factor which is not a mono-
mial then vy(8)" contains a factor in its denominator which is not square-free. (For a detailed
argument about the form of the derivative, see the proof of Liouville’s Principle.) Since b(0)

is square-free, we conclude that the denominator of vy(8) must be of the form g(0) = he* for
some k =0 and h € F*. In other words, vy(8) is of the form

! .
v0(9) = Z h JGJ
j=k

for some h; € F*' (-k <j <!). Then

!
vo®)' =Y h®
=k

where ITJ € F*and for j #0, h; =0 if h; #0 (see Theorem 12.3). Substituting this form into
equation (12.26) and noting that deg(v;(6)") = deg(v;(0)), we find that if / > O then the right
hand side of equation (12.26), when formed over a common denominator, will have a
numerator of degree greater than the degrees of its denominator. Since the left hand side of
equation (12.26) satisfies deg(a(0)) < deg(b(0)), we conclude that / =0. Now if £ > 0 then
the right hand side of equation (12.26), when formed over a common denominator, has a
denominator which is divisible by 8. (Note that even if 8| v;(8) for some i, the reduced form
v;(8)
vi(8)

of has a denominator which is not divisible by 6.) Since the left hand side of equation
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(12.26) has a denominator which is not divisible by 0, we conclude that k£ =0.
We have shown that equation (12.26) takes the form

a(0) m v (0)
e T

(12.27)

where kg € F'. Applying an argument similar to that presented in the proof of Theorem 11.7,
we conclude that

b(®)) [”1'1 v;(8) and ﬁl v;(0)| b(8) .
i= i=

Since b(0) is monic, we may assume without loss of generality that v;(8) (1 <i <m) are all

monic and
b(©)= l'l1 vj((-)).
J:

Now the left hand side of equation (12.27) is a proper rational expression in F*(8) so the right
hand side must be a proper rational expression. However, for each term in the sum we have
deg(v;(8)) =deg(v;(8)). Let us write iy e F* in the form

hy=g+h

for some h € F*, where g is as defined (up to an arbitrary constant) in the statement of the
theorem. Then the right hand side of equation (12.27) becomes

h' m Vi(e)' 4 ( 9 ,
+¥ ¢ —deg(v;(O)u'|.
T [ ~deeti®
Now each term in the latter sum is a proper rational expression (see the discussion preceding
the statement of the theorem) and therefore the sum of these m terms is a proper rational
expression. It follows that if A’ is any nonzero element of F* then the entire expression,
when formed over a common denominator, will have a numerator of degree equal to the
degree of its denominator. Hence we conclude that A" = 0.

We have now shown that if J‘_b(T) is elementary then equation (12.25) holds where
c;€ K* (1<i<m) are distinct nonzero constants, v;(8) € F'[0] (1 <i <m) are monic,

m
square-free, pairwise relatively prime polynomials, b(8) = _H1 vj((-)), and g’ is as defined in
j:

the statement of the theorem. Applying an argument similar to that presented in the proof of
Theorem 11.7 (it is found that the presence of the additional term g’ does not complicate the
argument), it can be shown that ¢; (1 €i <m) are the distinct roots of the polynomial R(z)

defined in part (i) of the statement of the theorem and v;(8) (1 <i <m) are as defined in part

(ii). We have thus proved part (ii) of the theorem and we have proved the ‘“‘only if’’ case of
part (i). We have also proved part (iii) since we assumed F* to be the minimal algebraic
extension of F and then proved that the roots of R(z) must appear.
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To prove the *‘if”’ case of part (i), suppose that all the roots of R(z) are constants. Let

¢; (1 £i <m) be the distinct roots of R(z) and define v;(0) (1 <i <m) by
v;(8) =GCD(a(8) - c; b(0), b(®)) € F(cy, ..., c,)0].

The same argument as in the proof of Theorem 12.7 leads to the conclusion that
b@ =11 v©)

where v;(8) are monic and GCD(v;(0), v;(8)) = 1 for i = j. Now define

a(©)=g"b(®)+ ¥, c; v;(8) 1 v;(8)
] i

where g’ is as defined in the statement of the theorem. Since

mw=§mw5w®

i=1
we have, for 1 <k <m,

a®) —c,b@) =g b(®)+ f‘, (c; — cp)v(8) jI’iIi v;(8)

i=1
from which it follows that

ve(8) | (a(8) — ¢, b(B)).
By definition,

v (0)| (a(8) — c,-b(0))

so we can conclude that v,(8)| (@(0) —a(@)). This holds for each k. Furthermore, since

GCD(v;(8), v;(8)) =1 for i # j we have
b(8)| (@(8) - a(®)).

Using the definition of g’, the formula defining a () takes the form

a®=y c T14;(6) (48 - deg,(8)) w’ v(9)
i=1 i

from which it follows that deg(a(8)) < deg(b(8)) (see the discussion preceding the statement

of the theorem regarding cancellation of the leading term of v;(8)").

Since also

deg(a(0)) < deg(b(0)) we have deg(a() —a(0)) < deg(h(0)) and thus a(0) —a(8)=0, ie.

a(0) = a(0). We have proved that

a@ , m v
—_—== + c;
@ ¢ X N®

and clearly JZE:; is elementary in this case.
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As mentioned in the case of logarithmic extensions, the v;(0) in part (ii) can be com-
puted using the Lazard/Rioboo/Trager method of the previous chapter.

Exponential Extension: Integration of the Polynomial Part

The ‘‘polynomial part’’ of an integrand f € K(x,0,.,..., 0,), in the case where the
last extension 8 = 9,, is exponential over F,_; =K(x, 9, , ..., 8,_,), is an “‘extended polyno-
mial”’

! .
13(9)= Z pje-’, pj € F’l—l (1228)
J=—k

which may contain both positive and negative powers of 8. We now consider the problem of
computing [5(8) where 8 = exp(u) for some u € F,_;. By Liouville’s Principle, if 5(8) has
an elementary integral then

~(0) = v(BY + B vi(8)

p(8) =vp(8) +i=2:16i 7 ®)
where ¢; € K (the algebraic closure of K) for 1 i <m and v;(8) € l_=,,_1((-)) (the field F,,_,(0)
with its constant field extended to K) for 0 </ <m. Arguing as in the proof of Liouville’s

Principle (Theorem 12.5), we may assume without loss of generality that each
v;(8) (1 i <m) is either an element of F,_; or else is monic and irreducible in F,_;[6].

Furthermore, we conclude that v,(8) cannot have a non-monomial factor in its denominator

because such a factor would remain (to a higher power) in the denominator of the derivative.
Similarly, v;(8) (1<i <m) cannot have non-monomial factors. It follows that each

v;(8) (1 £i <m) is either an element of F _1 or else v;(6) =0 (the only monic, irreducible
monomial in 1_3,,_1[9]). However, if v;(8) = 0 then the corresponding term in the summation
becomes
. v;i(8Y _
v;i(6)

c;u

which can be absorbed into the term v(8)". The conclusion is that if p(8) has an elementary
integral then

! . m
p(0)= [z q;9 ]'+ ¥ ¢
Pl

V,"
— (12.29)
=t Vi
where g; € F,y (-k<j<I),c;e K(1<i<m), and v; € F,_; (1 Si <m). The fact that the
index of summation in the v(0) term on the right hand side of equation (12.29) must have

the same range —k < j <[ as the summation defining p(6) in equation (12.28) follows from
Theorem 12.3.

Noting that
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¥y = (@} +juwq)¥, *<j<l,

by equating coefficients of like powers of 8 equations (12.28)-(12.29) yield the following
system of equations:

pj=qi+ju'q; for k<j<-land 1<j</,

Po=q
m

where we have introduced the new indeterminate gy = gy + )21 c; log(v;). The given coeffi-
i=

cients are p; € F,_y (-k <j</) and we must determine solutions ¢; € 1?‘,,_1 (#0) and

qo € 1—3,,_,(log(v1) ,-.., log(v,,)). The solution for the case j =0 is simply
Go=1Ipo .
If [py is not elementary then we can conclude that [p(0) is not elementary. Otherwise, the

desired form for g, has been determined. For each j # 0, we must solve a differential equa-
tion for g; € F,_,. This particular form of differential equation, namely

y+fy=8

where the given functions are f, g € F,_, and we must determine a solution y € l_=,,_1, is
known as a Risch differential equation. At first glance, it might seem that we have replaced
our original integration problem by a harder problem, that of solving a differential equation.
However, since the solution to the differential equation is restricted to lie in the same field as
the functions f and g (possibly with an extension of the constant field), it is possible to solve
the Risch differential equation or else to prove that there is no solution of the desired form.
If any of the Risch differential equations in the above system fails to have a solution then we
can conclude that [p(0) is not elementary. Otherwise

[6®=Y ¢/ + .
j#0

The Risch differential equation was initiaily studied by Risch [15] in 1969. The first algo-
rithm for solving this equation can be found in this paper. Subsequent algorithms were given
by Rothstein [21] in 1976, Davenport [10] in 1986 and Bronstein [4] in 1990. The latter arti-
cle presents a simple, readable description of this problem and its solution. It also presents a
step-by-step algorithm which determines whether the equation does indeed have an elemen-
tary solution, and if so, it computes the solution.

Example 12.15. The integral

%crf(x) = [exp(-x?)

has integrand £(0) = 0 € Q(x, 6) where 6 = exp(—xz). If the integral is elementary then
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[6=¢0
where g, € Q(x) is a solution of the Risch differential equation
qgi-2xq =1.

Now suppose that this differential equation has a solution g,(x)=a(x)/b(x) with

deg(b(x)) > 0. Plugging this rational function into the differential equation, we find that the
left hand side will be a rational function with a nontrivial denominator (because differentia-
tion of a(x)/b(x) yields a new rational function which, in reduced form, has a denominator of
degree greater than deg(b(x))). Since the right hand side has no denominator, we conclude
that the only possible rational function solution must be a polynomial. Finally, if we postu-
late a polynomial solution g,(x) with deg(q,(x)) = n then the left hand side will be a polyno-

mial of degree n+ 1 (because differentiation decreases the degree while the product 2x g,(x)

increases the degree by one). Since the right hand side is a polynomial of degree zero, we
conclude that the differential equation has no solution in Q(x).

Hence we conclude that | cxp(—xz) is not elementary.

Example 12.16. The integral [x* can be written with integrand
exp(x-log(x)) =0, € Q(x, 6, 0,)

where 8, =log(x) and 0, = exp(x0). If the integral is elementary then
[8;=4,8,

where g, € Q(x, 0,). Differentiating both sides gives
8,=q10,+q,(8;+1)6,

which after equating coefficients simplifies to
1=g{+(;+1)q.

Since 9, is transcendental over Q(x), equating coefficients of this equation as polynomials in
0, gives

1=g{+gq, and 0=¢q,,

which has no solution. Thus [x* is not elementary.
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Example 12.17. The integral
(4x2 + 4x — 1)(exp(x?) + D(exp(x?) — 1)
(x + 1)?

has integrand
Ax?+4x -1

82— 1 ,0
Gt 17 (0°-1e Qx,0)

f®)=

where 6 = exp(xz). If the integral is elementary then
If(e) =02+,

where the equations to be satisfied are

qz’+4ﬂh=4xz+¢2_l
x+1)
_,_ Axl+4x-1
- (x+ 1)

The latter equation can be integrated to yield g, which is elementary. The differential equa-
tion for g, € Q(x) can be solved using Bronstein’s algorithm yielding

_ 1
x+1°

92

Hence the original integral is elementary and it takes the form

(2x +1)?
x+1

Jf = 1 expz(xz) - +4logx +1).

x+1
[

For a Risch algorithm which allows for extensions other than just exponential, logarithmic,
or algebraic, we refer the reader to the work of Cherry [7,8] which allows for extensions
such as error functions and logarithmic integrals.

12.8. INTEGRATION OF ALGEBRAIC FUNCTIONS

As the reader has undoubtedly noticed in the previous sections, the algorithms for
integration of exponential and logarithmic transcendental extensions differ only slightly from
those required for integration of rational functions. However, as one can clearly see from the
proof of Liouville’s Principle (Theorem 12.5), the mathematics available in algebraic exten-
sions is markedly different from that available in a transcendental extension. While the
results of Liouville’s Principle were identical for both types of extensions, the arguments had
little in common in the accompanying proofs.

In this section we describe an algorithm, initially presented in the Ph.D. thesis of Trager

_[23] in 1984, for the integration of a function in an algebraic extension. This is the problem
of integrating
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p&x.y) dx
q(x,y)

with y algebraic over the function field K(x) with K the field of constants. While the algo-
rithm follows more or less the same outline as that of the Rothstein/Trager approach for tran-
scendental extensions, the mathematical tools differ greatly. Our description of this algo-
rithm in this section will be little more than a summary. Many details are left out; more
specifically, the computational algebraic geometry background which could easily comprise
two long chapters, is not included.

Let f e K(x,y) with y algebraic over K(x). Let F(x;y) € K(x)[y] be an irreducible
polynomial satisfying
Fxy)=0.
By a simple change of coordinates, if necessary, we may assume that F is monic in y and has

coefficients from the domain K[x]. For example, if the algebraic equation is

Fy)=xy*- %‘y +1=0

then this represents the same equation as
Feoy) =y -x9+2°=0
where ¥y = x-y.

Rational polynomials in a transcendental unknown z have a simple unique representa-
tion as a(z)/b(z) with GCD(a,b)=1. Normalizing the denominator to be monic creates a
unique representative in each case. In the case of algebraic extensions, the representation
issue is not so straightforward. There are, however, some natural simplifications. For
f € K(x,y) with

f= px.y)
q(x.y)

we can combine denominators and numerators so that we can assume
p(x,y), g(x,y) € K[x][y] (rather than K(x,y)). The irreducibility of F(x,y), combined with
the extended Euclidean algorithm, implies the existence of polynomials
s(x,y), t(x,y) € K(x)[y] such that

sGy)yg(x,y) +tx,y)Fx.y) = 1.
Clearing denominators gives

S@yYqLey) + fxy)Fxy) =r®) e Kx]
so that we can represent f by

FopEY) _ SEyypky) | cy)
q(x.y) r(x) d@x)

If degy(F) =n, we can further simplify our representation by assurning that degy(c) < n,

since otherwise we can simply divide F into ¢ (both considered as polynomials in y) and
achieve this representation,
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For all intents and purposes, the above representation is natural and seems to provide a
suitable framework. However, for the purposes of symbolic integration there is one major
failing. Because of the logarithmic terms which we know exist in the integral (by Liouville’s
Principle), we wish to have knowledge of the poles of the integrand. In the transcendental
case, such information was straightforward: the poles of a reduced rational function are the
zeros of the denominator and vice versa. We would like to have the same property of our
representation in the case of a rational function over an algebraic extension. Our present
representation does not satisfy this criterion. For example, if

Fiy)=y*—x3 (12.30)
¥2
then we represent f = — as
y
2 2
X
f=== DA
y X
As such, f appears to have one pole of order 1 at the point x =0. However, we have
4 3
f2 = y—2 = % =x
X x

Therefore f 2 (and hence also 7) has no poles. What is desired is to represent any f € K(r,y)
by c(x,y)/d(x) where c(x,y) € K(x,y), d(x) € K[x], and where the poles of f are the same as
the zeros of d(x). Consequently c(x,y) cannot have any pole.

The set
{ c(x,y) € K(x,y) : c(x,y)hasno poles }

is called the integral closure of K[x,y] in K(x,y). A basis for such a set is called an integrai
basis. Thus, we will obtain a suitable representation for our functions if we construct such an
integral basis. This is our initial trip into computational algebraic geometry. Algorithms for
the construction of such bases are highly nontrivial in most cases. For a complete descrip-
tion of one such algorithm, we refer the reader to the original thesis of Trager; additional
algorithms can also be found in the thesis of Bradford [2]. There is, however, one example
where the computation of an integral basis is relatively easy computationally. This is the case
when we have a simple radical extension, that is, an extension K(x,y) with

F(x,y)=y" - h(x)=0.

In this case, an integral basis can be determined from the square-free factorization of A(x).
For example, for F given by (12.30) the following is an integral basis:
2 .3
{ 1 s Vs y_) y_2 } .
X x
(The reader should verify that these four functions indeed have no poles.) Thus, in the above
case our unique representation for an f € K(x,y) is given by
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¥ y?
ag(x) + a;(x)y + az(x)-—x— + a3(x)-?

= b{x)
In the special case where h(x) is square-free, an integral basis is given by
(Ly.....,y" ')

Example 12.18. Let
ot uted
PN +1 @P+x)y

where
Fay)=y*-x*-1=0.
Multiplying numerator and denominator by y gives
poxiely
P23 +x
Since F is of the form y? — (x*+ 1) and x* + 1 is square-free, an integral basis is given by

{1, y} and so we have the desired representation for f.
[ ]

We remark that there are a number of integral bases to choose from at any one time. Trager
further requires that the integral basis chosen be normal at infinity. This is an integral basis
which, in some well-defined sense, is the best behaved at infinity.

Once we have an integral basis {w;,..., w,} suitable for our purposes, we have a
representation which can be ‘‘Hermite reduced’’ just as in the ranscendental case. Thus, if
a(x)ywy+ - +a, (0w,
) de)

is our representation, then we obtain the square-free factorization of d:
d=dyd} - - df=gh*.

In the transcendental case, the Hermite reduction proceeds by solving via Theorem 2.6 and
integration by parts, an equation of the form

e e e
d g'hk hk—l g'hk_l -

The reductions continue until we have a square-free denominator. In the algebraic case, this
process simply proceeds component-wise:

n n n n
Y 4w Yaw;, Y bw 2 oW
i=1 _l= _ = =

d g _hk hk—l g 'hk-l )

We refer the reader to the thesis of Trager for the details, including a proof that the system
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always has a solution.

Example 12.19. Consider the integrand f from the previous example. In this case, the
square-free factorization of the denominator is given by

d(x) =x(x*+ 1)2
and the Hermite reduction results in
4
@+Dy +-[ Y

P2+ x - 2(x4+1) ©+x
[ ]

Thus, just as in the case of transcendental extensions, we have a method to reduce our
problem to the case where there are only log terms in the integral. As was the case previ-
ously, we begin determining these log terms by first determining the constants which will
appear. By Liouville’s Principle, we know that we may write

Jf = >'E a; log(v;) (12.31)
i=1

for some constants ¢; € K” and functions v; € K’(x,y), where K" is some extension field of K.

Of course the representation (12.31) for the integral is not wunique. Let

m
V={ Z r;a;:r;€ Q}. Then V can be considered as a vector space over Q, and as such we
i=1
can determine a basis for V over Q. If B, ..., B, is one such basis, then for each i we have
a=nBr+ o By

where, by rescaling the §;’s if necessary, we may assume n; € Z. Thus we have

[F=5 % ny8; togt

i=1 j=1

= i Bj)'f n;; log(v;)

j=1 =1
= f‘, Bjlog(u;) (12.32)
j=1

m
where u; = ITv/".
i=1

Of course, the above is useful only if we know at least one set of a; and v;. Trager,
however, points out that if B, ..., Bq is a basis over Q of the residues of f, then we also
obtain equation (12.32) with the u; € K'(x,y). Here K’ is K extended by all the residues of f.
Thus, as in the transcendental case, we desire a method to determine the residues of f.
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_axy)
= d(x)

where d(x) is square-free, and where the zeros of d(x) are the same as the poles of f. By
clearing denominators of a(x,y), we may write

o BOYVRO) __g0y)
dw)  deyhe)

The problem now is to determine the residues of f at its poles. Let X be a pole of f and let ¥
be a value such that

F(,y)=0. (12.33)
Then c is a residue of f at the point (¥, ¥) if and only if

=8ty __elhy)
o) d'(yhR()

that is, if and only if ¢ solves
0=g(, ¥)—z-d’(Xyh(@). (12.34)

For a given X we wish to determine all solutions to (12.34) as ¥ runs through the solutions of
(12.33). Thus, for a given X' we are interested in all the solutions of

0=res, (g (¥, y) — 2-d’(¥yh(X), F(X, y)) . (12.35)

We wish to find all solutions of (12.35) as X' varies over all the poles of f, that is, over all the
zeros of d. Removing the content from (12.35) to avoid any false zeros, we find that we
want the roots of

R(z) = res (pp, (res, (g (x, y) — 2-d"(x) h(x), F(x,y))), d(x)) (12.36)

where pp, denotes taking the primitive part of the polynomial with respect to z. If any of the
Toots of (12.36) are non-constant, then the integral is not elementary.

Example 12.20. Consider the integral from the previous example. In this case our integrand
is y/()c5 +x), with g(x,y) =y, h(x) =1, d(x) =x>+x,and F(x.y) =y2 -x*-1,s0

R(z) = 1es(pp, (res, (y — z(Sx* + 1), F(x,y))), x* +x)
=res, (252248 + (1022 - Dx* + (22 = 1), X +x)
= 65536 (z2 - 1)

which has z = 1 and z = -1 as its nonzero roots.
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Example 12.21. The integral

1 _ |11 y
_[:l(l—xz) (1-k*x?) _[y J(l—xz) (1-k*x%)
where y2 = (1—x2) (1—k2x2) is known as an elliptic integral of the first kind. Fork #0, 1, -1,

the denominator is square-free so that the integral is already Hermite reduced. In this case
R(z) is seen to be

R(z)=256z8 (k— D3 (k + 1)848.

In particular, R(z) has no nonzero roots and hence the integral is not elementary.
[ ]

If we were dealing with the transcendental case, we would now obtain our logarithm
sum

m
Y. log(v;)
i=1
by calculating
v; =GCD(a — c;b’, b) .
The function v; can also be thought of as the product of x —r as r varies over all the poles of

a/b for which c; is the residue. This cannot work in its present form for the algebraic case.

We immediately run into problems simply because our domain is not a UFD. As such, the
notion of a GCD is not even well-defined. However, the theory of ideals was originated by
Kummer and Dedekind precisely to provide a framework to deal with this problem (cf.
Hecke [11] — in particular, Chapter 5 ). In the case of integration, the theory revolves around
the formalism of divisors of an algebraic function.

Let B1,..., B, be a basis for the vector space over Q spanned by the roots of R(z).
For each root ¢; we have
G=mPrt+ o By
where, as before, we may assume n; € Z. Associated to each such root is a formal sum

D" =n,-1'P1 + - +n‘-q'Pq (1237)

where P; is the point(s) where f has residue ¢j. Each point(s) P; =(x;, y;) may be identified
with the ideal

Pj=<x—xj,y —y;>
while each formal sum (12.37) may be identified with the ideal
D;=P{" -+ PJ.

The problem of determining a u; for equation (12.32) is then the problem of finding a func-

tion that has poles of order nj; at the point P;. This is the same as finding a principal genera-
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tor for the ideal D; (or a principal divisor if we are using the formalism of divisors). Of

course, being unable to find a principal divisor does not imply that our integral is not ele-
mentary. We may instead change our basis for the residues to By/2, ..., B,/2, in which

case we are looking for a principal divisor for 2-D;. If this fails, we search for a principal
divisor for 3-Dj, etc.

Example 12.22. Continuing with our previous example, let P be the point (x =0, y =1) and
P, be the point (x=0, y=—1). The vector space spanned by the residues 1 and -1 is gen-
erated by B; = 1. The function f has residue 1 at P; and residue —1 at P, so we are looking
for a principal divisor for D =P, — P,. This is the same as finding a principal generator for
the ideal

pl-pz-l (12.38)
where we have identified the points P, and P, with the ideals

Pi=<x,y-1>, Py=<x,y+1>
that they generate. Finding a generator of (12.38) is the same as finding a function

u € Q(x,y) having a zero of order 1 at P; and a pole of order 1 at P, and no other poles or

zeros (the reader should verify this). No such principal generator exists in this case, so we
consider the ideal

piP;? (12.39)

(i.e. the divisor 2D) and search for a generator. If this fails, we search P3-P;>, etc. In the

case of our example, there is a generator of (12.39) given by

x?

U= .
l+y

Thus, our initial integral has the solution
24+ 1 1

1 x2
dx =— +—1lo .
& +x)Vxt+ 1 2Nxh+1 2 g(1+:bc“+1)

Determining whether a divisor or some multiple of it is principal, is a problem of find-
ing a principal generator of the corresponding ideal or one of its powers. The problem
reduces to constructing an integral basis for the ideal and checking to see if all of the basis
elements have a pole at infinity. If they all do then there is no principal generator; otherwise
a generator may be constructed. Finally, it is not possible simply to search for possible gen-
erators amongst the infinite set D;, 2D}, 3D;, etc. Somewhere there must be a multiple such

that, if no principal divisor has been found by that point, then no such principal divisor exists
and the integral is not elementary. Such a multiple is obtained by reducing our computations
modulo two different primes and determining principal divisors for multiples there (this pro-
cess does have a terminal point). The solution to the problem of deciding whether there is
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some multiple of a divisor which is principal was a significant achievement, and indeed was
thought to be unsolvable at the turn of the century.

The above description lacks many details and glosses over many computational diffi-
culties. Nonetheless, it gives some idea of the similarity of the approach used to solve this
problem compared with the methods used earlier in the chapter. Also, we described only the
purely algebraic case and not the case of mixed transcendental and algebraic extensions. The
case where the tower of field extensions contains some transcendental extensions followed
by an algebraic extension, was not completely solved until 1987 when Bronstein [5] gave an
algorithm in his Ph.D thesis. The case where an algebraic extension is followed by a tran-
scendental extension is essentially a matter of applying the algorithm for transcendental
extensions as described in this chapter. However, in such a case one must be able to solve
Risch differential equations over algebraic extension fields. A description of Risch’s
methods for this problem can be found also in Bronstein’s thesis.

Exercises

1. Using the algebraic definition of exponentials (Definition 12.1), prove that
(@) exp(f+g)=exp(f)exp(g);
(b) exp(nf)=exp(f)" where ne Z.

2. Using the structure theorem (Theorem 12.1), decide if the following extensions are
transcendental or algebraic:

(a) Q(x,98,,0,,0;) from Example 12.1;
(b) Q(x,8,,8,,05,0,) from Example 12.2.

3. Let F=Q(x,exp(x), exp(xz), log(p(x)), log(g(x))) where p(x) and g (x) are polynomials
in Q[x]. Show that exp(x3) is a monomial over this field.

4. Prove the following. Let F be a differential field. If 0 is transcendental over F then
prove that:

(a) for specified u € F, there is one and only one way to extend the differential opera-
tor from F to the extension field F(8) such that 8" = u’/u ;

(b) for specified u € F, there is one and only one way to extend the differential opera-
tor from F to the extension field F(8) such that 8"/ =u".

Furthermore, if 0 is algebraic over F then:

(c) there is one and only one way to extend the differential operator from F to the
extension field F(0); in particular, the differential operator on F(8) is completely
determined by the minimal polynomial defining 6 and by the differential operator
defined on F. Hint: Show that there is a unique representation for derivatives of
polynomials from the domain F[0]. Why is this enough to show uniqueness over
F(8)?
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10.

11.

12.
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In the proof of Theorem 12.6 we used the fact that F(0) and F have the same subfield
of constants implies that F,(0) and F,, also have the same subfield of constants. Prove
this.
Prove that the Risch differential equation
y-2xy=1
can have no rational solution (cf. Example 12.15). Hint: First prove that any potential
solution must be a polynomial.
Let K(8) be a transcendental logarithmic extension of the field K. Then any
f(0) e K(0) may be written as
r®)
f@)=p®) +—=
) o)

where p, q,r € K[8] with GCD(r,g) =1 and deg(r) < deg(g). Prove the following
decomposition lemma: if f has an elementary integral, then each of p and r/q have ele-
mentary integrals.

Decide if

log3(x) - log2(x) —leog(x) + i—log(x) +x%+x
_[ log*x — 2x%log?(x) + x*

is elementary and, if so, determine the integral.
Decide if

JlogS(x)
is elementary and, if so, determine the integral. Do this also for

-[ log*(x)

X

Decide if

(1+log(x))-x*
is elementary and, if so, determine the integral.
Decide if

1
-[log(x) {log(x+1)+ o) }

is elementary and, if so, determine the integral.

State and prove a decomposition lemma similar to the one in Exercise 7 for the case of
transcendental exponential extensions.
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13.  Decide if
Zexp(x)? + (3 — log*(x) +2 l_osff_)) exp) +2 logx(x) o1

r= exp()c)2 +2exp(x)+ 1

considered as an element of Q(x, log(x), exp(x)) has an elementary integral. If the
answer is yes, then determine the integral.

14. Repeat Exercise 13, but this time consider f as an element of Q(x, exp(x), log(x)).

15. Decide if

x2
V1 -x3) (1 -k%x?)

(where k% # 1) is elementary.

Just as we have defined exponentials and logarithms, we can also define tangents and
arctangents. Thus if Fis a differential field and G is a differential extension field then® € G
is tangent over F if there exists u € F satisfying

0 =(1+0%u’.

We write 0 =tan(u) in this case. If there exists 4 € F such that
P
1+u?

then 0 is arctangent over G and we write 8 = arctan(u). Tangent and arctangent extensions
are useful in cases where it is desired to avoid converting to complex exponentials. There is
a corresponding structure theorem (cf. Bronstein [3]) along with algorithms for integration.
Similar definitions also exist for hyperbolic tangents and arctangents.

16. (cf. Bronstein [6]) (Differentiation of tangent polynomials.) Using the above defini-
tions prove:
Let F be a differential field and let F(8) be a differential extension field of F having the
same subfield of constants. If 0 is transcendental and tangent over F then
@@ foraz0eF,nz0eZ, a(1+6%=a0(1+0%)"with@=0e F;
(b) fora(0) e F(0),a(0) € F(O) and deg(a(8)") =deg(a(@) +1.

17. Suppose ¢ is transcendental and tangent over F with ¢ =tan(u), u € F. Suppose a is
algebraic over F and satisfies the same differential equation as ¢, that is

a=(1+adu’.

Show that if F(a) and F(a)(¢) have the same subfield of constants, then a*=~1. Hint:

(a (cf. Bronstein[6]).

Lookatc=;t
(l+ta)
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18.

19.

10.

11
12.
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(cf. Bronstein [6]) Let F be a differential field and let F(8) be a differential extension
field of F having the same subfield of constants. Suppose 0 is transcendental and
tangent over F. Let ¢(0) € F[0] with

GCD(a(®), —d‘%a(e))= 1, and GCD(a(8), 8%+ 1)=1.

Then
GCD(a(0),a@)=1.

State and prove the equivalent theorems of Exercises 16 - 18 for F(8) a hyperbolic
tangent extension of F.

References

J. Baddoura, ‘‘Integration in Finite Terms and Simplification with Dilogarithms: a Pro-
gress Report,”” pp. 166-171 in Proc. Computers and Math., ed. E. Kaltofen, S.M. Watt,
Springer-Verlag (1989).

R.J. Bradford, ‘‘On the Computation of Integral Bases and Defects of Integrity,”” Ph.D.
Thesis, Univ. of Bath, England (1988).

M. Bronstein, ‘‘Simplification of Real Elementary Functions,”” pp. 207-211 in Proc.
ISSAC’ 89, ed. G.H. Gonnet, ACM Press (1989).

M. Bronstein, ‘“The Transcendental Risch Differential Equation,”” J. Symbolic Comp.,
9(1) pp. 49-60 (1990).

M. Bronstein, ‘“‘Integration of Elementary Functions,” J. Symbolic Comp., 9(2) pp.
117-173 (1990).

M. Bronstein, ‘A Unification of Liouvillian Extensions,” Appl. Alg. in E.C.C., (1) pp.
5-24 (1990).

G.W. Cherry, “Integration in Finite Terms with Special Functions: the Error Func-
tion,” J. Symbolic Comp., 1 pp. 283-302 (1985).

G.W. Cherry, ‘‘Integration in Finite Terms with Special Functions: the Logarithmic
Integral,”” SIAM J. Computing, 15 pp. 1-21 (1986).

J.H. Davenport, ‘‘Integration Formelle,”” IMAG Res. Rep. 375, Univ. de Grenoble
(1983).

J.H. Davenport, ‘“The Risch Differential Equation Problem,” SIAM J. Computing,
15 pp. 903-918 (1986).

E. Hecke, Lectures on the Theory of Algebraic Numbers, Springer-Verlag (1980).

E. Kaltofen, ““A Note on the Risch Differential Equation,”’ pp. 359-366 in Proc.
EUROSAM ’84, Lecture Notes in Computer Science 174, ed. J. Fitch, Springer-Verlag
(1984).



12. The Risch Integration Algorithm 573

13.

14.

15.

16.

17.

18.
19.

20.

21.

22.

23.

A. Ostrowski, ““Sur l’integrabilite elementaire de quelques classes d’expressions,”
Commentarii Math. Helv., 18 pp. 283-308 (1946).

R. Risch, ““On the Integration of Elementary Functions which are built up using Alge-
braic Operations,’” Report SP-2801/002/00. Sys. Dev. Corp., Santa Monica, CA (1968).

R. Risch, ‘“The Problem of Integration in Finite Terms,”’ Trans. AMS, 139 pp. 167-1§89
(1969).

R. Risch, ““The Solution of the Problem of Integration in Finite Terms,”” Bull. AMS,
76 pp. 605-608 (1970).

R. Risch, ‘‘Algebraic Properties of the Elementary Functions of Analysis,”” Amer. Jour.
of Math., 101 pp. 743-759 (1979).

J.F. Ritt, Integration in Finite Terms, Columbia University Press, New York (1948).

M. Rosenlicht, ‘‘Integration in Finite Terms,”” Amer. Math. Monthly, 79 pp. 963-972
(1972).

M. Rosenlicht, ‘‘On Liouville’s Theory of Elementary Functions,”’ Pacific J. Math,
65 pp. 485-492 (1976).

M. Rothstein, ‘‘Aspects of Symbolic Integration and Simplification of Exponential and
Primitive Functions,”’” Ph.D. Thesis, Univ. of Wisconsin, Madison (1976).

M. Singer, B. Saunders, and B.F. Caviness, ‘‘An Extension of Liouville’s Theorem on
Integration in Finite Terms,”” SIAM J. Computing, pp. 966-990 (1985).

B. Trager, “‘Integration of Algebraic Functions,”” Ph.D. Thesis, Dept. of EECS, M.L.T.
(1984).






NOTATION

Operations

alb a divided by b

sign(a) sign of a

n(a) normal part of a

u(a) unit part of a

| a| absolute value of a

|al.. sup norm of a

quo(a, b) quotient of @ with respect to b

rem(da, b) remainder of a with respect to b
GCD(@,b,...,c) greatest common divisor of @, b, ..., ¢
LCM@,b,...,c) least common multiple of a,b,...,c

deg(p) [total] degree of polynomial p

deg,(p) degree of polynomial p in variable x

deg;(p) degree of polynomial p in variable x;

a(p(x)) degree vector of multivariate polynomial p
Icoeff(p) leading coefficient of [univariate] polynomial p
Icoeff, (p) leading coefficient of polynomial p in variable x
lcoeff;(p) leading coefficient of polynomial p in variable x;
res(p) resultant of [univariate] polynomial p

res (p) resultant of polynomial p in variable x

res;(p) resultant of polynomial p in variable x;

cont(p) content of p

pp(p) primitive part of p

tcoeff(p) trailing coefficient of polynomial p

ord(a) order of power series a

det(A) determinant of matrix A

A% adjoint of matrix A

AT transpose of matrix A

[x] congruence (residue) class of x

x+1 residue class of x modulo ideal I

(l:) k,r binomial coefficient
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Sets and Objects

N set of natural numbers (0, 1, 2, ...)
z set of integers

Q set of rational numbers

C set of complex numbers

Y/ set of integers modulo p

P

R[x] ring of polynomials in variable x over R
R[x] ring of polynomials in variables x over R
{a:b} set of a such that b

g, {} empty set

Q0 empty ordered set

gy r Xy ) ordered set of n elements

[x1,.. 5%, ] n-dimensional row vector

[x1,-.., %, ]T n-dimensional column vector

a ordered set or vector with entries a;
La;) matrix with entries a;

<p> principal ideal generated by p
<P> ideal generated by set P

AXB Cartesian product of sets A and B
A/B quotient set of A modulo B

Al~ quotient set of A modulo relation ~
Ty set of terms in x

Relations

alb a divides b

alb a does not divide b

c subset

o improper subset

~ is equivalent to

= is congruent to

© corresponds to

<r less than with respect to T

<r less than or equal with respect to 7
P reduces to

= reduces transitively to

- reduces fully to



0-reduction, 449

addition:
in finite fields, 116
in quotient fields, 61
of extended power series, 69
of multiprecision integers, 112
of polynomials, 38
of power series, 63, 114
on residue classes, 167
adjoint:
form, 396, 402
solution, 403, 423
admissible ordering, 431, 459
ALDES, 7
algebra, 153
algebraic:
algorithms, 1
extension, 12, 15, 406-7, 458
function, 141, 421
differentiation of, 522
integration of, 561
manipulation, 1
number field, 378-9, 383-4
over, 514
algebraically closed, 414, 463
ALGOL, 5,7
allocation:
array, 94
dynamic array, 94
linked, 94
ALPAK, 6, 279
ALTRAN, 2, 6, 90, 96-7, 99
ANALITIK, 8
Applicable Algebra in Engineering,
Communication and Computing, 10
arctangent over, 571

INDEX

associate classes, 27
associates, 26

associativity, 23

augmented matrix, 390-1, 400
AXIOM, 9

B,8
back-solving, 394, 399, 416, 420, 460-2
bad-zero problem, 260
band matrix, 424
base, 93,112, 189
basis, of degree n polynomials , 186
See also: Grobner, ideal, integral
BCPL, 6
Berlekamp’s algorithm, 337, 347, 351, 353,
358, 360-1, 366
big prime version, 364, 366, 371
Bessel functions, 18
Bézout:
determinant, 409-11, 423
theorem, 407, 422
bifurcation theory, 452
binary operation, 154, 359-60, 364
Buchberger, B., 431
Buchberger’s algorithm, 431, 445, 447, 450
complexity of, 451, 456, 462

C, 8-11,99
CAMAL, 6
cancellation law, 24
canonical:
form, 61, 82
expanded, 85, 89
factored, 86
function, 82, 451
simplifier, 444, 452
Cantor, D., 371
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Cantor-Zassenhaus method, 371
Cartesian product, 46
Cauchy’s inequality, 322, 326
CAYLEY, 9-10
chain of ideals, 445
change of basis, 462
characteristic, 344

field, 74

nonzero, 343

zero, 338-43, 474
characterization theorem, 164
Chebyshev polynomials, 2, 4, 20
Chinese remainder:

algorithm (CRA), 153, 179, 303-4, 313,

402,412

problem, 174, 206

theorem, 120-1, 175, 348
Chinese remaindering, 159
coefficient:

block, 100-1

function, 91
cofactor, 227, 395, 400

expansion, 392
common:

divisor problem, 317

successor, 438

zeros, 454
commutative ring, 24
commutativity, 23
completion algorithm, 447
complex numbers (C), 24
computer algebra, 1
congruence, 402

class, 452

notation, 172

problem, 449

relation, 167
conjugate, 378-80, 501
constant term, 38, 63, 68
content, 53
continuous Fourier transform (CFT), 129
convergence, 215

quadratic, 218
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CRA, see Chinese remainder algorithm
Cramer’s rule, 152, 287, 391, 400, 405
critical pair, 447

Dedekind, R., 567
degree, 38, 40, 49

vector, 47
dense interpolation, 311, 313
derivation, 474
derivative, 50
DERIVE, 9
descriptor block, 97, 99
determinant, 16, 389, 392, 394, 398, 400, 407,

423

cofactor definition, 400
differential:

algebra, 474

extension field, 476

field, 474

homomorphism, 476

operator, 474
differentiation:

of exponential polynomial, 520

of logarithmic polynomial, 520
diophantine equations, 15
discrete Fourier transform (DFT), 124
distinct degree factorization, 337, 368, 370-2
distributivity, 24
divide-and-conquer, 123
divided-difference form, 185
divided-differences, 186
division:

algorithm, 411

in finite fields, 117

of polynomials, 40

property, 30
divisor, 26

of algebraic function, 567

Early ALTRAN, 6
EEA, see extended Euclidean algorithm
clementary:

extension, 515
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function, 18, 474, 511-2
differentiation of, 519
elimination ideal, 459
embedding, 155
epimorphism, 155
equivalence relation, 430
error, 209, 214
function, 529
Euclid, 34
Euclidean domain, 30
Euclid’s algorithm, 14, 33-4, 42, 158,
279-80, 305-6, 315, 393, 411-2, 447
primitive form, 282
Euler phi function, 134
evaluation:
homomorphism, 402, 404, 413
points, 184
exponent:
block, 100-1
vector, 46
exponential:
over, 514
polynomial, differentiation of, 520
extended Euclidean algorithm (EEA), 35,
42, 117, 173, 186, 280, 483
extended power series, 68
constant, 68
order, 68
zero, 68
extension, 156
field, 75, 452
extraneous root, 462
EZ-GCD algorithm, 261, 314-5, 318-9, 321,
451

factorization, 12
fast Fourier transform (FFT), 14, 124, 128
Fermat’s little theorem, 368
FFT, see fast Fourier transform
Fibonacci sequence, 76
field, 24

" of characteristic zero, 463

of elementary functions, 515
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of transcendental elementary functions,
515

finite:

field, 24

inclusion, 415, 457
floating-point numbers, 11
FORM, 10
FORMAC, 6
formal product block, 102
FORTRAN, 2, 5,7, 11
Fourier:

points, 124

primes, 134
fraction field, 437
fundamental theorem:

of integral calculus, 511

of PRS, 296, 299

of resultants, 414

Galois field, 12, 15, 75, 279, 337, 343-5, 347
GAP, 10
Garner, H., 176
Garner’s algorithm, 176, 178, 191-2, 206
Gauss’ lemma, 54, 331
Gaussian elimination, 16, 129, 152, 359,
389-90, 402, 407, 447
division-free, 392, 393
fraction-free, 392, 398
ordinary, 390-2, 403
single-step, 397, 423
fraction-free, 393, 398, 400-1, 422
two-step, 397
fraction-free, 396, 423
Gaussian integers, 74
GCD, see greatest common divisor
GCDHEU algorithm, 321, 329
geometry theorem, 462
greatest common divisor (GCD), 5, 12-4, 26,
32,42, 57,391, 393, 407, 411, 460, 464
of n elements, 53
Graobner basis, 390, 407, 421, 429, 431,
439-40, 443-5
decomposition, 460)
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lexicographic, 451, 456, 458-60 power series, 431
monic, 447 principal, 162
reduced, 447, 450-1, 460 proper, 160
refinement, 457-8, 460 universal, 160
total degree, 451, 456, 458 zero, 160
Grobner, W, 431 ideal-adic representation, 213
group, 23 idempotent, 275
abelian, 23 identity, 23-4
commutative, 23 indefinite:
cyclic, 134 integral, 511
multiplicative, 133 integration, 473
integers (Z), 24
Hadamard’s inequality, 299, 404, 423 fixed-length, 11
Hardy, G., 512 Gaussian, 74
head coefficient, 433, 437 indefinite-precision, 96
headterm, 433 modulo m, 168
Hensel construction, 230, 243 multiprecision, 93, 96, 112, 120, 178
multivariate, 258 non-negative (N), 30
Hensel lifting, 233, 250, 272, 337 single-precision, 93, 178
Hensel’s lemma, 230, 256, 314, 318, 429 integral:
Hermite, C., 512 basis, 563
Hermite’s method, 485, 530 closure, 563
Hilbert: domain, 24
divisor chain condition, 445 indefinite, 511
function, 462 integration by parts, 473, 482-3
matrix, 424 interpolation, 159, 402, 404-5, 412-3, 429
nullstellensatz, 454, 463 points, 184
homomorphic image, 155 inverse, 23-4
homomorphism, 155 discrete Fourier transform (IFDT), 130
composite, 169 Fourier transform, 130
evaluation, 158 multiplicative, 173
modular, 157 of differential operator, 478
multivariate evaluation, 171 of extended power series, 69
Horowitz: inversion, 154
method, 489, 533 of power series, 139
reduction, 490 invertible, 26
irreducible, 28
ideal, 160, 567 component, 461
basis, 162, 429-31, 439, 445 polynomial, 434, 452
inclusion, 445 isomorphism, 155
maximal, 464
membership problem, 430-1 Journal of Symbolic Computation, 10

polynomial, 429, 431, 449
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Karatsuba’s algorithm, 118-9
kernel, 164, 170
Knuth-Bendix algorithm, 447
Kronecker, L., 337, 378
Kummer, E., 567

Lagrange:
method, 202
interpolation, 129
inversion formula, 115
theorem, 133, 135, 344
Laplace, P., 527
Laurent series, 18, 494
layout block, 100-1
Lazard/Rioboo/Trager improvement, 504-5
LCM, see least common multiple
leading:
coefficient, 38, 47, 460
problem, 232, 237-8, 260, 319
monomial, 433
term, 38, 47
least common multiple (LCM), 26
of n elements, 62
Legendre polynomials, 141
level:
data structure, 80
form, 80
object, 80
lexicographic ordering:
of exponent vectors, 47
of terms, 432
LiE, 10
lifting, 215
limit, 474
linear update formula, 217
Liouville, J., , 512, 523
principle, 523, 541, 555, 558
theorem, 527, 561, 565
LISP, 5, 96, 99
logarithm, 479
logarithmic:
. integral, 529
over, 479, 514
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part, 483

polynomial, differentiation of, 520
low order:

coefficient, 63, 68

term, 63, 68

MACAULAY, 10
Macaulay, F., 390
MACSYMA, 7,9, 96
MAPLE, 4, 8, 11, 20, 99, 102, 473, 474
MATHEMATICA, 9
MATHLAB, 6
MATHLAB-68, 6-7
matrix:
augmented, 390-1, 400
rank of, 407
minor expansion, 400, 402, 423
mixed radix:
coefficient, 177, 404
representation, 177, 189, 403-4
modular:
GCD algorithm, 300, 306, 311, 314, 319
homomorphism, 402, 404, 412
representation, 120
addition in, 121
division in, 122
multiplication in, 121
subtraction in, 121
resultant algorithm, 412
modulus, 174
monic set, 447
monomial over, 517
monomorphism, 155
morphism, 155
field, 155
Moses, J., 248, 301
multiple, 26
multiplication:
fast Fourier polynomial, 132
in finite fields, 116
in quotient field, 62
of extended power series, 69
of matrices, 146
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of muitiprecision integers, 112, 118
of polynomials, 38, 113, 118, 132
of power series, 63
on residue classes, 167

multivariate Taylor series representation,
211, 257

muMATH, 7-9

muSIMP, 7

Newton:
coefficients, 186, 191
form, 185, 189
interpolation, 129, 311
algorithm, 186-7
Newton’s iteration, 137, 139, 215, 253
bivariate, 226, 228
for algebraic functions, 142
linear ideal-adic, 223
linear p-adic, 217
quadratic ideal-adic, 223
Newton’s method, 144
for power series, 141
Noetherian:
ideal domain, 431
integral domain, 162, 445
nonlinear elimination, 413
nonsingular matrix, 390
nonzero b-value problem, 319
normal:
at infinity, 564
form, 82
expanded, 85
expanded/factored, 90
factored, 85
NTPS representation, 92
of extended power series, 93
function, 82, 430
part, 27
selection strategy, 450
simplifier, 439, 444
null space basis algorithm, 355
nullary operation, 154
nullstellensatz, 454, 463
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order, see admissible, (extended) power
series, lexicographic, low, term, total
order n:
approximation, 138
ideal-adic approximation, 214
p-adic approximation, 209
p-adic representation, 206

PARI, 10
partial:
derivative, 50
fraction decomposition, 45
PASCAL, 11
permutation of variables, 415-6, 439, 462
pivot:
element, 390, 398, 403
row, 390
pivoting, 390, 397, 422-3
PL/, 6
PM, 6, 279
pole, 494, 563
polynomial, 38
bivariate, 46
constant, 38, 48
dense representation, 84
diophantine equation, 43, 253, 264, 268
distributive representation, 84, 96
evaluation, 123
interpolation problem, 184
mixed radix representation, 192
monic, 38, 47
multivariate, 46-9, 52
part, 483, 530, 540, 558
primitive, 53
reciprocal, 136
recursive representation, 84, 96
remainder sequence (PRS), 283, 291,
294-6, 298-9, 308, 451
abnormal, 284, 296
Euclidean, 283, 294, 299, 300, 393
fundamental theorem of, 296, 299
normal, 284, 294-5
primitive, 283, 300, 393, 437
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reduced, 284, 295, 297, 393, 412
subresultant, 284, 295, 298, 412, 504
sparse representation, 84, 96
univariate, 38-9
zero, 38, 47
positive representation, 176
power, of an ideal, 163, 210
power series:
constant, 63
convergence, 139
dense representation, 104
non-truncated representation, 91
order, 63, 65
rational functions, 66
sparse representation, 104
truncated representation, 90
univariate, 63
zero, 63
powering:
in finite fields, 117
of power series, 114-5
prime, 28
primitive:
element, 75
Euclidean algorithm, 56
n-th root of unity, 124, 133
part, 54
principal:
ideal, 162
domain, 162
resultant, 289
product, of ideals, 163
PRODUCT structure, 99, 102
projection, 155, 169
proper homomorphic image, 166
PRS, see polynomial remainder sequence
pseudo-division, 462
property, 54, 170
pseudo-quotient, 55, 282
pseudo-remainder, 55, 282

quadratic:
convergence, 137

update formula, 219
quantifier elimination, 407
quotient, 30, 32, 141

field, 13, 60, 389, 412

of power series, 114

ring, 167, 452

set, 60, 167

radical, 406, 420
radix p representation, 206
rational:
function, 61, 103
of power series, 66
numbers (Q), 24, 96
part, 483, 530, 549
real numbers (R), 24
reciprocal, 179
REDUCE, 6-7, 96
REDUCE 2, 6-7
REDUCE 3, 9
reduced:
ideal basis, 447
polynomial, 434
set, 447
system, 416, 420, 430, 461-2
reducer set, 436
reduction, 431, 434-5, 440
algorithm, 436, 444
redundant element, 447, 450
reflexive closure, 435
relatively prime, 28, 53
remainder, 30, 32, 141
sequence, 33, 411
replace_Ic, 233, 247
residue, 174, 189, 494, 565
class, 167
ring, 24
resultant, 286, 379, 389, 407, 411, 414,
430, 461-2, 495, 504
fundamental theorem of, 414
reversion, of power series, 114-5
rewrite rules, 447
ring, 23
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isomorphism, 48
morphism, 154
Risch, R., 18
Risch:
algorithm, 18, 474, 529-30, 547
differential equation, 559
RLISP, 7

root, 389, 405-6, 409, 414, 430, 457, 460, 462

extraneous, 415, 422

Rothstein/Trager method, 492, 499, 502, 530,

537, 554, 562

SAC-1,6-7
SAC/ALDES, 7
SAINT, 5-6
SAME, 10
SCHOONSCHIP, 8
SCRATCHPAD, 7, 9, 92, 96
SCRATCHPAD 11, 9, 504
selection:
function, 154
strategy, 450
set difference, 24
SHEEP, 7
side relations, 430, 451
sign, 27, 30
SIGSAM, 10
simple algebraic extensions, 526
simplification, 80
function, 106
problem, 451, 514
SIN, 6-7
single-point:
evaluation, 321
interpolation, 321
SMP, 8-9
solution, 390, 396, 404-5, 430, 454, 456,
459-60, 462
solvable, 430, 454
sparse interpolation, 311, 313
spline theory, 452
splitting field, 493
S-polynomial, 440, 449-50, 462
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square-free factorization, 337-46, 382
standard:
basis, 431
polynomial form, 189
Strassen’s algorithm, 146
structure theorem, 517
Sturm sequence, 333
subalgebra, 154
subdeterminant, 394, 400
subdomain, 154
subfield, 154
subresultant, 290, 296, 308, 310
subring, 70, 154
subsidiary hypothesis, 463-4
subtraction:
in finite fields, 116
of multiprecision integers, 112
of power series, 114
sum, of ideals, 163
SUM structure, 99
Swinnerton-Dyer polynomials, 375
Sylvester, J., 285
Sylvester:
criterion, 287-9, 291, 408, 414
determinant, 409
identity, 395
matrix, 285, 288-9, 407-9
symbolic computation, 1
Symbolic Mathematical Laboratory, 6
Symbolic Mathematical Library, 7
symmetric:
function, 409
fundamental theorem of, 379
representation, 176, 322
system:
of algebraic equations, 454
of linear equations, 16, 60, 389-90, 420-1,
453, 456
of nonlinear equations, 17, 389, 405, 420,
430
of polynomial equations, 454, 462
subdivision, 419
syzigy, 462
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tangent over, 571
Taylor series, 18, 50, 91
expansion, 221
term, 431
ordering of, 431, 433, 456
graduated, 432
inverse lexicographic, 432
lexicographic, 432
total degree, 432, 456, 462
total:
degree, 47
ordering, 431
trace polynomial, 364-5, 367
Trager, B., 337, 380, 561
trailing:
coefficient, 38, 47
term, 38, 47
transcendental:
elementary extension, 515
exponential extension, 525
logarithmic extension, 523
over, 514
transformation function, 82
transitive closure, 435
trial division, 122

triangular idempotent form, 354-5, 357

TRIGMAN, 8
Trudi, N., 285
truncation degree, 90, 104

unary operation, 154
uniform word problem, 448

unique factorization domain (UFD), 28

unit, 26
normal, 27, 39, 49, 67
factorization, 29
GCD, 27, 67
LCM, 28
prime, 28
part, 27
universal algebra, 153
-unlucky:
evaluation, 310

homomorphism, 301-3, 306, 308, 318

prime, 308, 310, 403
unsolvable, 454
upper echelon form, 398
upper-triangular matrix, 390

valuation, 30, 39, 64
trivial, 31
Vandermonde matrix, 16, 128, 185
variable:
auxiliary, 48
main, 48
vector space, 431, 452

word, 93
workspace, 100
WWGCD algorithm, 282

Yun, D, 317, 342, 347

Zassenhaus, H., 360, 371
Zassenhaus construction, 232
Zero:

divisors, 24

exponents, 85, 96
zero-equivalence:

problem, 81, 430-1, 439

simplifier, 430
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